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Abstract. The best known algorithm computes the sensitivity of a given
spaced seed on a random region with running time O((M +L)|B|), where
M is the length of the seed, L is the length of the random region, and
|B| is the size of seed-compatible-suffix set, which is exponential to the
number of 0’s in the seed. We developed two algorithms to improve this
running time: the first one improves the running time to O(|B′|2ML),
where B′ is a subset of B; the second one improves the running time to
O((M |B|)2.236log(L/M)), which will be much smaller than the original
running time when L is large. We also developed a Monte Carlo algo-
rithm which can guarantee to quickly find a near optimal seed with high
probability.
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1 Introduction

The goal of homology search is to find similar segments or local alignments be-
tween biological molecular sequences. Under the framework of match, mismatch,
and gap scores, the Smith-Waterman algorithm guarantees to find the global op-
timal solution. However, the running time of the Smith-Waterman algorithm is
too large to be used on real genome data.

Many programs have been developed to speed up the homology search, such
as FASTA [11], BLAST [1, 2, 16, 14], MUMmer [8], QUASAR [5], and Pattern-
Hunter [12, 9]. BLAST (Basic Local Alignment Search Tool) is the most widely
used program to do homology search. The basic idea of BLAST is that by using
a length 11 seed, which requires that two sequences have locally 11 consecutive
matches, local matches can be found, and a reasonably good alignment can be
then generated by extending those local matches. However, Li et al [12] found
that the homology search sensitivity can be largely improved if long “gapped”
seeds are used instead of short “exact” seeds. PatternHunter is developed based
on long “gapped” seeds. PatternHunter applies a dynamic programming (DP)
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based algorithm to compute the hit probability of a given seed. We refer the
algorithm to compute the sensitivity of a seed in PatternHunter as the PH al-
gorithm.

The running time of the PH algorithm is dominated by the product of the
length of random region and the size of seed-compatible-suffix set. In [9], Li et
al proved that computing the hit probability of multiple seeds is NP-hard. In
[10], Li et al further proved that computing hit probability of a single seed in a
uniform homologous region is NP-hard.

The problems of computing the sensitivity of a given spaced seed and finding
the most sensitive pattern have been studied for a long time. Choi and Zhang
and coworkers [7, 13] studied the problem of calculating sensitivity for spaced
seeds from computational complexity point of view, and proposed an efficient
heuristic algorithm for identifying optimal spaced seeds. Choi et al. [6] found
that an optimal seed on one sequence similarity level may not be optimal on
another similarity level. Yang et al. [15] proposed algorithms for finding optimal
single and multiple spaced seeds. Brejova et al. [3] studied the problem of finding
optimal seeds for sequences generated by a Hidden Markov model. Brown [4]
formulated choosing multiple seeds as an integer programming problem, and
gave a heuristic algorithm. So far, the PH algorithm is still the best running time
algorithm for calculating sensitivity of a given spaced seed. And most algorithms
for finding the optimal seed can not give any guarantee on the performance.

Here, we develop two algorithms to improve the PH algorithm for some cases.
The first algorithm improves the PH algorithm when the size of seed-compatible-
suffix set is large, while the second algorithm improves PH algorithm when the
region length is large. We further develop a Monte Carlo algorithm which can
guarantee to quickly find the optimal seed with high probability.

2 Preliminaries

2.1 Notations and Definitions

The notations are largely followed from those in [9].
Denote the i-th letter of a string s as s[i − 1]. The length of s is denoted

as |s|. A spaced seed a is a string over alphabet {1, 0}. Denote M = |a|. For a
spaced seed a, we require a[0] = 1 and a[M − 1] = 1. The number of 1’s in a is
called the weight of a, here denoted as W . A 1 position in a means “required
match”, while a 0 in a means “do not care”.

A homologous region R with length L is defined as a binary string, in which
a 1 means a match and a 0 means a mismatch. In this paper, we only focus on
random homologous regions with uniform distribution. That is, Pr(R[i] = 1) =
p, 0 ≤ i ≤ L−1, where p is referred to as similarity level of R. For a spaced seed
a and a homologous region R, if there ∃ j, 0 ≤ j ≤ L−M , such that whenever
a[i] = 1, we have R[j + i] = 1, then we say that a hits region R.

This paper studies the following two problems:



1. Seed Sensitivity: Given a spaced seed a, and a homologous region R ,
what is the probability of a hitting R? This probability is referred to as the
sensitivity of this seed on the region R. We just call it sensitivity of R if the
context is clear.

2. Optimal Seed: Given a seed length M and weight W , and a homologous
region R with similarity level p, what is the seed with the highest sensitivity?
A seed with the highest sensitivity is called an optimal seed.

2.2 Reviews of the PatternHunter Algorithm for Seed Sensitivity

Li et al [9] developed a dynamic programming based algorithm to compute the
sensitivity of a given seed.

For a seed a of length M and weight W , we call a string b compatible with
a if b[|b| − j] = 1 whenever a[|a| − j] = 1 for 0 < j ≤ min{|a|, |b|}. Suppose the
random region R has length L, and similarity level p. For a binary string b, let
f(i, b) be the probability that seed a hits region R[0 : i − 1] which has b as the
suffix of R[0 : i − 1]. Generally, we are only interested in the case 0 ≤ |b| ≤ M .
There are two cases: 1) the position before b has value 0; and 2) the position
before b has value 1. Thus, f(i, b) can be recursively expressed as:

f(i, b) = (1− p)f(i, 0b) + pf(i, 1b) (1)

This will generate a O(L2M ) dynamic programming algorithm because length
of b is at most M . However, since the only case seed a can hit the “tail” of a
region R is that the suffix of the region R is compatible with seed a, instead
of considering all possible suffixes, they only consider those suffixes which are
compatible with a.

Define B to be the set of binary strings that are not hit by a but compatible
with a. Let B(x) denote the longest proper prefix of x that is in B. The PH
algorithm thus uses the following recursion function:

f(i, b) = (1− p)f(i− |b|+ |b′|, 0b′) + pf(i, 1b) 0b′ = B(0b). (2)

It is clear that any entry in the dynamic programming table depends on two
previously computed entries. Therefore, PH algorithm has to consider all the
possible b ∈ B for each i, 0 ≤ i ≤ L− 1. The size of B is bounded by M2M−W .
The running time is thus O((M + L)M2M−W ). However, the size of B can be
reduced.

In this paper, we improve the PH algorithm from two perspectives:

– Instead of considering all possible suffixes b ∈ B, we consider only a small
subset of B, which will result in an algorithm with a better running time
when |B| is large. That is, following the similar idea applied by PH algorithm,
we further reduce the number of suffixes needed.

– We reduce the factor L in the running time of PH algorithm to log L, which
will generate an algorithm with much better running time when L is large.



3 Suffix-recursion-tree Algorithm

3.1 Algorithmic Details

The basic idea of our suffix-recursion-tree (SRT) algorithm is that if we pre-
compute more steps of the recursion function Eq. 2 instead of only one step, we
may have a small suffix set B′, s.t. any suffix b ∈ B′ is a recursive function of
only these suffixes from B′, which has the size much smaller than B. Recall that
the sensitivity is stored in entry (L, ε). Thus, we require ε in B′. The SRT of a
spaced seed is a tree with root node being labeled as ε, and each node of the tree
is labeled with b ∈ B. The label of the left child of any node b′ is B(0b′), where
B(0b′) is the longest prefix of 0b′ that belongs to B; and the label of the right
child of b′ is 1b′. If 1b′ is comparable with a and have the same length as seed a,
then 1b′ is “hit” by the seed a, and the corresponding node is labeled as “hit”.
The SRT is built by a depth first search. A node is a leaf only if 1) b is labeled
as a “hit”, or 2) the label b has been occurred before. Fig.1 shows an example
of the SRT of the spaced seed 1101011.

Fig. 1. An Illustration of Suffix-recursion-tree of seed 1101011.

As shown in Fig.1, there are only three suffixes that recur more than once,
ε, 011, 01111. Thus, B′ = {ε, 011, 01111}. Note that the depth of the suffix-
recursion-tree is M . For any node in the tree, it depends on its left child with
probability (1 − p), while p on its right child, if the children exist. Each path
from a node v to its ancestor u represents the probability that u depends on
v. Thus, f(i, ε) can be expressed only by those circled entries. Similarly, we can
get a recursive relation for each internal node v on all the leaves of the subtree
rooted at v. The dependency of b on all b′ ∈ B′ is thus presented in the sub-tree
rooted at b, and the depth of the sub-tree rooted at b is at most M − 1. Thus,



by building this SRT, a set of new recursion functions can be found that only
depends on a small suffix set B′.

By applying dynamic programming on this new recursion function, we have a
new algorithm for computing the sensitivity of a single spaced seed on a random
region. First, we construct the SRT for a given seed. Second, we deduce the
recurrence relations. Third, we do a dynamic programming based on this set of
new recurrence relations. Lastly we output the sensitivity.

Algorithm SRT-DP

Input Seed a, similarity level p, and region length L.
Output Sensitivilty of seed a on a random region of length L at similarity level p.

1. Construct the SRT of the seed a, and build set B′

2. Deduce all the recursive equations for every b′ ∈ B′.
3. For i ← 0 . . . L
4. For b′ ∈ B′ with decreasing lengths
5. Compute f(i, b′) by the recursive equations from Step 2.
6. Output f(L, ε)

Fig. 2. Algorithm SRT-DP

Theorem 1. Let a be a spaced seed and R be a random region. Algorithm SRT-
DP computes Pr(a hits R) in O(|B′|2ML+ |B|) time, where M is the length of
seed a, and B′ is the suffix subset determined by the suffix-recursion-tree of seed
a.

Proof. The correctness of the algorithm comes from the discussion before the
theorem. Line 1 can be done by depth first search. Since each node is determined
by its two direct children from Eq. 2, and once the node is traversed, the depth
first search will stop if the node recurs somewhere else, the running time is thus
O(|B|). Line 2 can be done in O(|B|), which is the size of the tree. After pre-
computing, line 3 to line 5 takes O(|B′|2ML) running time because for each
entry in the dynamic programming table, it depends on at most M |B′| entries.
Therefore, the total running time for the algorithm SRT-DP is O(|B′|2ML+|B|)

ut

3.2 A Concrete Example

In this section, we will give a concrete example to show our algorithm has a
much better running time than the PH algorithm on some cases. First, we prove
the following results.

Lemma 1. Any suffix b ∈ B′ of any spaced seed can be either ε or a binary
string starting with 0. That is, any b ∈ B′ can not start with 1.



Proof. By contradiction. Suppose there is a b ∈ B′ that starts with 1, i.e. b = 1b′.
That means 1) b has occurred more than once, and 2) b′ is a suffix in B, and b′

is the parent of b. Considering any two places where b occurs, at each place, b′ is
the parent of b. Thus, b′ has also occurred at least twice in the suffix-recursion
tree. For the definition of the suffix-recursion tree, the tree should stop at one
b′, which contradicts with b is a child of this b′.

Therefore, any suffix b ∈ B′ can be either ε or a binary string starting with
0. ut

Recall that the running time of PH algorithm is O((M + L)|B|), in which
|B| can be as large as O(M2M−W ). From lemma 1, we know B′ is a subset of
B, the size of which is much smaller than B, because all suffixes starting with
1 in B will not be in B′. Furthermore, we construct a simple example illustrate
that the algorithm SRT-DP is much better than PH algorithm. Better examples
are available, but it is out of the scope.

10 11 · · · 11︸ ︷︷ ︸
m3+(m−1) 1′s

0 · · · 11 · · · 11︸ ︷︷ ︸
m3+1 1′s

0 11 · · · 11︸ ︷︷ ︸
m3 1′s

(3)

For a seed as shown in Eq. 3, there are m 0’s in a. The size of B for this case
is:

|B| = m3 + 2 + (m3 + 1)× 2 + 4 + · · ·+ (m3 + m− 1)× 2m−1 + 2m + 2m

=
m∑

i=1

2i +
m−1∑
i=0

m32i +
m−1∑
i=0

i2i + 2m

= (2m+1 − 2) + m3(2m − 1) + (m2m − 2m+1 + 2) + 2m

= (m3 + m + 1)2m −m3

Lemma 2. Any suffix b ∈ B′ of our seed a can be either ε or a binary string
starting with 0 and followed by 1’s and at most one 0.

Proof. From lemma 1, we know that the only possible suffix b ∈ B′ of seed a can
be either ε or a binary string starting with 0. By contradiction, suppose there is
a suffix b ∈ B′ which starts with 0 and followed by at least two 0’s.

From the definition of B′, b should be compatible with the seed a. Thus, the
0’s in b which follows the first 0 have to be matched to some 0’s in a.

a : 10 · · · 11 · · · 11 011 · · · 11 011 · · · 11011 · · · 11 011 · · · 11
1 2

b : 011 · · · 11 011 · · · 11111 · · · 11 011 · · · 11

Recall that any suffix b ∈ B′ is generated by taking the longest compatible
prefix of some 0b′. Thus, b in the above figure is the result of cutting the tail of
some binary string. Thus, there are two different pairs of 0’s in a, which have the
same distance between each other. Suppose the first pair of 0’s (position 1 and po-
sition 2 in seed a) contains region 11 · · · 11︸ ︷︷ ︸

l1+(n1−1) 1′s

0 11 · · · 11︸ ︷︷ ︸
l1+(n1−2) 1′s

0 · · · 11 · · · 11︸ ︷︷ ︸
l1+1 1′s

0 11 · · · 11︸ ︷︷ ︸
l1 1′s

,

and the second pair of 0’s (position 1 and position 2 in suffix b) contains region



which corresponds to the region 11 · · · 11︸ ︷︷ ︸
l2+(n2−1) 1′s

0 11 · · · 11︸ ︷︷ ︸
l2+(n2−2) 1′s

0 · · · 11 · · · 11︸ ︷︷ ︸
l2+1 1′s

0 11 · · · 11︸ ︷︷ ︸
l2 1′s

in seed a. Note here n1 ≤ m and n2 ≤ m. Since the distances between these two
pairs are the same. We have

l1+(l1+1)+· · ·+(l1+n1−1)+(n1−1) = l2+(l2+1)+· · ·+(l2+n2−1)+(n2−1)

From this equation, we have

(2l1 + n1 + 1)n1 = (2l2 + n2 + 1)n2

2(l1n1 − l2n2) = (n2 + 1)n2 − (n1 + 1)n1

From the construction of the seed a, for any i, we have li = m3 + j, where
0 ≤ j ≤ m − 1. If n1 and n2 are different, without loss of generality, assume
n1 > n2. Let n1 = n2 + h, where h ≥ 1. The left part of the above equation is
then:

2(l1n1 − l2n2)
= 2[(m3 + j1)(n2 + h)− (m3 + j2)n2]
= 2[m3h + j1(n2 + h)− j2n2]
≥ 2(m3h−m2)
≥ m3 (when m ≥ 2)

Thus, the absolute value of the left part of the above equation is at least m3,
while the right part is at most m2. Thus, n1 = n2, and l1 = l2. This contradicts
to the assumption that these two regions are different.

Therefore, any suffix b ∈ B′ of seed a can be either ε or a binary region
starting with 0 and followed by 1’s and at most one 0.

ut
Combining lemma 1 and lemma 2, the number of suffixes b ∈ B′ for seed a

is at most:
m +

(
m
2

)
= O(m2)

In this seed a, the total length M is m4 + m2

2 + m
2 + 1

Therefore, the total running time for the algorithm SRT-DP is O(|B′|2ML+
|B|) = O(m8L + m32m), while the running time for PH algorithm is O((M +
L)|B|) = O(m72m + Lm32m). The dominant term here is L or 2m. Thus, the
SRT-DP algorithm is much faster than PH algorithm because it is the sum of
the two dominant terms instead of the product of them.

4 Block-matrix Algorithm

Now, we develop another algorithm to solve the problem of calculating the sen-
sitivity of a given seed, which mainly handle the case when the length of the
homology region is long.

Recall Eq. 2, in which 0b′ is the longest prefix of 0b in B. Any entry in the
dynamic programming table depends on only two previously computed entries.



Fig. 3. An Illustration

For any b ∈ B, |b| − |b′| is bounded by M . Thus, if we divide random region R
into blocks, each of which has length M , all entries in one block will only depend
on entries from itself or entries from another block. Fig. 3 shows an illustration
of dividing region R into blocks.

For any entry in block 1, it depends on two previously computed entries in
block 1. Thus, all entries in block 1 can be pre-computed by only using entries
from itself. For an entry in block 2, it depends on only two entries, one of which
must be in the same column as this entry in the same block (corresponding to
f(i, 1b)). For the other dependent entry, there are two cases: 1) the entry is also
in block 2 (as point C in Fig.3); and 2) the entry is in block 1 (as point A in
Fig.3). In either case, the entry has been computed already. Let F (i, j) denote
the dependency relationship of block i on block j and i. From previous discussion,
we can easily compute F (1, 1) and F (2, 1). Thus, for any entry in block 3, we
can consider block 3 as block 2, and block 2 as block 1, then use F (2, 1) on the
entry. Clearly, F (3, 2) is the same as F (2, 1). If we further substitute any entry
in block 2 used in F (3, 2) by its F (2, 1) relationship, we can have a dependency
relationship between any entry in block 3 and entries in block 1 and block 3, i.e.
F (3, 1). For any entry in block 5, we can apply F (3, 1) twice, which will result
in F (5, 1). Generally speaking, assume L = (1 + 2r)M , we can apply this idea
to reduce the region length dimension of the dynamic programming, L, to log L
by using the algorithm shown in Fig.4.

We now analyze the running time of this algorithm. Line 1 is just for illustra-
tion purpose, in practice, we don’t need to divide R into blocks, instead we just
need to compute [i/M ] + 1 for a given index i; line 2, 3, and 4 can be done in
O(M |B|); line 5 can be done in O(M |B|) because each entry in block 2 depends
on only 2 other entries from block 1 or block 2.

Theorem 2. The Block-matrix Algorithm has a running time O((M |B|)2.236

log(L/M)).

Proof. If an entry in block (1+2i) depends only on previously computed entries
in the same block, the algorithm takes O(M |B|) running time. Thus, we can
assume an entry in block (1+2i) depends on entries in block (1+2i−1) by using
previously computed F (1 + 2i−1, 1). Let ai, i = 1 . . . M |B| denote all entries
in block 1 with the condition that an entry with smaller line index is indexed
before any entry with larger line index, and an entry with smaller column index



Block-matrix Algorithm

Input Seed a, similarity level p, and region length L.
Output Sensitivilty of seed a on a random region R of length L at similarity level p.

1. Divide length L into blocks, each of which has length M . Index these blocks
as block 1, block 2, . . . , block 1 + 2r.

2. For i ← 0 . . . M − 1
3. For b ∈ B with decreasing lengths
4. Compute f(i, b) by the recursive function Eq. 2.
5. Compute F (2, 1).
6. For i ← 1 . . . r
7. Compute F (1 + 2i, 1) by using F (1 + 2i−1, 1).
8. Output f(L, ε)

Fig. 4. Block-matrix Algorithm

is indexed before any entry with larger column index and the same line index.
Let bi, i = 1 . . .M |B| and ci, i = 1 . . .M |B| denote all entries in block (1 + 2i−1)
and (1 + 2i), respectively, with the same indexing rule as ai. Thus, any bj is a
linear combination of all ai, and any ck is a linear combination of all bj . That
means:

bj =
M |B|∑

i=1

wjiai

ck =
M |B|∑

j=1

w′kjbj

Note that F (1 + 2i, 1) is the same as F (1 + 2i−1, 1), because (1 + 2i)− (1 +
2i−1) = (1 + 2i−1)− 1 = 2i−1. Thus, wij = w′ij .

Thus,

ck =
M |B|∑
j=1

wkjbj =
M |B|∑
j=1

wkj

M |B|∑
i=1

wjiai =
M |B|∑
j=1

M |B|∑
i=1

wkjwjiai.

This means that the dependency relationship between any ck and all ai can
be calculated by matrix multiplication. Thus, the running time for line 6 and 7
is bounded by O((M |B|)2.236).

Therefore, the total running time of Block-matrix algorithm is
O((M |B|)2.236 log(L/M)). ut

It’s not difficult to extend our algorithm when L is not in (1 + 2r)M format.
Recall the running time of PH algorithm is O((M + L)|B|), our Block-matrix
Algorithm can provide a much better running time if L is large.

5 Monte Carlo Algorithm for Finding Optimal Seed

In this section, we propose a Monte Carlo algorithm to solve the optimal seed
problem. Given seed length M , weight W , a random region R of length L with



distribution Pr(R[i] = 1) = p, 0 ≤ i ≤ L − 1, we want to find a seed a of good
enough sensitivity with high probability. The deterministic algorithm for finding
the optimal seed has a running time of O(

(
M
W

)
(M + L)|B|). Here, we provide a

O((k
(

M
W

)
M + t|B|)L) Monte Carlo algorithm that can find a near-optimal seed

with high probability, where k and t are parameters to adjust the errors of the
sensitivity and to control the probability.

The intuition behind our algorithm is that if we randomly generate k binary
regions of length L with similarity level p, the number of hits for a seed a on
these regions will be relevant to the sensitivity of a. The higher the sensitivity
is, the more expected hits are. The outline of the algorithm is displayed in Fig.5.
First, we randomly generate k regions. Then we count the occurrence of each
pattern. If a seed occurs multiple times in a random region, it counts only once.
After that, we select top t patterns with the largest numbers of occurrences.
Lastly, we employ an deterministic algorithm to compute the sensitivity of the
t seeds, and output the seed with the highest sensitivity.

Monte Carlo Algorithm for Finding Optimal Seed

Input Integer M , W , similarity level p, and random region R of length L.
Output A seed a of length M, weight W with the highest sensitivity on R.

1. Randomly generate k binary regions with similarity level p.
2. For each possible binary pattern a′ of length M and weight W .

2.1 Let cnt[a′] be the number of random regions that contain a′.
3. Let C be the set of t patterns with largest cnt values, ties break randomly.
4. Compute the sensitivity of the patterns in C by a deterministic algorithm.
5. Output the pattern with the highest sensitivity in C.

Fig. 5. Monte Carlo Algorithm for Finding Optimal Seed

Theorem 3. The running time for the algorithm in Fig. 5 takes time O((k
(

M
W

)
M+

t|B|)L)

Proof. Step 1 takes O(kL). The running time of step 2 is (kML
(

M
W

)
). The run-

ning time for step 3 is dominated by step 2. Step 4 takes O(t(M + L)|B|) if HP
algorithm is used to compute the sensitivity of a single seed. Thus, the overall
running time is: O((k

(
M
W

)
M + t|B|)L). ut

We further estimate the probability that the Monte Carlo algorithm can
find out the optimal seed. Let so be the sensitivity of an optimal seed on the
random region R, s be the sensitivity of the seed on R found by our Monte Carlo
algorithm. We have the following results:

Theorem 4. The Monte Carlo algorithm ensures so−s ≤ ε with high probability

1− e−
ε2

3(1−ε) kt. If kt ≥ 3(1−ε)
ε2 log 1

σ , the Monte Carlo algorithm can guarantee to
find out an optimal seed with probability 1− σ.



Proof. Define three random variables: C, Co, and X. C is the sum of Ci which
is defined to be the number of hits of a seed found by our algorithm on random
region i, (values can be 0 or 1 with probability 1 − s and s, respectively));
Co is the sum of Coi which is defined to be the number of hits of an optimal
seed on random region i, (values can be 0 or 1 with probability 1 − so and so,
respectively); X is the sum of Xi which is defined to be Ci − Coi + 1, (values
can be 0, 1, 2 with probability (1 − s)so, sso + (1 − s)(1 − so), and s(1 − so),
respectively). Since the number of random regions is k, X > k means the real
number of hits of the optimal seed is smaller than the number of hits of an
arbitrary seed. Let T denote the set of the indices of the top t seeds chosen by
our Monte Carlo algorithm.

Since both so and s lay in [0, 1], we can assume that when k and t are large
enough, our algorithm can find out seeds with so − s < 0.5. Let Ci be random
variable C for seed i. Thus,

Pr(an optimal seed is in top t seeds) = 1− Pr(no optimal seed is in top t seeds)
= 1− Pr(Co is smaller than Ci, i ∈ T )
= 1− ∏

i∈T

Pr(Co is smaller than Ci) (because of independency)

We now compute Pr(Co is smaller than Ci) by Chernoff bounds. For 0 <

δ ≤ 1, Pr(X ≥ (1 + δ)µ) ≤ e−µδ2/3, where X is the sum of independent Poisson
trials, and µ = E[X]. It is obvious that Xi = Ci−Coi +1 is independent Poisson
trials. Thus,

µ = E[X] = k{0× (1− s)s0 + 1× [ss0 + (1− s)(1− so)] + 2× (1− s0)s}
= (1 + s− so)k

Let (1 + δ)µ = k, we get δ = k
µ − 1 = so−s

1+s−so
.

By Chernoff bounds, we have

Pr(Co is smaller than Ci) = Pr(X ≥ k)

≤ e
−(1+s−so)k

(so−s)2

3(1+s−so)2 = e−
(so−s)2

3(1+s−so) k

Let ε = so − s, we have Pr(Co is smaller than Ci) ≤ e−
ε2

3(1−ε) k.
Thus, the probability that our Monte Carlo algorithm guarantees to find out

an optimal seed is:

Pr(an optimal seed is in top t seeds) = 1− ∏
i∈T

Pr(Co is smaller than Ci)

≥ 1− (e−
ε2

3(1−ε) k)t = 1− e−
ε2

3(1−ε) kt

Thus, when k and t increases, the probability increases quickly. If we require
the probability that our Monte Carlo algorithm fails to find out an optimal
seed is smaller than σ, 0 < σ < 1, we can have the requirement on k and t:
kt ≥ 3(1−ε)

ε2 log 1
σ .

ut
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