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## Basics

Your p5.js programs consist of two basic functions:

- function setup() \{
...
\}
Runs first when your program launches to set up the canvas.
- function draw() \{
frameRate(r); sets the number of times draw repeats to $r$ times per second.
\}
Runs repeatedly, over and over, to draw on the canvas (unless you execute noLoop ( ) ; )
If you draw the same thing each time draw ( ) runs, then it will look like a painting.
If you draw something different each time, then it will look like an animation.
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## Functions / Parameters vs. Arguments

- We've used functions that are predefined. (e.g. random, ellipse, etc.)
- We pass arguments to these functions (a function call).

Each function assigns these arguments to a set of parameters.

- When the function completes its computation, it can return a result.*

Computation continues where we left off after the function call.

- When you call a function, you should supply
the same number of arguments as it has parameters.
- We can define our own functions that can be called from draw (or from each other).
- General format:

```
function name( parameterlist) {
    function body
    }
```

*In your own functions, you can return a value with return statement(s). Once a return statement executes, flow of control goes back to the calling function immediately. General format: return (expression );
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## Lines and Stroke

line(x1, y1, x2, y2);
point(x, y);
stroke(r, g, b, [alpha]);

- stroke(grayvalue);
stroke(color);
strokeWeight(weight);
- noStroke();
$r$
$g$
$b$
b (0 to 25 , inclusive). green ( 0 to 255 , inclusive). blue ( 0 to 255 , inclusive). opacity ( $0=$ transparent, to $255=$ fully opaque).
grayvalue $\operatorname{black}(0)$ to white (255) color ap5.Color object
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## Using Arithmetic

In general, at any place you can write a number, you can write an arithmetic expression or a function call that evaluates to a number.

Order of operations:

* / \% first (as they occur, left to right)
+     - next (as they occur, left to right)
Parentheses can override order of operations. (e.g. $(2+3) * 4=20$ )
Modulo operator:
x \% y (for integers $\mathrm{x}>0, \mathrm{y}>0$ ): Divide x by y and keep the remainder.
Examples: $45 \% 10=5 \quad 8 \% 12=8$
- Exponentiation:

Math. pow (a,b) returns $a^{b}$
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## Conditionals (the if/else statement)

An if statement allows to test a logical condition to determine whether to run some code or not.

An if-else statement allows to test a logical condition to determine whether to run some code or some other code.

Logical conditions are expressions that evaluate to true or false.
General forms for if and if-else:

```
if ( condition ) { if ( condition ) {
    instruction(s) if true
}
    instruction(s) if true
} else {
    instruction(s) if false
}
```
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## Random values

random(x, $y$ )

- Returns a random number between


Perlin noise is a random sequence generator producing a more naturally ordered, harmonic succession of numbers compared to the standard random0 function.
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## for Loop

for ( loop_initialization; loop_condition; loop_update ) \{ code to repeat Example:

```
for (var i = 0 ; i < n ; i += 1) {
                        // loop body goes here
                    }
```



This is how programmers typically write a loop that runs $n$ times where $i$ is the loop counter. ( $n>0$ )
The variable i cannot be used outside of the loop since it is defined locally (within the loop structure). Loops can be nested:

```
for (var row = 0; row < 5; row += 1) {
    for (var col = 0; col < 4; col += 1) {
    }
}
```
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## Arrays

An array with $n$ elements ( $n>0$ ) is an ordered collection of values of the same type, indexed from 0 to $\mathrm{n}-1$. (ordered does not necessarily mean sorted here)

```
temps = [79, 81, 57, 64, 63, 57, 57]
```

To access an array, we use "subscript" (index) notation:

```
average = sum / temps.length;
min = temps[0];
for (var j = 1; j < temps.length; j++) {
        if (temps[j] < min) { min = temps[j]; }
    }
```

Methods: push (element) -appends element to an array (e.g. temps.push(73); ) pop ( ) - deletes the last element, and returns it shift() - returns the first element and shifts the rest down
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```
function tulipDraw() {
    rect(this.x, this.y - this.height, 10, this.height);
    var y = this.y - this.height;
    ellipse(this.x + 5, y, 44, 44);
    };
    function tulipGrow(amount) {
    this.height += amount;
        };
    function makeTulip(tx, ty, th) {
        // constructor
    var tulip = {x: tx, y: ty, height: th,
                        show: tulipDraw, grow: tulipGrow}; // new object
    return tulip; // return the new object
```
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## Uses of arrays

## Custom Shape

var $\mathrm{x}=[50,61,83,69,71,50,29,31,17,39]$; var $y=[18,37,43,60,82,73,82,60,43,37]$; beginShape();
for (var $i=0 ; i<n P o i n t s ; i++)$ \{
vertex(x[i], y[i]);
endShape(CLOSE);
Array of Objects
var sqr_array $=$ [];
sqr_arrāy[0] $=\{x: 100, \mathrm{y}: 100, \mathrm{w}: 50, \mathrm{dx}: 5, \mathrm{r}: 255, \mathrm{~g}: 255, \mathrm{~b}: 0\}$;
sqr_array[1] $=\{x: 50, \mathrm{y}: 50, \mathrm{w}: 50, \mathrm{dx}: 10, \mathrm{r}: 0, \mathrm{~g}: 255, \mathrm{~b}: 255\}$;
fill(sqr_array[0].r, sqr_array[0].g, sqr_array[0].b);
square(sqr_array[0].x, sqr_array[0].y, sqr_array[0].w);
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## Turtle Graphics API

- makeTurtle(x, y) -- make a turtle at $x, y$, facing right, pen down
- left(d) -- turn left by d degrees
- right (d) -- turn right by d degrees

An Application Programmer's Interface (API) is a view of the methods (functions) of the object without seeing the details. The programmer can use the object just by knowing how to call the methods and what they return.

- forward (p) -- move forward by $p$ pixels
- back(p) -- move back by p pixels
- lowerPen() -- set pen down
- raisePen() -- pick pen up
- goto ( $\mathrm{x}, \mathrm{y}$ ) -- go straight to this location
- setColor(color) -- set the drawing color
- setWeight(w) -- set line width to w
- face (d) -- turn to this absolute direction in degrees
- angleTo ( $x, y$ ) -- what is the angle from my heading to location $x, y$ ?
- turnToward (x, y, d) -- turn by d degrees toward location $x, y$
- distanceTo $(x, y)$-- how far is it to location $x, y$ ?
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## Sound

Audio signals are essentially vibrations that travel through the air (and other materials) creating changes in pressure.


The accuracy of the digital audio sequence compared to the original analog audio signal increases with increased sampling rate, and increased bits per sample.

- e.g. CD audio: $44,100 \mathrm{~Hz}, 16$ bits/sample ( $2^{16}$ sound levels), 2 -channel audio

Multichannel sound interleaves samples in a sound data file.
sample
trame 0
0 ch1) ch 2 ch 1 ch 2
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## Drawing in 3D

- The origin in WEBGL is in the center of the canvas by default.
- x increases left to right (as before)
- y increases top to bottom (as before)
- $z$ increases toward us. (by default, the canvas is the $z=0$ plane) createCanvas(400, 250, WEBGL);
- Camera views: perspective, orthographic
- 3D Shape Primitives (center is at origin): box(width, height, depth); sphere(radius);
Use transformations to place shapes in scene.
- Lighting: ambient, directional, point
- Materials: basic, normal, ambient, specular
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