
$\qquad$



$\qquad$

| $3^{\text {cnuscs }}$ |  |  |
| :---: | :---: | :---: |
| SAMs - motivation |  |  |
| - Q: applications? |  |  |


$\qquad$

$\qquad$
$\qquad$

$\qquad$
$\qquad$
$\qquad$
$\qquad$

$\qquad$

$\qquad$
$\qquad$
$\qquad$


Q: how would you organize, e.g., $n$-dim points, on disk? ( $C$ points per disk page)
Hint: reduce the problem to 1-d points (!!)
Q1: why?
A:
Q2: how?
Faloutsos
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$\qquad$

$\qquad$
$\qquad$
$\qquad$
$\qquad$
$\qquad$
$\qquad$
$\qquad$


$\qquad$
$\qquad$
$\qquad$

$\qquad$
$\qquad$

$\qquad$

$\qquad$
$\qquad$
$\qquad$
$\qquad$
$\qquad$
$\qquad$

$\qquad$
$\qquad$
$\qquad$
$\qquad$

$\qquad$

Q: solution? (w/ good clustering, and easy to compute, for $2-\mathrm{d}$ and $n-\mathrm{d}$ ?)

|  |  |  |  |
| :--- | :--- | :--- | :--- |
|  |  |  |  |
|  |  |  |  |
|  |  |  |  |

$\qquad$
$\qquad$
$\qquad$
$\qquad$



bit-shuffling
y
11
10
01
00
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How about $n$-d spaces?
${ }^{00} 01^{10} 11 \quad \mathrm{x}$
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$\qquad$
$\qquad$
$\qquad$
$\qquad$


$\qquad$

$\qquad$
$\qquad$
$\qquad$
$\qquad$


$\qquad$
$\qquad$
$\qquad$
$\qquad$

$\qquad$
$\qquad$
$\qquad$
$\qquad$
$\qquad$
$\qquad$
$\qquad$


$\qquad$
$\qquad$
$\qquad$
$\qquad$




$\qquad$

$\qquad$
$\qquad$
$\qquad$
$\qquad$

$\qquad$
$\qquad$
$\qquad$
$\qquad$
$\qquad$
$\qquad$
$\qquad$


$\qquad$
$\qquad$
$\qquad$
$\qquad$
$\qquad$
$\qquad$
$\qquad$


$\qquad$
$\qquad$

$\qquad$
$\qquad$



- Given a collection of geometric objects (points, lines, polygons, ...)
- organize them on disk, to answer spatial queries (range, nn, etc)
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## R-trees

- z-ordering: cuts regions to pieces -> dup. elim.
- how could we avoid that?
- Idea: Minimum Bounding Rectangles


$\qquad$

$\qquad$
$\qquad$
$\qquad$


$\qquad$

$\qquad$
$\qquad$
$\qquad$
$\qquad$
$\qquad$
$\qquad$
$\qquad$



R-trees - range search
pseudocode:
check the root
for each branch,
if its MBR intersects the query rectangle
apply range-search (or print out, if this
is a leaf)
scscmu- $15-41515$
$\qquad$
$\qquad$
$\qquad$
$\qquad$
$\qquad$
$\qquad$
$\qquad$



$\qquad$
R-trees - variations
A: $\mathrm{R}^{*}$-trees [Kriegel+, SIGMOD90]
- defer splits, by forced-reinsert, i.e.: instead
of splitting, temporarily delete some entries,
shrink overflowing MBR, and re-insert
those entries
- Which ones to re-insert?
- How many?
Faloutsos
R-trees - variations
A: $\mathrm{R}^{*}$-trees [Kriegel+, SIGMOD90]
- defer splits, by forced-reinsert, i.e.: instead
of splitting, temporarily delete some entries,
shrink overflowing MBR, and re-insert
those entries
- Which ones to re-insert?
- How many? A: 30\%
Faloutsos


NOT IN EXAM

## R-trees - variations

Guttman's R-trees sparked much follow-up work

- can we do better splits?
$\square$ what about static datasets (no ins/del/upd)?
- Hilbert R-trees
- what about other bounding shapes? $\qquad$
$\qquad$

$\qquad$




$\qquad$


## cmuscs <br> R-trees - conclusions

- Popular method; like multi-d B-trees
- guaranteed utilization
- good search times (for low-dim. at least)
- R*-, Hilbert- and SR-trees: still used
- Informix/DB2 ships DataBlade with R-trees
- Also in postgres (GiST)
- and sqlite3 (separate module: R*-tree)

Faloutsos
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## Overall conclusions

- For spatial data:
- z-ordering (maps to 1-d points)
- R-trees (overlapping MBRs)
- both have been implemented in some commercial systems
- both work well for low-dimensionalities ( $<10$ or so) - in high-d, it depends on 'intrinsic' dimensionality.

Faloutsos
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