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Ubiquitous computing uses a variety of information for which access needs to be controlled. For instance, a person’s current location is a sensitive piece of information that only authorized entities should be able to learn. Several challenges arise in the specification and implementation of policies controlling access to location information. For example, there can be multiple sources of location information, the sources can be within different administrative domains, different administrative domains might allow different entities to specify policies, and policies need to be flexible. We address these issues in our design of a distributed access control mechanism for a people location system. Our design encodes policies as digital certificates, which enables decentralized storage of policies. We also present an algorithm for the discovery of distributed certificates. Furthermore, we discuss several privacy issues and show how our design addresses them. To show feasibility of our design, we built an example implementation based on SPKI/SDSI certificates. Using measurements, we quantify the influence of access control on query processing time. We also discuss trade-offs between RSA-based and DSA-based signature schemes for digital certificates.

Categories and Subject Descriptors: D.4.6 [Operating Systems]: Security and Protections—Access Controls; E.3 [Data Encryption]: Standards (e.g., DES, PGP, RSA); K.4.1 [Computers and Society]: Public Policy Issues—Privacy

General Terms: Security, Performance, Measurement
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1. INTRODUCTION

Ubiquitous computing environments, such as Carnegie Mellon’s Aura [Garlan et al. 2002], rely on the availability of people location information to provide location-specific services. Location is a sensitive piece of information; releasing it to random entities might pose security and privacy risks. For example, to limit the risk of being robbed, individuals want only a small set of trusted people to be able to locate them when walking home at night. A company might want to track the location of its repairmen to increase scheduling efficiency, but it would not want competitors to have this information, since this information can indirectly reveal confidential company data (identity of clients, schedules of repairmen,...) In short, only authorized entities should have access to people location information.

Whereas location information has received increased attention, its access control requirements have not been studied thoroughly. Location information is inherently
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different from information such as files stored in a file system, whose access control
requirements have been studied widely. Location information is different since
there is no single point at which access can be controlled. Instead, a variety of
sources (e.g., a personal calendar or a GPS device) can provide location information.
Therefore, a system providing location information has to perform access control
in a distributed way, considering different sources, potentially administrated by
different organizations.

This paper makes the following contributions:
— We discuss challenges that arise when specifying policies controlling access to
location information.
— We present the design of a distributed access control mechanism that is flexible
enough to be deployed in an environment that has multiple sources of location
information or whose services are administrated by different organizations. Our
design exploits digital certificates.
— We introduce a discovery algorithm for certificates that are stored in a decen-
tralized way.
— We address several privacy concerns that need to be taken into account by
the access control mechanism.
— We describe an implementation of the proposed mechanism. Our implementa-
tion is based on SPKI/SDSI certificates [Ellison et al. 1999].
— We quantify the influence of the access control mechanism on the query pro-
cessing time of a people location system and discuss trade-offs between RSA-based
and DSA-based signature schemes for digital certificates.

The outline of the rest of this paper is as follows: We introduce the architecture
of a location system in Section 2. In Section 3, we discuss several challenges that
arise when specifying policies controlling access to people location information. We
explain how we deal with multiple sources of location information in Section 4.
In Section 5, we present the formal model of our access control mechanism. In
Section 6, we demonstrate an architecture that implements this model. We exam-
ine the storage and retrieval of digital certificates in Section 7. In Section 8, we
investigate several privacy concerns. We discuss our prototype implementation in
Section 9 and evaluate it in Section 10. We comment on related work in Section 11
and on our conclusions and future work in Section 12.

2. PEOPLE LOCATION SYSTEM

In this section, we introduce a people location system that exploits different sources
of location information.

We assume that the location system has a hierarchical structure. The location
system consists of multiple location services. Each location service either exploits
a particular technology for gathering location information or processes location
information received from other location services. Figure 1 shows an example of
such a system, as it could be deployed in Carnegie Mellon’s School of Computer
Science (SCS). A client contacts the People Locator service at the root of the system.
This service then contacts other services, which themselves may also contact other
services. Location information flows in the reverse direction of a request (not shown
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Fig. 1. Example people location system. The People Locator service forwards a query for the location of a person to the Calendar service and to the Device Locator service. The Device Locator service locates a person by locating her devices. It queries the Wi-Fi service for the location of the person’s laptop and the GPS service for the location of the person’s cell phone.

in the figure). A location service can be implemented either on a single node or on multiple nodes to improve scalability and robustness.

There are two groups of location services. The first group consists of services that are aware of the location of people. The second group includes services that are aware of the location of devices. These services can locate a user indirectly by locating the device(s) that the user is carrying with her. The People Locator service, the Calendar service, and the Device Locator service belong to the first group. The People Locator service aggregates location information received from other services. The Calendar service looks at people’s appointments to determine their current location. The Device Locator service maps a query for a person to potentially several queries for her devices and contacts services in the second group. In our example, this group of services consists of the Wi-Fi service and the GPS service. The Wi-Fi service keeps track of the location of wireless devices by identifying the base station(s) they are connecting to. The GPS service retrieves the location of GPS-enhanced mobile phones. We believe that our location system can easily incorporate other location services (e.g., Microsoft’s Radar [Bahl and Padmanabhan 2000] or MIT’s Cricket [Priyantha et al. 2000]).

A basic assumption in our work is that different organizations may administrate the various services. In our example, SCS Computing Facilities controls the Calendar service, Carnegie Mellon’s Computing Services maintains the Wi-Fi service, and a phone company runs the GPS service.

Ubiquitous computing environments also provide personal information about people other than their location. We view the design of an access control mechanism for people location information as a first step in the design of a more general access control mechanism.

3. LOCATION POLICIES

To prevent location information from leaking to unauthorized entities, we employ location policies. An entity (e.g., an individual or a service requiring location
information) can access a person’s location information only if permitted by this person’s location policy. In this section, we examine location policies and present requirements for the access control mechanism. We present a formal model for the establishment and validation of location policies based on the presented principles in Section 5.

3.1 Controllable Properties

In general, a location policy states who is allowed to get location information about someone. For example, Alice’s location policy might specify that Bob is allowed to locate her. In addition, a location policy must support more specific access control. Namely, we believe that at least the following properties should be controllable:

Granularity. A policy can restrict the granularity of the returned location information. For example, a policy can state that the building in which a queried user is staying is returned instead of the actual room (e.g., “CMU Wean Hall” vs. “CMU Wean Hall 8220”).

Locations. A policy can contain a set of locations (e.g., buildings or rooms). The location system will return location information only if the queried user is at one of the listed locations. For example, a policy can state that Bob is allowed to find out about Alice’s location only if she is in her office.

Time intervals. Location policies can limit time intervals during which access should be granted. For example, access can be restricted to working hours.

3.2 Individual vs. Institutional Policies

Depending on the environment, different entities specify location policies. For some environments, a central authority defines policies, whereas for others, individuals set them. In addition, some environments might give both individuals and a central authority the option to specify policies.

In general, governments and companies probably do not want the location of their employees or the people in their buildings to be known to outsiders, whereas this information can be delivered to (some) entities within the organization. In such cases, a central authority would establish the location policies such that no information is leaked. For other environments, such as a university or a shopping mall, the institution behind the environment cares less about where an individual is. For these cases, it should be up to an individual to specify her location policy. In this paper, we demonstrate the application of our approach in a university and a hospital environment.

In the rest of the paper, we call the entity that establishes location policies policy maker. Other access control models, such as role-based access control, refer to this entity with the term administrator. We refrain from using this term since an administrator is typically assumed to be a centralized entity that decides on all the people’s location policies, which might not hold in our case.

3.3 Distributed Location Policies

For some environments, a policy maker should be able to establish a location policy in a distributed way. For example, in a university environment, Alice can grant Bob access to her location information. In addition, Alice should be able to state
whether this access right is forwardable. A forwardable access right allows Bob to forward the granted access right to third parties. Therefore, Alice’s location policy can be set by both Alice and Bob (and third parties that receive forwardable access rights from Bob). Similarly, Alice might decide to grant Carol’s friends access to her location information. Here, it is Carol, not Alice, who decides on the identities of Carol’s friends, that is, both Alice and Carol can influence the location policy. For other environments, we do not want this flexibility. In a hospital environment, a doctor who is granted access to a patient’s location information should probably not be able to forward this access right. In such an environment, only the policy maker decides on the location policy. Here, the model is identical to traditional role-based access control, where an administrator decides on mappings both between resources and roles and between roles and people. Note that even though an entity might not be allowed to forward access rights, it could still issue queries on behalf of third parties.

4. SERVICE TRUST

As explained in Section 2, a location system can consist of multiple location services. Some of these services, such as the People Locator service shown in Figure 1, do not generate their own location information. Instead, they process location information received from other services. To avoid information leaks, the location system must ensure that only services that implement access control are given location information.

One way to implement this condition is to require that a service is granted access in the location policy of the queried user. Being granted access means that a service can actively issue requests for information. This option is appropriate for services that must be able to issue requests for location information. For example, the Device Locator service shown in Figure 1 has to generate location queries for devices upon receiving a location query for a user. However, for services such as the People Locator service, this option gives a service more privileges than it really needs to have. The People Locator service only forwards requests received from clients to other service that provide people location information. By granting it the right to issue requests, we increase exposure in case of a break-in. If an intruder issues requests, the location system will grant access to these requests.

Due to these reasons, we introduce the concept of service trust. If a service that is not granted access (i.e., it cannot actively issue requests) is trusted, it is given location information when forwarding an authorized request from someone else. We present a formal model for the definition of trusted services in Section 5.

The policy maker responsible for a user’s location policy also identifies this user’s trusted services. For example, in a university environment, each user can define her own set of trusted services. However, it might be difficult for a user to decide what services to trust. Therefore, we allow users to have third parties make this decision on their behalf. We elaborate on this mechanism in Section 5.4.2.

For a trusted service, the trust assumption is that the service implements access control in the following way:

(1) The service ensures that the location policy for the requested information grants access to the entity that issued a request. If this check fails, access will be
denied.

(2) The service then checks whether the entity from which it received the request corresponds to the entity that issued the request. If it does, access will be granted. If it does not, the service must have received a forwarded request. Therefore, the service has to ensure that the policy maker trusts the entity from which the service received the request. If so, access will be granted else access will be denied.

5. FORMAL MODEL

Based on our discussion in Sections 3 and 4, we now present a formal model for our access control mechanism for a people location system. We require that services respond to a location request only after performing a location policy check that verifies that the entity issuing the request has access. In addition, for forwarded requests, services need to ensure that the service from which they receive a request is trusted before returning an answer. To match the distributed nature of the location services, our location system runs access control in a distributed way. To eliminate redundant access control checks, services can delegate access control to other services. We now describe these concepts in more detail.

5.1 Policy and Trust Statements

Policy makers issue statements about a person’s location policy or her trusted services. As mentioned in Section 3.3, if a policy is established in a distributed way, other entities will also make such statements. Our formalism for expressing these statements is a modified version of the formalism introduced by Clarke et al. [2001]. The formalism models the expressiveness of SPKI/SDSI certificates [Ellison et al. 1999], which we use in our architecture. SPKI/SDSI is a trust management system that supports decentralized specification and evaluation of security policies. This flexibility allows us to give different entities the right to define location policies, as discussed in Section 3.2, and to implement more complex access control strategies like vertical (e.g., in a hospital) or horizontal access control (e.g., in the military).

In the formalism, an issuer, $A$, makes a statement concerning a subject, $B$, of

$$A \xrightarrow{\text{type} \ - \ - \ - \rightarrow \text{scope}} B.$$ 

The type of statement is described above the arrow (“policy” or “trust”). In decisions of type “policy”, $A$ grants $B$ access to location information, assuming $A$ itself has a forwardable access right to this information. In statements of type “trust”, $A$ specifies that $A$ trusts service $B$. The scope of a statement can be limited by listing the scope below the arrow. In particular, for policy statements, the scope indicates the person whose location information the statement grants access to. For trust statements, the scope states the person whose trusted services the statement defines. The scope can also include a list of controllable properties, as discussed in Section 3.1. However, for readability reasons, we do not include them in our formalism.

An issuer making a statement should be able to indicate whether the subject of the statement is allowed to forward the access right to location information or the right to define a set of trusted services to third parties. We mark forwardable statements with the “*” character. For example, in the statement
A grants B access to A’s location information (assuming that A itself has been granted a forwardable access right to this information) and allows B to forward the access right to third parties.

The subject, but not the issuer, of a policy or trust statement can be a group of people, such as B.friend. (There can be more than one identifier, such as B.husband.friends, we refer to Clarke et al. [2001] for details.) It is B who issues membership statements for B.friend. For example, B states that C is a friend, or

\[ B.friend \rightarrow C \]

The entity on the right-hand side can also be a group of entities.

In our access control architecture, statements are implemented in two different ways. A service that provides a person’s location issues a statement that grants a forwardable access right to the policy maker responsible for this person’s location policy. The service stores this statement locally. For example, it can keep an access control list (ACL) for each person whose location information it provides. A policy maker that grants an entity access to location information will issue this statement in a SPKI/SDSI certificate and give it to the entity, which will present it to a service when requesting information. We use the same approach for trust statements.

When a client requests location information from a service, the service runs access control by combining locally-stored and certificate-based policy statements (and potentially membership statements). The goal of this combination is to obtain a statement that grants the client access to the requested information. Clarke et al. [2001] examine the combination of statements in the case of SPKI/SDSI. We discuss this combination in the context of location policies in Section 5.2. A similar combination is required for trust statements, which is the focus of Section 5.3.

5.2 Location Policy Check

The issuer of a request will give a service a set of policy statements based on digital certificates. The service will validate the signatures of these certificates and combine the statements in the certificates with a locally-stored policy statement. Ignoring membership statements, the combined policy statements will form a chain. The scope of each statement in the chain must either be unlimited or limited to the person whose location is requested. In addition, each statement, apart from the last one, must allow forwarding.

We now demonstrate this mechanism based on our formalism. To illustrate the flexibility of our formalism, we apply it to two environments with different requirements on the types of defined location policies. In particular, we examine a university and a hospital environment.

**University.** The administrator of the People Locator service, PL, chooses Alice as the policy maker for her location information and grants her a forwardable access right to this information in the corresponding ACL of the service:
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Alice defines her location policy by issuing additional statements in the form of certificates. For example, she grants access to Bob:

\[ \text{PL}_{\text{Alice}} \rightarrow \text{Bob} \]

When Bob inquires about Alice’s location, Bob will give this certificate to the People Locator service. The service will combine the statement in the certificate with Statement (1) and deduce

\[ \text{PL}_{\text{Alice}} \rightarrow \text{Bob} \]

that is, Bob has access to Alice’s location.

A location service does not have to be aware of all the users’ identities. If Carol can present a valid certificate to a service and the service can form a chain, Carol will be granted access. This approach makes dealing with unknown users easy. Another benefit of digital certificates is that Alice can grant access rights to groups of entities (e.g., Bob’s friends) in a single certificate:

\[ \text{Alice}_{\text{policy}} \rightarrow \text{Bob.friend} \]

If Bob declares Carol to be his friend (i.e., Bob.friend \(\rightarrow\) Carol), she will be granted access.

**Hospital.** In a hospital environment, a central authority, CA, manages everybody’s location policies, that is, the People Locator service locally stores an unlimited statement granting a forwardable access right to the authority, or

\[ \text{PL}_{\text{policy}} \rightarrow \text{CA} \]

The centralized entity then establishes location policies by issuing further statements. For example, it grants doctor Bob non-forwardable access to patient Alice’s location:

\[ \text{CA}_{\text{policy}} \rightarrow \text{Bob} \]

In addition to this statement, the authority might also define a statement that grants Alice a (forwardable) access right to her location information.

### 5.3 Service Trust Check

When a service receives a forwarded request, it must also check whether the entity from which it got the request is trusted. Similar to the location policy check, this entity will present a set of trust statements based on digital certificates to the service. The service will combine these statements and a locally-stored trust statement. We show how the Device Locator service handles trust decisions. Typically,
this service is not directly contacted by individuals, but by other services (e.g., the People Locator service).

**University.** The administrator of the Device Locator service, DL, gives Alice the right to define her trusted services in the service’s ACL. Alice then states that she trusts the People Locator service, PL. The issued statements look as follows:

\[
\begin{align*}
    & a) \quad DL \xrightarrow{\text{trust}_{Alice}} Alice, \\
    & b) \quad Alice \xrightarrow{\text{trust}_{Alice}} PL.
\end{align*}
\]  

(3)

When receiving a forwarded request for Alice’s location from the People Locator service, the Device Locator service deduces from these certificates that the People Locator service is trusted for the requested information.

**Hospital.** The administrator of the Device Locator service lets the central authority specify the trusted services for everybody’s location information. The authority states that the People Locator service is trusted. The statements look as follows:

\[
\begin{align*}
    & a) \quad DL \xrightarrow{\text{trust}} CA, \\
    & b) \quad CA \xrightarrow{\text{trust}} PL.
\end{align*}
\]

5.4 Delegation

Chains of policy or trust statements exploit the concept of delegation, where an entity grants a second entity a particular right and also allows the second entity to grant the right to other entities. For example, Alice grants Bob access to her location information and lets him forward this access right to other entities. In this section, we elaborate on two other scenarios where delegation is useful.

5.4.1 *Delegating access control.* Each location service has to implement access control. However, to reduce overhead or in the case of low processing power, we do not require each service to combine the potentially many statements required for access control itself. Instead, it can delegate this task to some other service. For example, the Calendar service shown in Figure 1 is likely to delegate access control to the People Locator service since both services are run by the same organization and the People Locator service needs to combine statements for each request anyway. After this combination, the People Locator service issues a statement in a certificate that directly authorizes the querying entity. The service gives this certificate to the Calendar service, which does not have to combine the statements again. We describe this optimization in more detail in Section 6.2.

5.4.2 *Delegating service trust.* If there are lots of services available, it will be cumbersome for a user to issue a certificate for each service that she trusts. We assume that trust in a service is closely tied to the organization that administers this service. For example, a user might trust all the services run by her company. Therefore, we give users the option to state in a certificate that they trust all the services in a particular organization. The organization then generates a certificate
for each of the services that it runs. In this situation, a user effectively delegates
the decision on which services she trusts to the organization, and she relies on the
organization to do the right thing.

For the university environment, instead of issuing Statement (3b), Alice would
issue the following statement: (Org.
\textit{service} represents a service run by organization
Org.)

\begin{equation}
\text{Alice} \xrightarrow{\text{trust}} \text{Org.}\text{service}.
\end{equation}

For each service in the organization, the administrator of the organization issues
a membership statement, such as,

\begin{equation}
\text{Org.}\text{service} \rightarrow \text{PL}.
\end{equation}

For the example in Section 5.3, the Device Locator service would now deduce
from Statements (3a), (4), and (5) that the People Locator service is trusted.

6. ARCHITECTURE

In this section, we present the architectural components required for deploying
access control in a location system, as formalized in Section 5. We then discuss in
an example scenario how these components interact to process a request.

In the rest of this paper, we concentrate on the university example discussed in
Section 5. However, the presented architecture is flexible enough to be also applied
to the hospital example.

6.1 Overview

Figure 2 gives an overview of the architecture. The figure shows the three possible
types of entities involved in the processing of a request. In particular, there are 1)
clients, which issue requests for a person’s location, 2) intermediate services, which

either forward received requests (e.g., People Locator service) or create requests for a device’s location (e.g., Device Locator service), and 3) leaf services, which provide location information based on a particular technology (e.g., Calendar service). We now discuss each of the architectural components in detail.

Clients and services run within Carnegie Mellon’s Aura environment [Garlan et al. 2002]. The Aura Contextual Service Interface [Judd and Steenkiste 2003] enables communication between entities. This RPC protocol runs over HTTP and exchanges XML-encoded messages. We extended the protocol to transmit digital certificates and to digitally sign issued requests. In addition, we modified the protocol to run over an SSH-based transport layer, which provides authentication of peers and confidentiality and integrity of the transmitted messages. The transport layer was implemented in previous work [Howell and Kotz 2000] and uses RSA public/private key pairs. We optimized this implementation and extended it to alternatively use DSA public/private key pairs for authentication, together with a Diffie-Hellman session key exchange secured against man-in-the-middle attacks [Diffie et al. 1992].

The certificate repository contains certificates issued to an entity. In case of an entity that issues requests, these certificates express either policy or membership statements. In case of a service that forwards requests, these certificates express either trust or membership statements. Clients or services retrieve any required certificates from their repository when issuing or forwarding a request.

The access control component consists of four parts: ACLs contain a service’s locally-stored policy or trust statements. The SPKI/SDSI prover takes a bunch of statements, either locally stored ones or statements based on SPKI/SDSI certificates, validates the signatures of certificate-based statements, combines the statements, and returns the combined statement. The statements are either policy or trust statements. The prover also supports membership statements. The SPKI/SDSI prover was implemented in Java and is based on previous work [Howell and Kotz 2000]. The proof cache caches combined statements returned by the SPKI/SDSI prover. Access control consults this cache before invoking the prover. A cache hit prevents invocation of the prover and thus revalidation of the digital signatures of certificates underlying the cached statement, which can be a computationally expensive operation. The certificate generator is used by a service that runs access control on behalf of some other service, as discussed in Section 5.4.1, in order to issue a certificate corresponding to the combined statement returned by the SPKI/SDSI prover.

6.2 Example Scenario

In this section, we present the step-by-step processing of a request by our architecture. The example is based on the university example discussed in Section 5. The system shown in Figure 3 processes a request from Bob for Alice’s location. We differentiate between simply giving someone access to a resource (“access” arrows) and also allowing the recipient of the access right to forward this access right (“delegation” arrows).

In the initial step (not shown), entities in the system grant access rights to other entities, and they delegate policy decisions:
The administrators of the People Locator service and the Device Locator service each define a policy statement that delegates the right to decide on Alice’s location policy to Alice (Statement (1) in case of the People Locator service). The administrator of the Device Locator service also establishes a trust statement saying that it is up to Alice to specify which services she trusts (Statement (3a)). The Calendar service is administrated by the same organization as the People Locator service. Therefore, its administrator has the People Locator service run access control on its behalf and delegates the right to decide on people’s location policy to the People Locator service, or “Calendar policy PL”. These statements are all stored locally in the form of ACLs.

The administrator of the Wi-Fi service defines an ACL that lets the owner of Alice’s laptop decide on the device’s location policy, or “Wi-Fi policy Alice’s device Alice’s device”. Alice, as the owner of her device, assigns this right to herself in a signed certificate, or “Alice’s device policy Alice’s device Alice” and stores the certificate in her repository.

<table>
<thead>
<tr>
<th>Step</th>
<th>Required Statements</th>
</tr>
</thead>
<tbody>
<tr>
<td>2</td>
<td>PL policy Alice, Alice policy Bob</td>
</tr>
<tr>
<td>4</td>
<td>Calendar policy PL, PL policy Bob</td>
</tr>
<tr>
<td>5</td>
<td>DL policy Alice, Alice policy Bob</td>
</tr>
<tr>
<td>6</td>
<td>DL trust Alice, Alice trust PL</td>
</tr>
<tr>
<td>8</td>
<td>Wi-Fi policy Alice’s device, Alice’s device policy Alice, Alice’s device policy Alice’s device</td>
</tr>
</tbody>
</table>

Fig. 3. Processing of a request, in which Bob inquires about the location of Alice. The location system processes the request in multiple steps. For each step, we show the chains of statements that are validated by the services.
Alice grants Bob access in a policy certificate (Statement (2)). She also certifies that she trusts the People Locator service (Statement (3b)). In addition, since the Device Locator service is going to create a request for her device upon receiving a request for her location, she needs to give the Device Locator service access to her device’s location information in a policy certificate, or “Alice $\xrightarrow{\text{policy}}_{\text{Alice's device}}$ DL”.

All these certificates are stored in the certificate repository of the entity on the right-hand side of the statement expressed by a certificate, that is, the entity that will need the certificate for a request. Alice also gives the certificate granting her access to her device’s location information to the Device Locator service.

Given this setup, the system processes a request from Bob for the location of Alice as follows: (The numbers in Figure 3 correspond to the steps given below.)

1. Bob retrieves the certificate granting him access to Alice’s location from his certificate repository and uses the Aura Contextual Service Interface to send a signed request and the certificate to the People Locator service.

2. The People Locator service checks Alice’s location policy by giving the chain of statements consisting of its ACL for Alice’s location information and of the access right received from Bob to the SPKI/SDSI prover.

3. Based on the combined statement returned by the prover, the People Locator concludes that Bob should be granted access and uses the certificate generator to issue a certificate that directly grants Bob access to the requested location information, or “PL $\xrightarrow{\text{policy}}_{\text{Alice}}$ Bob”. The service then retrieves the trust certificate received from Alice from its certificate repository and forwards the certificate, together with the request from Bob, his certificate and the just issued certificate, to the Calendar and Device Locator services.

4. The Calendar service uses its SPKI/SDSI prover to check Alice’s location policy. The prover validates the chain of statements consisting of the service’s ACL and of the certificate just issued by the People Locator service. The service then processes the request.

5. The Device Locator service checks Alice’s location policy by validating a chain of statements in the same way as the People Locator service.

6. Since the Device Locator service received a forwarded request, it also needs to verify that the People Locator service is trusted by Alice. It has the SPKI/SDSI prover validate the chain of statements consisting of its ACL and of Alice’s trust statement.

7. The Device Locator service determines Alice’s wireless device. It retrieves the certificates granting Alice and the service access to the device’s location from its repository and sends them, together with a new request, to the Wi-Fi service.

8. The Wi-Fi service uses the SPKI/SDSI prover to check the location policy of Alice’s laptop, that is, it validates the chain of statements from its ACL to the Device Locator service. It then processes the request by contacting all the base stations. The base stations could run access control in a similar way. However, since they are typically resource limited, we expect them to be statically configured to return information only to the Wi-Fi service.
7. CERTIFICATE STORAGE AND RETRIEVAL

As discussed in Section 5, a client needs to present a set of policy statements in the form of digital certificates to a service. Similarly, services might have to show trust statements to other services. We now discuss where clients and services store certificates and how clients retrieve certificates required for a request.

7.1 Policy and Trust Certificates

In a simple solution, policy and trust certificates are kept in a centralized repository. However, this repository can become a bottleneck. We pursue a different approach: We store a certificate with the entity that is granted access to location information or that is given trusted status in the certificate. For example, when Alice grants Bob access to her location information, she gives the corresponding certificate to Bob, who stores it in his own repository. For a request, he retrieves the certificate from his repository and hands it over to the location service. If Bob did not want to run his own repository, he could store certificates in a repository run by a third party, from which he receives them for requests. Similar to policy certificates, a trust certificate is stored with the service that is given trusted status in the certificate.

Certificate storage and retrieval as discussed above are sufficient for the simple case where an entity is granted access or given trusted status in a single certificate. However, in more complicated scenarios involving forwarded access rights, the entity requires multiple certificates to demonstrate this property. In addition, the entity might require certificates demonstrating membership in a particular group or organization. We discuss how we support these scenarios next. We limit our discussion to policy certificates; we deal with trust certificates in the same way.

7.2 Forwarded Access Rights

We require an entity that forwards a received access right to third parties to hand over to these entities not only the certificate that forwards the access right, but also all certificates that grant the forwarded access right to the entity in the first place. For example, assume that Bob has access to Alice’s location information. To also grant access to Carol, he issues a certificate and hands it over to Carol, together with the certificate(s) he received from Alice or from other people granting him access to Alice’s location information.

7.3 Membership Certificates

The model introduced in the previous section assumes that an entity will issue a certificate that forwards an access right only after having actually acquired this access right. Whereas this is a realistic assumption for policy certificates, it does not necessarily hold for certificates expressing membership in a group. For example, Bob is free to issue a certificate saying that Carol is a friend of his before Alice issues a certificate granting Bob’s friends access to her location information. Here, the (implicit) forwarding decision is made before the actual access right is issued. Therefore, a client needs to be able to discover certificates that grant access to a group of which the client is a member.

To locate these certificates, a client could start its discovery at the entity that issues relevant membership certificates and explore all these certificates. Let us...
Alice $\text{policy}_{Bob} \leftarrow Alice$  
Bob $\text{friend} \rightarrow$ Carol $\text{friend} \rightarrow$ Dave

Fig. 4. Discovery of membership certificates. The search can start either at Bob or at Dave. For the former approach, certificates are stored with their issuer (i.e., Alice, Bob, and Carol). For the latter approach, certificates are stored with the entity on the right hand side (i.e., Bob, Carol, and Dave).

consider the scenario given in Figure 4. Dave wants to locate Alice and knows about Alice’s policy certificate granting access to Bob’s friends. Dave’s search strategy is to enumerate all these friends, hoping that he is one of them. Namely, Dave acquires all membership certificates for Bob.$\text{friend}$ from Bob and then all membership certificates for Carol.$\text{friend}$ from Carol. This strategy is expensive and can fail if membership certificates issued by institutions or individuals are not publicly available. For example, most companies do not provide public listings of their employees.

The discovery of membership certificates can be simplified if, instead of an institution, members of the institution hold the certificate proving membership and members decide whether to reveal a certificate to third parties. We believe that having members hold membership certificates is practical. Many institutions already release membership cards to their members; a membership certificate could be encoded on this card. For individuals, social networks (e.g., [Orkut]) require explicit communication between entities for letting them become friends; the certificate handover could be part of this exchange.

For the example in Figure 4, the discovery of membership certificates now proceeds in the other direction, that is, right to left instead of left to right. In particular, Dave acquires all memberships certificates from Carol that have Carol.$\text{friend}$ become a member of another group. Since Bob.$\text{friend}$ is such a group, Dave can stop his search. Note that Carol can decide to return a certificate to an entity only if the entity has legitimate interest in the certificate. In the example, an obvious strategy for Carol is to limit access to friends of hers. In this case, Dave would have to present his membership certificate to Carol to prove friendship.

If Dave failed to locate required certificates, as a last resort, he could directly ask Alice to issue a policy certificate to him. Alice could automate this process by, for example, employing a sophisticated rule engine that decides on Alice’s behalf whether Dave should be granted access, based on credentials that Dave presents to the rule engine.

So far, we have assumed that a client knows about the relevant policy certificates. However, in practice, this assumption might not hold. We now present a combined algorithm that discovers both policy and membership certificates. Assume that entity $B$ wants to access location information about entity $A$. (A (sub)step is executed only if the preceding one fails.)

1. $B$ tries to locate a policy statement stating “$A \xrightarrow{\text{policy}_A} B$” in its collection of statements. (A statement is a single certificate or a combination of certificates.)

2. For each membership statement “$C.\text{foo} \rightarrow B$” in its collection, $B$ asks $C$

   (a) for a policy statement showing “$PL \xrightarrow{\text{policy}_A} C.\text{foo}$”,
(b) for membership statements of the form “D.bar $\rightarrow C.foo$”. If successful, B combines the statement with “C.foo $\rightarrow B$” to “D.bar $\rightarrow B$” and adds this statement to the pool of statements over which step (2) is iterating.

When allowing membership statements of the form “A.friend $\rightarrow B.brother.friend” (i.e., friends of B’s brothers are also friends of A), we need to extend the algorithm slightly. In particular, when querying an entity about additional membership statements in step (2b), the entity also needs to return statements that cover the entity itself. For example, given the statement above, “B.brother $\rightarrow C$”, and “C.friend $\rightarrow D$”, D needs C to return “B.brother $\rightarrow C$” in order to be able to learn about B and to ask it for membership statements for B.brother.friend. Due to privacy reasons, C might refuse to hand out this knowledge. In this case, D could ask C to act as a proxy and to finish the search on its behalf. Eventually, this will still allow D to gather the denied knowledge. However, it will prevent D from learning about C’s membership statements that are not required for D being granted access. To support membership statements that have more than two identifiers on their right hand side, we can break them up into multiple membership statements having at most two identifiers on their right hand side.

If an entity owns an access right because it is part of a group and decides to forward the access right, it will also have to forward all the membership certificates required for being granted access. Therefore, an entity needs to perform at most one discovery of certificates for a request. The lookup in step (1) of our algorithm can be implemented as an operation with $O(1)$ worst-case time complexity. For step (2), if we allow only membership statements of the form “A.friend $\rightarrow B$” or “A.friend $\rightarrow B.brother”, we can think of the membership statements as being organized in a directed graph. The discovery algorithm traverses this graph by looking at each edge (i.e., statement) at most once. Therefore, if there are $n$ membership statements, the worst-case time complexity is $O(n)$. If we allow membership statements with two identifiers on their right hand side, the worst-case time complexity of the discovery algorithm becomes $O(n^3)$. We refer to Li et al. [2003] for a proof of this bound.

7.4 Caching, Expiration, and Renewal of Certificates

When discovering certificates, an entity can cache received and derived statements in its collection of statements so that it can reuse them for future requests.

Certificates can expire. A statement based on an expired certificate becomes invalid. We treat certificate renewals in the same way as new certificates; a certificate forwarding an access right that is granted in an expired and then renewed certificate needs to be sent out again, together with the renewed certificate. For certificate revocation, we rely on mechanisms proposed earlier, such as positive or negative on-line validation of certificates [Ellison et al. 1999].

8. PRIVACY CONSIDERATIONS

The discussion in Section 7 brought up some privacy issues that need to be considered during the retrieval of certificates. In this section, we discuss some additional privacy issues that a people location system should take into account.
8.1 Location Hiding

Limiting access to location information is a legitimate concept in a privacy-aware environment. However, not granting someone access to location information could have negative consequences for an individual. For example, an individual not granting her manager access to her location information could lead to the impression that the individual has something to hide. Alternatively, a service might refuse to offer its functionality to an individual if it failed to access the individual’s location information, even though the service does not require location information for providing the functionality. In these scenarios, instead of denying access to location information, it is possible to instruct a location service to return wrong location information, potentially in a very coarse-grained way (e.g., “off campus”). Returning wrong location information can also be useful when an individual is busy and does not want to be disturbed.

While it is possible to return wrong location information, this concept requires extreme care. (We do not support it in our sample implementation.) First, figuring out what wrong location information to return can be tricky. For example, it might be necessary to come up with realistic movement patterns. Second, returning wrong location information does not necessarily prevent an entity from learning that, in fact, its request for access got denied. In particular, the entity could try to and fail to validate the received information. Third, if the concept gets employed in a broad way, it will ultimately lead to entities mistrusting the location system and they stop using it. As a trade-off, we suggest returning correct, but very coarse-grained location information. Though this will negatively influence an individual’s privacy, the damage is limited.

For scenarios where individuals do not want to be disturbed, we suggest, based on a similar concept from instant messaging [Day et al. 2000], to make the notion of availability an explicit part of the location system. It should be possible to alert a client to the fact that an individual is busy. For example, the location system could provide location information enhanced with availability information. Alternatively, for busy individuals, it could return only availability information to explain the lack of location information. These solutions require that an individual provides her availability status to location services.

8.2 Confidentiality of Certificates

As mentioned in Section 7, due to privacy reasons, membership certificates might not be publicly available. Privacy also calls for the confidentiality of policy and trust certificates. By storing the certificates with entities to which they are issued, we avoid a centralized repository, where certificates are publicly available. Arguably, it could make sense to keep certificates away from the entity to which they are issued. For example, Alice might feel embarrassed when handing out a certificate that includes a constraint denying access when she is in the bathroom. However, ultimately, an entity being granted access by such a certificate will be able to figure out any constraints imposed on the access right by observing the location system.

Whereas shielding certificates from entities to which they are issued is of limited use, keeping certificates away from location services can be useful. Alice might want to use a location service offered by her cell phone provider for making her location
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information available. Since the service is run by an institution with which she has only a business relationship, she would like to avoid that, upon a request, the service learns about personal information from the certificates presented to the service. For example, membership certificates reveal personal information such as who is a friend of whom.

To address this scenario, policy makers can use a proxy host. To prevent certificate information from leaking to a location service, a policy maker has all requests go through the proxy host. This host runs access control to location information in the same way as the other services in Section 6.2, that is, there is a forwardable access right to the policy maker in the host’s ACL and the host combines this and statements received from a client for the access control decision. If this decision is positive, the proxy host will issue a new request to the location service. This service lists the proxy host in its ACL for the requested information. For example, the People Locator service has an entry “PL policy → Alice, Proxy Host”.

A variant of this method is to implement the People Locator service in a completely distributed way. That is, each policy maker runs a People Locator service on the policy maker’s proxy host. However, running and administrating a complete People Locator service is a potentially heavyweight operation.

If the policy maker is a central authority, the proxy host can be the authority itself. If the policy maker is an individual, the proxy host is a designated host. An individual has to make a trade-off between her privacy concerns and the convenience provided by her chosen solution. If the individual is willing to trust an organization, she can have the organization run a proxy host for her, else she needs to set up her own proxy host.

8.3 Short-Term Use of Location Services

In general, we assume that an individual employs a fixed set of location services for providing her location information. She might have a business relationship with these services (e.g., services run by her employer or her cell phone provider), which implies that a service knows about the identity of the individual. However, the individual might also want to use location services with which she does not have such a relationship. For example, an amusement park could hand out badges to visitors, which allow the park to monitor its visitors for security reasons or parents to monitor their kids. In such scenarios, it should be possible for an individual to grant other entities access to this information, but the individual should not be required to make her personal information available to the location service in the park.

Our architecture easily supports such a scenario. Upon entering the park, an individual registers her badge with the Device Locator service. This service is run by an entity trusted by the individual, and the individual grants it access to her badge’s location. The Device Locator service then sends a query for the location of the badge to the location service in the park whenever there is a request for the location of the individual. Such a query will be accompanied with the certificate that grants access to the Device Locator service. Whereas some types of certificates (e.g., X.509) contain identity information about people, SPKI/SDSI certificates do not contain any such information. Instead, entities are identified
solely with a public key. In this solution, the location service in the park learns about the public key of the Device Locator service. If an individual uses the same Device Locator service during multiple visits to the park, the service in the park can recognize the individual (unless the Device Locator service is shared by many individuals). To avoid such information leaks, the individual can have the Device Locator service use a different public key for each visit. In addition, we can employ mix-based solutions (e.g., [Chaum 1981; Syverson et al. 1997]) to keep lower-level identification information (such as IP addresses) away from the service in the park. Alternatively, an individual can use a shared Device Locator service run by a third party for the duration of her visit.

9. PROTOTYPE IMPLEMENTATION

In this section, we illustrate how we encode the policy and trust statements introduced in Section 5 as SPKI/SDSI certificates [Ellison et al. 1999]. In addition, we present a prototype implementation of a people location system.

9.1 Application of SPKI/SDSI Certificates

Authentication and authorization based on SPKI/SDSI certificates [Ellison et al. 1999] do not rely on the existence of a global naming structure as, for example, the one introduced for X.509 certificates. Instead, the authentication and authorization step are merged, and a certificate gives access rights directly to a public key. Tools exist that evaluate chains of SPKI/SDSI certificates and decide whether requests should be granted access.

We demonstrate how Statements (1) and (2) in Section 5.2 can be implemented with SPKI/SDSI certificates. Keywords are printed in bold. The certificates have to be accompanied by signatures, which are not shown here.

In Statement (1), the People Locator service grants Alice (more specifically, her public key) the right to define her location policy. (pub_key:foo is replaced by the actual public key of foo in the real implementation.)

(cert
  (issuer (pub_key:people_locator))
  (subject (pub_key:alice))
  (propagate)
  (tag (policy alice)))

The keyword propagate states that forwarding is allowed. Alice can thus issue additional certificates that grant other people access to her location information. Corresponding to the notation introduced in Section 5.1, the entries following the keyword tag specify the type of the certificate (either policy or trust) and its scope (e.g., alice).

In Statement (2), Alice gives Bob access to her location information. As mentioned in Section 3.1, a policy maker might want to restrict access to information based on granularity, location, or time. For simplicity reasons, we refrained from adding these controllable properties to the formalism. However, our certificates do allow their specification. The following certificate corresponds to Statement (2), enhanced by some controllable properties.

(cert
  (propagate)
  (tag (trust alice}))

The keyword trust states that Alice can forward the certificate to another party.
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Alice grants access to Bob’s public key (pub_key:bob). Since Alice omits the keyword propagate, Bob is not allowed to issue further certificates for Alice’s location information. Bob can locate Alice only if she is either in Wean Hall or in Room 1234 in Doherty Hall and on Monday between 8am and 12pm and on Tuesday between 1pm and 2pm. Finally, Bob has only coarse-grained access to Alice’s location information.

Trust certificates are implemented in a similar way. The information in the tag section needs to be modified accordingly. For example, tag (trust alice) identifies certificates that declare Alice’s set of trusted services.

The tag mechanism provided by SPKI/SDSI certificates is powerful. It allows us to implement the properties outlined in Section 3.1 within the SPKI/SDSI framework, and we do not have to resort to implementing a separate specification and verification solution. However, the flexibility of the tag mechanism does have its limits. It requires all the services in the system to have a common syntax, which may be difficult to enforce in heterogeneous environments. Moreover, it is difficult to support more general constraints, since the SPKI/SDSI prover shown in Figure 2 is currently not aware of the semantics of the entries in the tag section and applies only simple string comparison operations (extended by sets of strings and prefixes of strings). Therefore, supporting more sophisticated temporal constraints, such as the ones suggested by Bertino et al. [2001] or Bhatti [2003], requires changes to the prover.

9.2 Location Service

We have built a subset of the location system shown in Figure 1. In particular, we have implemented the People Locator service, the Device Locator service, the Wi-Fi service, and two Calendar services, which exploit calendar information from the Ical program [ICAL] and from the centralized Oracle CorporateTime calendar system. In addition, we have implemented a location service that uses login information to determine a person’s current location.

We have built a web server-based frontend to the location system that lets users specify their location policies and conduct searches for other users. The frontend makes dealing with certificates transparent to users. Public keys, password-encrypted private keys, and certificates are stored at the web server. The web server creates signed requests on behalf of clients and transmits the requests together with any required certificates to the People Locator service. Individual users are not given any certificates, therefore, revocation becomes easy; the web server...
just deletes the revoked certificates.

When deploying our system in a different environment, we have to modify only this frontend such that the generated certificates implement the local security policy. The access control checking performed by the location system remains the same.

The users of the web server are supposed to trust the web server. Users are free to implement their own frontend if they do not trust the web server provided by an organization. The location system does not need to trust the web server, because the web server does not perform any access control decisions on behalf of the location system. Not having a centralized trusted component that stores location policies and makes access control decisions is a key advantage of our system.

10. EVALUATION

In this section, we quantify the influence of access control on query processing time. In addition, we examine the influence of delegation on query processing time.

10.1 Methodology

For our measurements, we use a subset of the implemented location system. Namely, we have a client query the People Locator service, which then contacts the Oracle CorporateTime-based Calendar service. We measure the time it takes for a query to finish and report the mean, $\mu$, and the standard deviation, $\sigma$, computed over one hundred queries. In addition, to identify bottlenecks, we measure the duration of several individual steps in query processing. Ten non-measured queries precede each run of an experiment so that Java can load any required class files, compile them to native code, and optimize this code.

The client, the People Locator service, and the Calendar service run on an unloaded Pentium IV/2.5 GHz with 1.5 GB of memory, Linux 2.4.20, and Java 1.4.2. The RSA and DSA keys have a size of 1024 bits. The Diffie-Hellman key exchange uses the same parameters as SSH2 [Ylonen 2003]. The policy certificates used for access control look similar to the first certificate shown in Section 9.1, that is, they grant full access to a user’s location information and do not list any location- or time-based constraints. Similarly, the trust certificates do not have any such constraints. The client has all the required policy certificates and submits them with a request. Similarly, the People Locator service has all the required trust certificates and submits them with a forwarded request.

10.2 Cost of Access Control

We quantify the influence of access control on query processing time by examining the case where the client is directly authorized by the queried user. We assume that the Calendar service does not delegate access control to the People Locator service. The ‘new session key’ bars in Figure 5 summarize our findings. The overhead introduced by access control is about 208ms for RSA and 477ms for DSA.

In Table I, we give a breakdown of the time consumed by various RSA and DSA operations. For comparison, we give also the time required by the Calendar service for retrieving the actual location information, which is the most expensive operation. In terms of access control, setting up a secure connection between two peers, which takes about 54ms for RSA and about 171ms for DSA, is the most expensive operation. This step is more expensive for DSA, since both peers also need to
compute a session key based on Diffie-Hellman, which takes about 54ms for a peer.

There are two secure connections; first the client connects to the People Locator service, then the People Locator service connects to the Calendar service. Techniques like session key caching or persistent connections can reduce the overhead of setting up these connections significantly. In session key caching, a connection reuses a session key negotiated for an earlier connection. With persistent connections, a single connection is used for multiple requests. These techniques make most sense for connections between peers that exchange location information often. The connection between the People Locator service and the Calendar service is a good example since the two services need to establish a connection for every query. Clients such as a tracking service that connect often to the People Locator service can also apply the mentioned techniques. In Figure 5, we also present the average query time if only the session key between the People Locator service and the Calendar service is cached (‘cached session key (1x)’) and for the case where both this and the session key between the client and the People Locator service are cached (‘cached session key (2x)’). For RSA, caching improves the performance by 8% and 22%. In the case of DSA, the improvement is 20% and 39%.

A secure connection serves two purposes: First, it keeps data exchanged between

---

**Table I. Breakdown of performance impact for RSA and DSA [ms].**

<table>
<thead>
<tr>
<th>Entity</th>
<th>Operation</th>
<th>RSA</th>
<th>DSA</th>
</tr>
</thead>
<tbody>
<tr>
<td></td>
<td>µ (σ)</td>
<td>µ (σ)</td>
<td></td>
</tr>
<tr>
<td>Client</td>
<td>Signing of request</td>
<td>17 (2)</td>
<td>10 (1)</td>
</tr>
<tr>
<td></td>
<td>Connection setup</td>
<td>54 (2)</td>
<td>171 (3)</td>
</tr>
<tr>
<td>People Locator</td>
<td>Signature verification</td>
<td>2 (1)</td>
<td>19 (0)</td>
</tr>
<tr>
<td></td>
<td>Policy proof</td>
<td>5 (1)</td>
<td>23 (2)</td>
</tr>
<tr>
<td></td>
<td>Connection setup</td>
<td>55 (2)</td>
<td>173 (2)</td>
</tr>
<tr>
<td>Calendar</td>
<td>Signature verification</td>
<td>2 (0)</td>
<td>19 (1)</td>
</tr>
<tr>
<td></td>
<td>Policy proof</td>
<td>5 (2)</td>
<td>22 (2)</td>
</tr>
<tr>
<td></td>
<td>Trust proof</td>
<td>6 (2)</td>
<td>24 (2)</td>
</tr>
<tr>
<td></td>
<td>Gather location</td>
<td>201 (7)</td>
<td>201 (6)</td>
</tr>
<tr>
<td></td>
<td>Total</td>
<td>427 (30)</td>
<td>696 (16)</td>
</tr>
</tbody>
</table>
two peers confidential. Second, it authenticates the two peers to each other. We claim that the overhead caused by setting up a secure connection is not unique to our access control algorithm. All access control algorithms require data confidentiality and many require also client authentication in order to make an access control decision. Strictly speaking, access control does not require authentication of a service to a client. However, for practical scenarios, this authentication is highly recommended in order to avoid man-in-the-middle attacks. It is possible to avoid client authentication for some access control algorithms. In particular, for encryption-based algorithms, a service provides sensitive information to any client, but only in an encrypted form. Only clients authorized to access the information have the required decryption key. We examine this approach in related work [Hengartner and Steenkiste 2004].

 Compared to the cost of setting up a secure connection, the costs more directly related to access control are small. RSA-based signature generation takes about 17ms and is more expensive than its validation. For DSA, generating a signature is less expensive than its verification, which takes about 19ms. The generation of DSA-based signatures is 41% less expensive than RSA-based signatures. For environments with resource-limited clients, this finding suggests using DSA instead of RSA for signing operations (together with session-key caching in order to avoid the expensive Diffie-Hellman key exchange for multiple requests). The drawback of using DSA for signing is that more load is pushed to the service. Namely, verifying a DSA signature is 9.5 times as expensive as validating an RSA signature.

 Proving that an entity is granted access or that a service is trusted includes verifying the signatures of any certificates needed for the proof. Therefore, the cost for proving is similar to the cost for verifying a signature in the experiments. The cost for proving can be reduced by caching proofs. Caching is most beneficial when a client issues many queries for a queried person, as in the case of a tracking service. Figure 6 provides the average query times when both the People Locator service and the Calendar service cache proofs. The figure also presents the results for caching session keys in addition to proof caching. For DSA, performance improves by 22% as compared to the non-caching case. For RSA, the improvement is 43%. Compared to Figure 5, proof caching is of limited use for RSA since its cost for proving is small in the first place.

10.3 Influence of Delegation

In the next set of experiments, we explore the influence of delegation on the query processing time. Namely, we assume that the Calendar service delegates access control to the People Locator service. Upon granting access to a query by validating the certificate chain, the People Locator service issues a new certificate that directly grants access to the client at the end of the chain.

Shortening a certificate chain is useful only if there is at least one intermediate node between the client and the queried user. Without delegation, the Calendar service would have to check at least two certificates. (The decision of the Calendar service to authorize either the People Locator service or the queried user is stored locally at the Calendar service and does not require a certificate.) With the help of delegation, the Calendar service looks only at the certificate issued by the People Locator service. Figure 7 compares the cost of query processing with and without
Fig. 6. Query processing time if the People Locator service and the Calendar service cache proofs and if they cache both proofs and session keys.

Fig. 7. Query processing time without and with delegation of the access control check by the Calendar service to the People Locator service.

delegation when there is exactly one entity in the certificate chain between the queried user and the client. Since there is an additional entity in the chain, the cost is higher than in Figure 5.

The figure shows that in the case of RSA, delegation has a detrimental effect on performance, whereas in the case of DSA, performance slightly improves. The reason for this behavior is the high cost of generating a signature for the new certificate by the People Locator service in the case of RSA. For DSA, the overall signature generation and checking cost decreases when using delegation, however, the decrease nearly disappears in the noise caused by the other operations.

From Figure 7, one might conclude that delegation does not help in terms of performance for the case of RSA and has only a minor influence in the case of DSA. However, this conclusion is wrong. First, our experiments assume that all the services run on hosts with similar hardware resources. However, the location services not at the root of the system could be deployed on resource-constrained machines or it might not be possible to change a proprietary location service to
make it check a certificate chain. In cases like these, taking load away from leaf location services and delegating the policy check to the root location service can pay off. Second, the cost of running a policy check actually depends on the length of the certificate chain that is checked and on the depth of the tree of contacted services. We now elaborate on this trade-off for both RSA and DSA.

In the case of RSA, generating a signature takes about 17ms and checking it about 2ms. We first look at the influence of the length of the certificate chain on performance. We assume a service depth of size 2, as it is the case in our experiment. For a certificate chain of length \( l \), the total cost for checking the signatures is \( 2 \times l \times 2 \text{ms} \) if no delegation is used. If there is delegation, the service at the first level generates a new certificate. The services at the second level now need to check only one certificate. Thus the total cost becomes \( l \times 2 \text{ms} + 17 \text{ms} + 2 \text{ms} \). Figure 8 presents the cost of the two cases, as \( l \) increases. Note that the shown cost does not include the client’s cost for signing a request. We conclude that for certificate chain lengths of at least \( l = 10 \), delegation also pays off in the case of RSA.

Certificate chains of size 10 are probably going to be rare in real environments. However, the cost of security also depends on the depth of the tree of contacted services, \( k \). When taking this value into account, we get a cost of \( k \times l \times 2 \text{ms} \) for the no delegation case and a cost of \( l \times 2 \text{ms} + 17 \text{ms} + (k - 1) \times 2 \text{ms} \) for the delegation case. This equation assumes that all the services delegate access control to the People Locator service. Therefore, if \( l = 5 \), delegation pays off if the tree of services has a depth of at least 4.

For DSA, the cost for verifying a certificate is greater than the cost for generating it. Therefore, as shown in Figure 8, delegation always pays off for \( l > 1 \) and becomes more beneficial the longer the certificate chain or the service tree depth. Creating a signature and checking it take about 10ms and 19ms, respectively. Modifying the given formulas for these parameters and setting \( k \) and \( l \) to the values where delegation starts to become beneficial for RSA (\( k = 4 \) and \( l = 5 \)), we conclude that for DSA delegation improves performance by 218ms.

Our calculations are on the conservative side since delegation makes query processing faster than indicated. In our calculations, we do not include the cost caused
by transferring certificates between nodes, which includes time for (de)marshalling and network transmission. If delegation is used, fewer certificates will be transferred between nodes, and again performance improves. Finally, it is possible to amortize the cost of generating a certificate over multiple requests. For example, the People Locator service can give the certificate it generates to the client, and the client can use this certificate for future requests.

Delegation and the concepts of session key caching and persistent connections, as introduced in Section 10.2, are orthogonal to each other in terms of query processing time. However, there can be some interaction between delegation and proof caching. Namely, the cost for generating a certificate can be amortized only if services do not cache proofs.

10.4 Discussion

From our measurements, we conclude that the delay introduced by access control, in particular by setting up secure connections, is significant. We now elaborate on how this delay affects clients of our location system. There are two types of clients: people and services. The first type of clients use our service through a web browser. For them, delays in the range of 200-500ms are noticeable, but acceptable, since they are used to similar processing delays when using other web applications. When services access our location system, these delays may be more important. However, using the optimization techniques discussed before, delays can be reduced significantly.

11. RELATED WORK

Several location systems, all of them based on only one location technology, implemented only within one administrative entity, and/or not addressing the various access control issues mentioned in this paper have been proposed [Bahl and Padmanabhan 2000; Harter and Hopper 1994; Priyantha et al. 2000; Ward et al. 1997]. We discuss three notable exceptions: In Myles et al.’s location system [2003], a middleware service runs access control on behalf of individual location services. Such a centralized solution has limited scaling properties. Our distributed solution allows us to offload some of the access control load to clients. (Distributed access control architectures have also been proposed for other applications [Bauer et al. 2002; Howell and Kotz 2000].) In Spreitzer and Theimer’s location system [1993], each user has her personal agent that gathers location information about her and that implements access control to this information. While avoiding a centralized bottleneck, this solution has the drawback that it puts the load of gathering any statements required for the access control decision on these agents. This task can be expensive, especially when access rights are forwarded. The system is designed to work in an environment with different administrative entities, although the actual implementation runs only within a single entity, and the authors do not mention how users specify services that they trust. Unlike our system, the location policy of a user is always specified by the user, and the system does not have the flexibility offered by digital certificates. Leonhardt and Magee’s system [1998] also suffers from this weakness. It relies on policy matrices, which make dealing with unknown users and groups tedious.

Several frameworks for pervasive computing environments support access control
to sensitive information [Al-Muhtadi et al. 2003; Chen et al. 2004; Covington et al. 2002; Gandon and Sadeh 2003]. They employ centralized rule engines with differing degrees of flexibility for running access control. This engine can become a bottleneck and needs to be fully trusted by all the entities. The authors do not examine trust in services that are run by different administrative entities.

Multiple specification languages have been used for expressing access rights to information in pervasive computing. For example, Myles et al. [2003] use an extended version of P3P [Cranor et al. 2002], which allows Web servers to express their privacy practices, to control access to location information. Chen et al. [2004] exploit REI [Kagal et al. 2004], which is targeted at pervasive computing environments. XACML [Godik and Moses 2003] is an access control language for distributed systems. These languages are targeted at environments where access control is run by a single entity. As opposed to SPKI/SDSI, they have no builtin mechanisms for verifying the authenticity of a statement, which is essential when delegating access rights across multiple environment. Similar to SPKI/SDSI, KeyNote [Blaze et al. 1999] is a certificate-based framework for authorizing entities. KeyNote certificates do not support local names, and access rights are always forwardable. The RT t trust management language [Li et al. 2003] is similar to SDSI certificates, which we use for expressing membership certificates. We use SPKI/SDSI because it is standardized and because implementations are available for different platforms.

There has been some earlier work on authorizing intermediate services, for example, Howell’s quoting gateways [2000], Neuman’s proxy-based authorization [1993], and Sollins’ cascaded authentication [1988]. All this work focuses on intermediate services that create new requests upon receiving a request and thus need to be authorized to issue requests. However, in scenarios like our location system, where some services only forward requests, this model gives too many capabilities to intermediate services. It presents an unnecessary risk if the intermediate service is broken into. Using our model of trust, we avoid this risk and clearly define which services should be given location information and which services should be allowed to issue requests.

Covington et al. [2001] enhance role-based access control by “environment roles”. Environment roles can describe any state of the system, such as locations or times. Environment roles can be used to implement controllable properties, as outlined in Section 3.1. McDaniel [2003] presents a framework for the specification and instantiation of flexible controllable properties. A service running access control can contact a remote host for the evaluation of a property. In our system, we currently support only properties local to the service running access control.

In our work, we do not examine how users decide which services to trust. Acquiring trust has been addressed in related work. Shand et al. [2003] introduce a trust framework in which individuals compute their trust in information by combining their own trust assumptions with others’ recommendations. Bertino et al. [2003] present a trust negotiation framework, which allows entities to establish mutual trust on first contact through an exchange of digital credentials.

Tamassia et al. [2004] propose a model of delegation in which entities delegate access rights by delegating the role membership that is required for being granted access. For example, if Alice is a professor and wants Bob to have access to some
information accessible only to professors, she can delegate this role to Bob. The drawback of this model is that it does not allow for fine-grained delegation, where only a particular access right should be forwarded, but not all the other access rights granted to members of a role. Similar to our model, when delegating a role membership by issuing a certificate, an entity must also hand over all the certificates that prove that the entity is a member of this role. As explained in Section 7.3, this model breaks down when a membership certificate is created before an access right is being delegated. Tamassia et al. discuss the simple case where only one such membership certificate is necessary for being granted access. Kaminsky et al. [2003] present a distributed discovery algorithm for membership certificates that exploits discovering all the members of a particular role. As mentioned in Section 7.3, this approach requires that institutions provide public listings of their members, which might not hold in practice. Li et al. [2003]’s distributed discovery algorithm exploits both discovering all the members of a particular role and discovering all the roles of a particular entity. In our distributed algorithm, we avoid the first kind of search because of the given problem. This restriction requires that a membership certificate is stored with the entity denoted on the right hand side of the certificate. Li et al. argue that this assumption might not hold when a membership decision is not of interest to the entity on the right hand side. However, we do not expect this to be an issue for the application scenarios of memberships certificates that we consider for our people location system. Li et al.’s algorithm operates in an environment consisting only of membership certificates, whereas our algorithm supports separate policy (trust) and membership certificates. In addition, Li et al. assume that certificates are publicly available, which, as discussed in Section 7.3, might not hold due to privacy reasons. Finally, Li et al. do not discuss certificate expiration and renewal.

12. CONCLUSIONS

In this paper, we have analyzed the access control requirements of a people location system and have presented the design of an access control mechanism. Our solution relies on several key concepts: services implementing location policy checks, service trust for dealing with services belonging to different administrative entities, and delegation for delegating various decisions to other entities in the system. Some advantages of our design are:

- **Flexibility.** Depending on the environment, users themselves or a central authority can establish location policies of users.
- **No bottleneck or trusted centralized node.** The services in the system run the location policy and trust checks by building chains of certificates. Certificates do not need to be kept at a centralized trusted node, and bottlenecks are avoided.
- **Unknown users.** The identity of entities issuing queries does not have to be known to the system, all the system requires is a digital certificate granting access.
- **Group access.** With a single certificate, an entire group of entities can be given access to location information.
- **Delegation.** Access control can be delegated to other services
We have formulated all of our policy and trust decisions using a single data structure: SPKI/SDSI certificates. These certificates provide a high degree of flexibility. A ubiquitous computing environment poses new challenges on access control that cannot be easily satisfied by conventional mechanisms. We believe that, due to their flexibility, SPKI/SDSI certificates are a promising approach.

In future work, we will offer access to our location system to a bigger community of users, so that we can incorporate their feedback on usability into our system. In addition, we plan to investigate whether and how the ideas outlined in this paper can be applied to protect other kinds of information available in a ubiquitous computing environment.
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