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Abstract

This thesis focuses on robotics applications where a robot is required to accomplish
a set of tasks that are partially observable and evolve independently of each other
according to their dynamics. One such domain is decision-making for a robot waiter
waiting tables at a restaurant. The robot waiter should take care of an ongoing stream
of requests, namely serving a number of tables, including delivering food to the
tables and checking on customers. An action that the robot should take next at any
point of time depends on the duration of possible actions, the state of each table,
and how these tables evolve over time, e.g., the food becomes cold after a few time
steps. A conventional approach to deal with this problem is to combine all the tasks’
states and robot actions into one large model and compute an optimal policy for this
combined model. For the problems that we are interested in, the number of tasks,
e.g., the number of tables in the restaurant domain, can be large making this planning
approach computationally impractical and challenging.

This thesis introduces the class of problems that include multiple tasks that evolve
independently of each other and presents algorithms to enable a robot to achieve
the multiple tasks while expediting robot planning and execution. We develop a
class of algorithms that take advantage of the structure in this class of problems,
namely the independence between the tasks, to speed up planning and execution.
Our key idea is to decompose the combined model of all tasks into a series of much
smaller planning problems. We provide a theoretical and experimental analysis of
the algorithms. We discuss how we formalize the restaurant domain and define the
assumptions under which the restaurant domain can be an instance of this class of
problems. We demonstrate the effectiveness of our solutions in a simulated restaurant
setting and exemplify it on a real robot in a mock-up restaurant setting.

This thesis then focuses on the real-world applications of our algorithms on domains
such as the restaurant setting where having an exact and comprehensive model that
works for all the tables is infeasible. Given the nuances of a real-world restaurant
setting, a robot might not have access to a complete and accurate model for each
table, or the planning model might be an approximation of the complete exhaustive
model for computational tractability reasons or due to early deployment of the robot.
For example, going to the tables frequently to double-check if the customers have
everything that they need might be rewarded by the model and might work for
most of the customers; however, the customers on a certain table might be having
a lunch business meeting in which people don’t want to be interrupted frequently.
This scenario might happen very rarely and might not be addressed in a particular
restaurant model. Most planning or replanning algorithms are effective and efficient
where the planning model is defined accurately, but they might fail to achieve the
tasks in situations where the robot’s planning model is an approximation of the
true model. The remainder of this thesis focuses on formulating these unexpected
situations where there is a discrepancy between the robot’s observation and what is



expected to be observed given the robot’s model as a robot planning problem. We
tackle the discrepancies by augmenting the planning problem’s state and action space
with a set of hypotheses and questions regarding the discrepancies that aim at finding
where the potential inaccuracies in the original planning model lie. Our formulation
guarantees that the final goals of the tasks will be achieved eventually despite the
existing discrepancy, e.g., the robot will get the customers successfully out of the
restaurant.

Solving the augmented planning problem with a larger action and state space intro-
duces computational challenges. We provide planning algorithms that efficiently
solve this much larger planning problem in both single-task and multi-task settings.
We provide algorithms to solve the augmented planning problem more efficiently for
single-task problems by leveraging the structure in the augmented model, namely the
independent hypotheses. We then discuss how our approaches can be integrated with
the efficient planning and execution algorithms that we developed for the multi-task
settings. We provide comparisons on the performance of our approaches compared to
the state-of-art approaches in both a single-task grid-world domain and a multi-task
restaurant setting and show their effectiveness in various scenarios.
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Chapter 1

Introduction

1.1 Motivation and Formulation

Many robotics applications, for instance a mobile robot performing multiple tasks such as
delivering objects/messages to offices and escorting people to offices, an assistive robot executing
multiple tasks such as cooking and vacuuming in a home setting, a robot in search and rescue
helping out multiple human rescuers in their tasks, a robot helping out multiple factory workers
by providing tools, and a robot waiting tables in a restaurant, involve a robot acting in a stochastic
environment under partial observability while completing multiple tasks. In this thesis, we focus
on formalizing these multi-task domains as domains with one robot and multiple independent
partially observable tasks that evolve over time. We then develop efficient planning and execution
algorithms that switch between the multiple tasks to achieve them all while effectively addressing
the unexpected situations that arise due to having an imperfect model for some tasks.

One such multi-task domain that we focus on is a restaurant setting where a robot is waiting
multiple tables. The robot waiter should take care of an ongoing stream of requests, including
delivering food, taking food orders, and checking on customers. The tasks are partially observable
as the robot cannot directly observe what people want and their degree of satisfaction. To service
all tables, an action that the robot takes next at any point of time depends on the duration of
possible actions, the state of each table, and how these tables evolve over time, e.g., the food
becomes cold after a few time steps or the people become dissatisfied after a few time steps. In
this thesis, the restaurant setting has one robot and multiple tables which go through the dining
process independently of each other. The customers at each table have multiple requests that
require service from the robot at different points in time until they successfully leave the restaurant.
The whole process that each table goes through is referred to as a task that should successfully be

accomplished. We formalize the waiting tables for a restaurant as a planning problem with one
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CHAPTER 1. INTRODUCTION

robot, and N independent models for the )V tables in the restaurant (or N tasks). To enable the
robot to perform the waiting tables task, we model each table, the state of the robot and the actions
that can be applied to this particular table as a Partially Observable Markov Decision Process
(POMDP). The restaurant has N POMDP models for the /N tables in the restaurant.

We identify and formalize the class of problems with multiple independent tasks that are
partially observable and evolve over time and provide the assumptions under which the restaurant
domain can be an instance of such class of problems. A conventional approach to perform
planning for these multi-task problems is to combine all the tasks’ states and actions into one
large model and compute the optimal policy for the combined global model. This combined
model includes all possible combinations of the states of the tasks and a union over all their
actions. For the problems that we are interested in, the number of tasks, e.g., the number of tables
in the restaurant, can be large making this planning approach computationally impractical and
challenging. More specifically, solving the combined global model is infeasible in domains where
the robot should be able to switch between multiple tasks in a real-time and scalable fashion. The
combined model approach does not take advantage of the independence structure in such class of

problems.

The first question that we address in this work is how can we leverage the independence
structure to expedite task planning and execution for the class of problems with multiple inde-
pendent tasks? We provide three algorithms to expedite task planning and execution for the class
of problems with multiple tasks. One algorithm speeds up the task execution by solving the
combined model less often, rather than after each action execution. We evaluate this approach on
a mobile robot domain where planning infrequently is sufficient. We then focus on the restaurant
setting where the robot is required to plan after each action execution. We provide two algorithms
that leverage the independence between the tasks to expedite task planning. We evaluate these

two algorithms on the restaurant setting.

The second question targets the aforementioned multi-task problems, but with a focus on the
goal achievement aspect of real-world multi-task applications. In a real-world application such as
the restaurant setting, there are differences in terms of the types of the restaurant, e.g., fine dining,
casual dining, cafes and diners, and the customers they target, e.g., families with children, college
students, and seniors. In these applications, coming up with a perfect and accurate model that
works for everyone is very challenging. Even if a certain model works for most of the tables in
a specific restaurant, it might not work for a particular table that might not belong to the target
group that the restaurant model is designed for. Other reasons such as 1) learning the model
from insufficient data, 2) making approximations to the true model for computational tractability,

and 3) deploying the robot early on before having a comprehensive model can also be the cause
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CHAPTER 1. INTRODUCTION

of the inaccuracies in the model. Without an exact planning model, the robot will encounter
unexpected situations and should have a way to address these situations to guarantee achieving
the goals of all tasks. For example, going to the tables frequently to double-check if the customers
have everything that they need might be rewarded by the model and might work for most of the
customers; however, the customers on a certain table might be having a lunch business meeting in
which people don’t want to be interrupted frequently. In another example, delivering bread to the
customers before serving the food might be a part of the robot’s process to keep the customers
satisfied; however, a certain table might have allergies to wheat. These are a few examples of the
unexpected situations that the robot might encounter and should be able to tackle. The second
question that we address in this work is how can we guarantee that the robot will successfully
achieve the goals of all tasks, e.g., getting the customers successfully out of the restaurant, even
if the model for a particular task differs from its true model? Specifically, given the multi-task
context of the problem, we are interested in methods that address the unexpected situations for
that particular inaccurate task while effectively responding to the other tasks.

The remainder of this thesis focuses on formulating these unexpected situations where there
is a discrepancy between the robot’s observation and what is expected to be observed given the
robot’s model as a robot planning problem. We build a new planning problem which includes
both the original planning problem and the robot’s hypotheses regarding where the potential
inaccuracies in the original planning model lie. We provide planning algorithms that efficiently
solve this much larger planning problem in both single-task and multi-task settings. We provide
comparisons on the performance of our approaches compared to the state-of-art approaches in both
a single-task grid-world domain and a multi-task restaurant setting and show their effectiveness in

various scenarios.

1.2 Planning and Execution for Multiple Independent Tasks

We address the challenges associated with the computational complexity of solving the combined
model. We provide algorithms that speed up task planning and execution for domains with

multiple tasks.

1.2.1 Expediting Task Execution

The first algorithm for efficient planning and execution looks into speeding up the task execution
by deciding how often the robot should perform planning. To plan in presence of multiple tasks, a

robot has to build a large model with all the tasks’ states and actions and at each time step decide
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CHAPTER 1. INTRODUCTION

what action should be executed on which task. In a lot of robotics applications, both processing
all the sensory input variables for all the tasks and solving the large model are impractical. We
provide an algorithm that speeds ups the task execution by deciding how often the robot should
perform planning. The robot only focuses on one task at a time and switches to another task when
it is triggered. We call the signals that trigger the task-switching, "stimuli". When a stimulus is
triggered, the robot builds the large model with all the tasks to decide if a switch is more rewarding
than continuing with the current task. We provide an approach to identify the “stimuli” that trigger
the task-switching. This approach is applied on a mobile robot domain where the robot is executing
a user-requested task, e.g., object delivery, and is also alert for multiple external tasks that might
come up. For example, if the robot is scheduled to deliver an object to an office, and on the way to
the office it sees a person asking for help, we might want the robot to first assist the person and then
finish its delivery. We exploit the assumption that external tasks such as a human-interaction task
or a trash cleaning task are optional and happen infrequently. We show that our solution using the
switching stimuli compares favorably to the naive approach of building the large combined model.
Moreover, leveraging the stimuli significantly decreases the amount of sensory input processing
during the execution of the tasks. We explain this algorithm and its results in Chapter 4. For
these type of problems, many works have proposed approaches to address multiple task models
by using hierarchical planning [10, 15, 103, 105], goal management approaches [89, 128, 187],
and behavior-based control systems [117, 118, 146, 151]. We introduce an approach that learns
a switching policy, identifies the stimuli, and then uses both the policy and stimuli to switch
between multiple task models. Different from the above approaches, our approach learns when to
interrupt the task execution to decrease the amount of sensory computations.

This approach drastically improves the task execution compared to solving the combined
model at each time step and is effective in domains where responding reactively to the environment
is sufficient, but it does not extend to domains with more complex structure such as the restaurant
domain. For a domain such as the restaurant domain, the robot has to switch between the tasks
frequently and cannot stick to one task and only switch to another task when triggered. For these
more complex problems, we focus on providing algorithms that solve the large combined model

faster rather than solving it less often.

1.2.2 [Expediting Task Planning

The next two algorithms focus on expediting task planning for the class of problems with multiple
independent tasks. The algorithms target domains where the robot is required to accomplish
multiple tasks and address the computational infeasibility of solving large models. The tasks

are represented as Partially Observable Markov Decision Processes (POMDPs). We propose
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CHAPTER 1. INTRODUCTION

algorithms that expedite planning for multiple partially observable tasks by leveraging the structure
of the problem, namely the independence between the tasks. More specifically, we target the
class of problems with multiple independent tasks that evolve over time and present algorithms to
solve this class of problems by decomposing the problem into a series of much smaller planning
problems, the solution to which gives us an optimal solution. In particular, a robot attending a
single task can be represented as a standalone smaller planning problem. Using these insights, we
develop an algorithm that searches over possible subsets of /V tasks, solving each optimally until
a provably globally optimal solution is found. Our methods exploit 1) the structure that the tasks
are independent and 2) an observation that in many domains the number of tasks that the robot
can accomplish within a horizon—determines how far into the future the robot will look to select
the optimal action—is very limited. We introduce an approach that optimally and efficiently plans

for a short fixed planning horizon.

We then recognize that selecting the right planning horizon can be challenging since an overly
short horizon may result in a low-quality solution while supporting a longer horizon quickly
becomes computationally impractical. Specifically, in POMDP planning, the complexity of
planning grows exponentially with the horizon so a long horizon may easily preclude online
planning. We extend the previous algorithm to provide efficient planning over long fixed-length
horizons without discounting and infinite-length horizons with discounting. We enable the robot to
efficiently plan for long horizons by terminating the search early before reaching the full planning
horizon while guaranteeing optimality. Similar to the previous approach, in this algorithm, we
leverage the independent tasks structure to decompose the problem into smaller pieces, but we
use it in a different fashion than the previous algorithm to provide efficient planning for long
and discounted infinite-horizon problems. Our key idea is to compute lower and upper-bounds
on the value of an optimal solution for variable horizons. We combine the solutions to multiple
individual tasks to compute the bounds rather than solving larger models built from subsets of

tasks as done in the previous algorithm.

We test the two approaches on a simplified restaurant environment in simulation and show
their effectiveness compared to the state-of-the-art approaches. We provide the theoretical analysis
and the assumptions under which the approaches are optimal. We explain these algorithms in
Chapters 5 and 6. Many works have proposed approaches to speed up POMDP solvers by using
point-based methods [169], hierarchical planning [181], clustering and compression of belief
space [160, 175], factored representation [168], and online POMDP approaches [158]. We are
interested in domains in which a robot has to attend to multiple independent tasks whereas the
above approaches do not make the independence assumption and address the combined model

directly.
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1.3 Efficient Robot Planning and Execution in Presence of

Discrepancies

In dynamic and changing environments with semantically rich tasks and human interactions such
as the restaurant domain, unexpected situations that are not predicted by the robot’s model might
arise. These unexpected situations might prevent the robot from proceeding with a particular
task (or table). We enable the robot to address the unexpected situations to effectively attend
to the particular table and the other tables. We detect these unexpected situations by checking
if the robot’s current observation belongs to the set of possible observations expected by the
robot’s model. We refer to these unexpected situations as discrepancies between the robot’s
observations and its model. The objective of this work is to enable the robot to still achieve the
tasks at hand, e.g., getting the restaurant customers successfully out of the restaurant, in presence

of the discrepancies.

We address the discrepancies by building a new augmented model from the discrepancy and
the original planning model. In the augmented planning problem, the robot has a set of hypotheses
regarding the discrepancy and can ask questions from an oracle to find the hypothesis that best
explains the discrepancy. This formulation aims at guaranteeing that the robot will be able to
eventually achieve the final goals of all the tasks, e.g., the robot will get the customers successfully
out of the restaurant. Some works have been proposed to address the inaccurate models by
learning and refining the model’s parameters [90, 119, 156], state estimation and replanning
approaches [111, 192], planning using model uncertainty [47, 111, 132, 199], and using human
input to learn or solve the POMDPs faster [8, 41, 61], or as state information providers [153].
Different from the state estimation and replanning approaches, our formulation addresses the
discrepancies even when the discrepancy is due to a fundamental change in the environment and
thus repeats itself. Different from the learning approaches, we focus on the multi-task settings
where the robot should attend to all the tasks rather than exploring the environment to learn the

true planning model for a particular task.

The augmented planning model which includes the hypotheses and questions can become very
large and hence challenging to solve. To address its computational complexity challenges, we
provide an approach to more efficiently solve the augmented planning problem by leveraging the
independent hypotheses. We then integrate this approach with the efficient planning algorithms
that we proposed previously for the multi-task settings to expedite task planning and execution for
the combined model built from the augmented model and the other original models. We discuss

these algorithms in Chapter 7.
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1.4 Contributions

The contributions of our work are to:
1. identify and formalize the class of problems with multiple independent tasks that evolve

over time.

2. mathematically formalize robot waiting in a restaurant and provide the assumptions under

which our algorithms can be applied to it.
3. develop efficient algorithms to expedite task execution in multi-task problems.

4. develop scalable and efficient planning algorithms for solving the class of problems with

multiple independent tasks.

5. develop a novel algorithmic framework for robot planning and execution to address the

discrepancy between the robot’s observations and its model.

6. develop efficient algorithms to expedite task planning in presence of discrepancies in

single-task and multi-task problems.

7. implement and test our algorithms on a simulated restaurant setting with large number of

tables and exemplify it on a real robot in a mock-up restaurant setting with a few tables.

1.5 Thesis Outline

The following outline summarizes each chapter of the thesis.

Chapter 2 We review the background on two formalisms for sequential decision making,
namely Markov Decision Processes (MDPs) and Partially Observable Markov Decision Processes
(POMDPs).

Chapter 3 We formalize the waiting tables for a restaurant as a planning problem with one
robot, and NV independent models for the N tables in the restaurant. We discuss how each table
is modeled as a POMDP and under what assumptions the POMDP models associated with the

tables are independent of one another.

Chapter 4 We present an algorithm that expedites task execution in problems where the robot
should accomplish a user-requested task and is also alert for multiple external tasks that might

come up. Even though some of the tasks are optional, the robot should plan over a large combined
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model associated with all the tasks. The algorithm speeds up the task execution by only focusing

on one task at a time and only performing planning over the large combined model when necessary.

Chapter 5 We identify and formalize the class of problems with multiple independent tasks
that are partially observable and evolve over time such as the restaurant domain. We introduce
an approach that optimally and efficiently plans for a short fixed planning horizon. We expedite
task planning for the aforementioned class of problems by leveraging the independence structure
between the tasks and the observation that the number of tasks that the robot can address within a
short horizon is limited. Our key idea is to decompose the problem into a series of much smaller
planning problems.

Chapter 6 We extend the previous approach to long fixed-length horizons without discounting
and infinite-length horizons with discounting problems. In addition to decomposing the problem
into smaller problems, to enable planning for longer horizons, we compute lower and upper-bounds

on the value of an optimal solution for variable horizons.

Chapter 7 We discuss how we formulate the discrepancy between the robot’s observation and
its model as a planning problem over an augmented model. We then leverage the structure in the
augmented model, namely the independent hypotheses, to solve it more efficiently. Finally, we
discuss how the previous approaches of efficient planning for multi-task settings can be integrated

with the approach of planning for the augmented model.

Chapter 8 We review the relevant literature.

Chapter 9 We conclude the thesis with a summary of its contributions and present potential

directions for future work.



Chapter 2
Background

In this section, we provide the MDP and POMDP formalisms. We will use the MDP formalism in
Chapter 4 and the POMDP formalism in Chapters 3, 5, 6 and 7.

2.1 Markov Decision Processes (MDPs)

The most common representations for sequential decision models in decision-theoretic planning
under uncertainty are Markov decision processes (MDPs). MDPs are represented by a tuple
M = (S, A, R,T,v), where S is a set of states, A is a set of actions, R(s,a) is the reward
the agent receives when executing action «a in state s, 7'(s, a, s') is the probability of the agent
finding itself in state s’ having executed action « in state s, and v € (0, 1] is a discount factor
which specifies how much immediate reward is favored over more distant reward. The agent
objective is to choose actions at each time step to maximize its expected future discounted reward:
E Y727, where r, is the reward gained at time ¢. Actions are taken at fixed decision epochs
in the continuous time case or time steps in the discrete case which will be the focus on this thesis.
The solution to an MDP is a policy 7 : S — A which is a mapping from states to actions for every
state in the model at which an agent may act.

This model takes advantage of the Markov property as a way of limiting the complexity of the
planning problem. The Markov property says that the environment’s response, given by the state
transition and reward functions at time ¢ 4 1 depends only on the state and actions at time ¢ and

the rest of the history can be ignored. The Markov property is defined as:

Pr(sip1 = 8 mep1 = 7S, ag, rey ooy 71, S0, a0) = Pr(sepr = 8, rey = 7se, ay) 2.1
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Given a policy 7 and a state s, the return that the agent expects to obtain by following 7 from s
can be defined by the following a recursive function, known as the value function (or V' function).
The value function (denoted by V') represents what the expected overall value of a state s under
the policy 7 is, i.e., how good it is to be in any given state. The () function (action-value function)
states what the value of a state s and an action a is under policy T, i.e., how good it is to take a
certain action given a certain state. The V' function and the () function (updated by Q-learning
method) are defined below.

V™(s) = Ex{Ri|s = s} = E-{) 7" re]s, = s} 2.2)

=0

QW(S7G) - Eﬂ”{Rt"St =S5,0; = CL}

= E,,{Z ATy sy = 5,00 = a} (2.3)

7=0

The value for each state for the planning horizon ¢ can be computed from the state values for
the ¢ — 1 horizon, along with the reward and state transition function for the problem by following
the Bellman’s Equation [17, 148]:

Qf (s,a) = R(s,a) +~ Z T(s'|s,a)V(s") (2.4)
s'€S

If the transition function is known, the agent can use one of the model-based Reinforcement
Learning (RL) approaches such as value-iteration [178] to compute the exact solution for the
MDP. However, in most RL applications the dynamics of the environment is not known, i.e., the
agent does not know how the world will change in response of its actions, nor what reward it
will receive for executing an action. The class of RL algorithms that learn the policy without
using a model of the environment and only by trial-and-error are called model-free algorithms,
e.g., Q-learning method. When the state space is large, e.g. when the state space is continuous,
it is not feasible to keep a separate value for each state in the memory. In such cases, function

approximation methods such as neural networks are used to solve the MDP.

Our work in Chapter 4 leverages the MDP representation. The MDP’s state space is continuous,
therefore we use a neural network to approximate the () function. Reinforcement learning is
known to be unstable when a nonlinear function approximator such as neural networks is used to
represent the () function [125, 184]. In [125], the authors provide a variant of Q-learning called
Deep Q-Network (DQN) that stabilizes reinforcement learning. The deep Q-network method

stabilizes the learning by utilizing an experience replay mechanism and a second fixed target
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network. In addition to utilizing these two improvements of the DQN approach, we leverage the
dueling architecture [195] which compared to DQN provides a more robust estimate of the )
function and have shown better performance in domains with many similar-valued actions. Thus,

we leverage the dueling architecture in Chapter 4.

2.2 Partially Observable Markov Decision Processes (POMDPs)

2.2.1 Discounted Reward POMDPs

The partially observable MDP model (POMDP) generalizes the MDP model to allow for even
more forms of uncertainty to be accounted for in the process. In POMDPs the true state of the
system is not directly observable by the decision-maker. Instead, the decision-maker receives
observations from the environment. Formally, a POMDP is a tuple (S, A, Z, T, O, R, ), where
S denotes the agent’s state space, A denotes the agent’s action space, and Z denotes the agent’s
observation space. At each time step, the agent takes an action a € A and transitions from a
state s € S'to s’ € S with probability 7'(s, a, s') = p(s'|s, a), makes an observation z € Z, and
receives a reward equal to R(s, a). The conditional probability function O(s', a, z) = p(z|s’, a)
models noisy sensor observations. The discount factor v specifies how much immediate reward is
favored over more distant reward. The agent objective is to choose actions at each time step to
maximize its expected future discounted reward: E [y~ ~'r;], where r; is the reward gained at

time .

Planning in a POMDP can be thought of as planning over the continuous belief space of the
underlying MDP. A belief state is the probability distribution over which state the agent is actually
in when it receives an observation. The Markov property holds for POMDPs in the sense that the
belief state is a sufficient statistic of the history of the system. The belief over the states can be
computed from an existing belief distribution over states and a new action a and observation z as

follows.

O(z|s',a) > T(s|s,a)b(s)

b(s) = seS
) Pr(z]b, a) (2.5)
Pr(z|b,a) = Z O(z|¢, a) Z T(s|s,a)b(s)
s'eS s€S

The optimal return at stage ¢, V;*(b), can be iteratively computed by Eq. 2.6.
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Qi (b,a) =Y _b(s)R(s,a) +7 Y Pr(z[b,a)V; (b2)

ses z2€Z (2.6)
Vi (b) = max | Q7 (b, 0)]

ac

Offline algorithms to solve POMDP problems have been proposed in [80, 144]. These
algorithms specify, prior to the execution, the best action to execute for all possible situations.
While these approximate algorithms can achieve very good performance, they often take significant
time to solve large problems, where there are too many possible situations to enumerate. On
the other hand, online approaches [158] plan only for the current information state and a small
horizon of contingency plans. One drawback of online planning is that it generally needs to
meet real-time constraints, thus greatly reducing the available planning time, compared to offline
approaches. There are works on unifying approximate offline and online solving approaches to
address large POMDPs by using offline learning as a heuristic function to guide the online search
algorithm [157]. These approaches preserve the theoretical properties of the offline planning and
exploits the scalability of the online planning. We use the online POMDP planning where the

robot interleaves planning and execution in our work (Chapters 5, 6, and 7).

2.2.2 Goal POMDPs

Formally, a Goal POMDP (or shortest path POMDP) is a tuple given by (S,G, A, Z,T,0,C),
where S denotes the agent’s state space, G C S denotes a non-empty set of goal states, A denotes
the agent’s action space, and Z denotes the agent’s observation space. At each time step, the
agent takes an action a € A and transitions from a state s € S to s’ € S with probability
T(s,a,s") = p(s'|s,a), makes an observation z € Z, and receives a positive cost equal to C'(s, a).
The conditional probability function O(s’, a, z) = p(z|s’, a) models noisy sensor observations.
The goal states g € G are cost-free C(g,a) = 0, absorbing T'(g, a, g) = 1, and fully observable
g € Z,sothat O(s',a,9) = 1if s =t and O(s, a,g) = 0 otherwise. The agent objective is to

choose actions at each time step to minimize the expected cost to a goal as below.

Qi (b,a) =) b(s)C(s,a) +v ) Pr(z|b,a)Vie, (b2)

seS z€Z 2.7)

Vy' () = min (@ (v, a)]
Goal POMDPs have a similar formulation as discounted reward POMDPs. Differently, goal
POMDPs have a set of goal states (that are absorbing and cost-free), and instead of the reward
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function, the robot has access to a cost function (all positive costs). The agent minimizes the cost
to reach a goal. It has been proven that any discounted reward POMDPs can be converted to a
goal POMDP [26].

Similar to the shortest path MDP assumption [18, 55], when we talk about a policy or a
solution to the POMDP p, we refer to a proper policy. A policy is said to be proper if, for any
possible initial state, it ensures that a goal state is reached with probability 1.0. We assume that
our problems have at least one proper policy, and that every improper policy has infinite expected

cost for at least one state.

Different from the traditional offline search methods that first plan a path from start to goal
state and then move the agent along the path, real-time search methods have been proposed
to interleave planning and execution and select actions in a limited amount of time. Since the
agent does not plan all the way to the goal, these approaches do not find the optimal solution
to a planning problem, but they are guaranteed to achieve the goal of a task. More specifically,
real-time heuristic search agents select actions using a limited lookahead search and evaluating the
frontier states with a heuristic function. The key idea here is to utilize available domain-knowledge
to guide the search and find a solution faster. Over repeated experiences, they refine the heuristic
values of the states to avoid infinite loops and to converge to better solutions. This framework
can be implemented in different ways, e.g., with a best-first search, as in AO*, LAO* [79] and
their extensions, with a depth-first iterative deepening search, as in LDFS [25], or with a random
walk search, as in RTDP [16], LRTDP [26] and their extensions. Here, we discuss two popular
heuristic search approaches, namely LRTDP-bel and LAO*, that solve goal POMDPs [26, 79].
LRTDP-Bel is an adaptation of the Real-Time Dynamic Programming (RTDP) to goal POMDPs.
LAO* is the generalization of A* on And-Or graphs that can be used to solve goal POMDPs and

find solutions with loops [79]. We discuss these two approaches in details below.

RTDP-Bel is a generalization of the LRTA* algorithm [81, 104] for non-deterministic set-
tings [26]. RTDP-Bel runs a forward simulation from the start to the goal called a trial. At
each node the algorithm uses a greedy approach to select an action and then randomly selects
an observation. A hash table with the discretized belief state as its key keeps track of the value
function. The algorithm keeps updating the value function for the nodes visited on the path over
the iterative trials. A variant of RTDP-Bel called Labeled RTDP-Bel presents an approach to label
the states with converged values as solved, so that the value function can converge faster [26].
The algorithm has a good anytime behavior by producing a solution fast and improving it with
time. A drawback of this algorithm is that unlikely paths are ignored and RTDP-Bel converges

slowly in those cases.

AO* is the generalization of A* on the And-Or graphs (without loops). A POMDP also
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includes the And edges to represent the observations and the Or edges to represents the actions.
AO* algorithm repeats forward expansion of the best node in the current belief tree and backward
induction from the leaf node back to its predecessors. Forward expansion is guided by an
admissible heuristic that helps to explore a region where the optimal solution is likely to reside.
LAO* represents AO* algorithm for MDPs or belief MDPs with Loops [79]. LAO* generalizes
the backward induction process to value iteration or policy iteration. Thus, it requires more
computation compared to AO* but can handle AND-OR graphs with loops. Once it reaches the
goal node for the first time, then it returns the solution. If the robot plans all the way to the goal
rather than interleaving planning and execution, it is proven that the LAO* algorithm converges
to the optimal solution. Different from the RTDB-Bel approach which performs the search in a
depth-first fashion. LAO* uses a best-first search approach.
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Chapter 3

Formalization of the Restaurant Domain

3.1 Motivation

A robot waitress working in a restaurant should take care of an ongoing stream of tasks, including
delivering hot food, taking drink orders, taking food orders, checking on customers who have
just received their meal, and finally, cashing out a table about to leave. Attending the customers’
needs in a timely and efficient manner is very challenging. One approach to address this problem
would be to attend the customers on a first come, first served basis, i.e., based on the amount of
time each customer was waiting. This approach might be practical in some domains, but is not
effective in a restaurant domain where the customers’ satisfaction does not only depend on the
wait time, but it also depends on the task’s features, and how important the task is. In this chapter,
we explain how we formalize the dining process as a robot planning problem.

The restaurant domain has the following two main challenges. First, the robot waitress
should be able to effectively multi-task by keeping track of everything that needs to be done and
prioritizing them so the most important tasks get done quickly. For example, a robot who has
just received an order from a table should send that order to the kitchen as soon as possible so
things don’t get backed up down the line. Second, the robot waitress should plan routes around
the restaurant, taking into account the tasks that needs to be done at each station. The fewer trips
the robot makes between the bar and the kitchen, the sooner the customers get their food. For
example, if the robot needs to pass a table of customers on the way to the bar, it should stop by
the table briefly to check on the customers before proceeding to the bar.

Restaurant waiters are capable of addressing these two challenges (and many more challenges)
by 1) leveraging an internal model of how the customers needs and satisfaction evolve throughout
the dining process, and 2) multitasking and navigating in the restaurant to serve as many people as

possible. By using these models the waiter is able to make decisions on what actions she should
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perform to gain the maximum final tip. We model the waiting table task as a planning problem to
enable a robot to address the same challenges as a restaurant waiter.

There has been work on robot localization and navigation in a restaurant [149, 206]. Different
from these works, we assume the robot is capable of localizing within the restaurant, and we focus
on how the customers’ satisfaction of the service, which is not directly observable, is affected by
the robot’s actions. Task planning is another area of research that has been studied in the service
robot domain [94, 129]. These works either do not model the customers’ satisfaction or model it
as an observable variable and use it to prioritize the next task. Differently, we are interested in how
the robot’s sequence of actions maximizes the customers’ long-term satisfaction. Furthermore,
these works consider each task as an indivisible task. We allow the robot to diverge from its
current task to service more customers and make fewer trips. There has been work on predicting
customer’s state in a restaurant or a bar [39]. They focus on inferring the customers internal state
and using that to select a robot behavior. In contrast, we focus on how the robot’s sequence of
actions impacts the customers’ long-term satisfaction.

We enable the robot to reason about the unknown customers’ satisfaction so that it can
effectively prioritize the tasks to keep all the customers satisfied. The robot should also reason
about its long-term effects of immediate actions to foresee what will happen in the future so
it can plan ahead. Partially observable markov decision processes (POMDPs) [36] provide a
mathematical tool to achieve these objectives. A POMDP is capable of modeling a robot’s
sequential decision making process, while also being able to represent uncertainty in the robot’s
execution and perception. POMDPs have been applied to many real-world problems in the context
of human-robot interaction [12, 135]. However, we are not aware of any approaches that leverage

multiple POMDP models to formalize the restaurant domain.

3.2 Formulation

As illustrated in Fig. 3.1, we consider a restaurant setting where one robot services N tables.
We do not model each customer in the restaurant individually and only assume one model for
each table in the restaurant. We assume that the states of the humans on a particular table are
aggregated to have one estimate for the table. We formalize the waiting tables for a restaurant as a
planning problem with one robot and N independent models for the N tables in the restaurant.
We consider each table from when the customers sit at the table to when they leave as one task.
The robot keeps a distribution over the state of the tasks and updates them as it executes actions.
At each time step, the robot decides what action should be executed with respect to which task.

This enables the robot to consider switching between the tasks after each action execution. The
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@

Figure 3.1: A restaurant setting with 3 tables and one robot.

robot can only execute one action at each time that depends on the duration of possible actions,
the state of each table, and how these tables evolve, e.g., the table becomes unsatisfied if it is not
served soon or the food becomes cold after a few time steps. While the robot services one table,
the other tables evolve according to their underlying Hidden Markov Model (HMM).

To enable the robot to perform the waiting tables task, we model each table, the state of the
robot and the actions that can be applied to this particular table as a POMDP. Thus, there are NV
POMDPs in the restaurant that share the robot between themselves as shown in Fig. 3.2. This
POMDP representation enables the robot to reason about the uncertainty in the table’s internal
state and its own actions and how the dining process for that specific table evolves after a sequence
of action executions.

We provide the general representation of the POMDP model for a table below. We also discuss
an example implementation of each element of the POMDP model for the restaurant setting that

we used in the experiments of Chapters 5, 6 and 7.

* State space S: For one table, the full state of its POMDP is S = SR x SC where SR is
the robot’s state space and SC' is the human’s state space. If we represent an element of
the robot’s state sr € SR and an element of the human’s state sc € SC in vector form,
an element of the table’s state s € S is a concatenation of the robot’s and human’s state
s = (sr, sc). The robot’s state variables include robot’s state information that will be shared
between the tables, and it does not include any human specific information. The rest of the

state variables sc are specific to each table.
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------------- | Table 1’s POMDP / Table 2’s POMDP

! Human's state: |
+ Satisfaction (hidden) |
* Current request |
* Wait time :

|

« Satisfaction (hidden)
* Current request
* Wait time

_————————

Table 3’s POMDP

Figure 3.2: The robot operates in a restaurant with 3 tables, 71, T2, and 73.

= Robot’s state variables sr € SR (e.g., position)

* Human'’s state variables sc € SC' (e.g., satisfaction level, wait time, cooking status

and current request)

Example S: We enumerate what state variables we use with their range in brackets in front
of each variable. The state variables can take any integer values from the first number in the
bracket to the last number inclusive. We also mention what each integer value represents.
The time related variables have values from 0 to time,,,, = # tables X sat,,,. where
satq. 18 the highest value for the satisfaction variable. This accounts for having more time

to service the customers when there are more tables.

* Robot’s state s contains x and y (11 x 11 grid).
* Human’s state sc contains

— Satisfaction [0, 5]: very unsatisfied (0), unsatisfied (1), slightly unsatisfied (2),
neutral (3), satisfied (4), very satisfied (sat,,qo. = 5)

— Food [0, 3]: not served (0), plate-full (1), plate-half (2), plate-empty (3)
— Water [0, 3]: not served (0), glass-full (1), glass-half (2), glass-empty (3)
— Cooking status [0, 2]: cooking-started (0), food-half-ready (1), food-ready (2)

— Current request [1, 8]: want-menu (1), ready-to-order (2), want-food (3), want-
drinks (4), want-bill (5), cash-ready (6), cash-collected (7), table-needs-to-be-
cleaned (8)
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Hand raise [0, 1]: no-hand-raise (0), hand-raise (1). This variable represents if the
customers have a request or not. This variable is always 1. After the customers

leave, it becomes 0.

Time since food or water has been served [0, time,,,.|: this variable represents
the number of time steps since the customers started eating or drinking. It affects

the value of food and water. We provide more details below.

Time since food is ready [0, time,q.|: this variable represents for how many time
steps the food (or drinks) has been ready to be delivered to the customers. We

provide more details below.

Time since request [0, time,,q.|: this variable represents for how many time steps

the customers at the table have been waiting to be serviced.

* Action space A: The full action space is a set with all the following actions A =
{AN, AC, AS, AI,no op}.

= Navigation actions AN (e.g., go to the table and go to the kitchen)

Communication actions AC' (e.g., food is not ready and I'll be back to serivce your
table)

Service actions AS (e.g., serve food and give the bill)
Information gathering actions A (e.g., ask if the customers are ready for the bill)

A special no operation action

Example A: A = {AN, AC, AS,no op}.

Navigation actions AN: go to the table.
Communication actions AC": food is not ready and I'll be back to your table later.

Service actions AS: One serve action. Depending on the table’s current request, the
appropriate service action gets executed. For example, if the table’s current request
1s want-menu, executing the serve action when the robot is at the table represents

handing over the menu.

The special no operation action.

In this instance of the restaurant model, we do not include information gathering actions.

* Transition function 7: We assume the robot’s next state sr’ is independent of the human’s

current and next states, sc and sc/, and only depends on its own current state sr and action

a. Similarly, the human’s next state sc’ is independent of the robot’s current and next states,
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sr and sr’, and only depends on human’s state sc and action a. Thus, we can decouple the

transition function as follows 7'(s, a, s") = Pr(sc|sc, a) Pr(sr’|sr, a).

Example 7: We assume that the robot’s actions with respect to its own state are determinis-
tic (i.e., robot’s position changes deterministically). Each table goes through a consecutive
sequence of 8 requests that we mentioned above (the 8 values for the current request
variable). The table gets served if the robot performs the serve action at the table. After
each serve action, the value of the current request is updated to the next value (current
request+1). The time since request variable resets to 0 when a table is served, otherwise it
goes up till it reaches its maximum value. The actions increase the relevant time-related
variables of the state by 1 except the navigation actions which can take 1, 2, or 3 time steps

depending on where the robot is with respect to the tables.

If a table is waiting for the food, the cooking status variable increases by 1 after %
time steps until the food is fully cooked and ready to be served, i.e., cooking status = 2.
This means the kitchen takes % time steps to prepare the food. When the food is
ready to be served, the time since food is ready variable keeps increasing until the robot
serves the table, i.e., the robot goes to the table and executes the serve action, or it reaches
its maximum value. If the value of the current request is want-food or want-drinks and
the robot serves food or drinks, the table starts its eating or drinking process. We assume
each table takes % time steps to finish eating (or drinking). The time since request
variable does not go up when the people are eating or drinking. The time since served
variable resets to 0 when the food or drinks are served and goes up till the customers finish
their food (food = 3) or water (water = 3). The time since served variable is used to keep
track of time while the customers are eating or drinking and affects the value of food and
water. The food and water variables represent the table’s eating and drinking process and

increase after % time steps until they reach their maximum value.

All the variables except satisfaction transition deterministically. The satisfaction variable
goes down by 1 after “%¢mex time steps; if a customer is very satisfied at the beginning
satmazx

and does not get served within time,,,., she becomes very unsatisfied. When the table is

timeémax
satmaz+1

the assumption is that if the people are waiting for food, their satisfaction level decreases

waiting for food, the satisfaction variable goes down by 1 after time steps. Here
faster than when they are waiting for other reasons. When a table is served its satisfaction
level changes stochastically. If they are very unsatisfied, their satisfaction level increases by
1, 30% of the times, and stays the same, 70% of the times. If they are very satisfied, their

satisfaction level does not change. Otherwise, their satisfaction level increases by 1, 60% of
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the times, and stays the same, 40% of the times. This means that it is much harder to make

the very unsatisfied tables a bit more satisfied than making the satisfied tables very satisfied.

Observation space Z: We assume that the robot’s state is fully observable. The human’s
state sc may be partially observable. For example, the robot may execute an action and
observe the human’s neediness which might give information regarding the human’s satis-
faction level. For the part of the human’s state that is observable, the model has the same
number of observation variables as the number of state variables. The model can have any

number of observation variables for the partially observable part of the state sc.

Example Z: In an instance of the restaurant model that we consider, we assume that we
have one observation variable per each state variable except for the satisfaction level that
is hidden. As the robot’s state is fully observable and the actions of the robot with respect
to its own state are deterministic, we do not consider any observations associated with the
robot’s state. This means we have 8 observation variables for the following state variables:
food, water, cooking status, current request, hand raise, time since food or water has been

served, time since food is ready, and time since request.

Observation function O: The model does not have observations for the robot’s state. The
human’s state can be partially observable, thus the observation function only depends on
the human’s state sc/, action a and the observation of the human’s state z, O(¢',a, z) =

Pr(z|sc, a).

Example O: We only consider satisfaction level, sat, as a hidden variable, and the other
variables, let’s call them zh, are observable. This means that Pr(z,; = zh|sat, zh,a) = 1
and Pr(z;11 = zh/|sat, zh,a) = 0 where zh' # zh. Since satisfaction level is the only
hidden variable, the belief state of the POMDP keeps a distribution over this variable.

Reward function R: The reward function specifies how the robot should service the table.

Example R: In an instance of the restaurant model that we consider, we consider servicing
a table has a positive reward inversely proportional to the table’s satisfaction. If the table is
unsatisfied and waiting to be served, a negative reward is given. Navigation actions incur a
negative reward. This reward function encourages the robot to service the table sooner if it

is unsatisfied. The reward function is as follows:
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time = min(time since request, 10)

R(s,serve) = 5 x (satyae — sat’ + 1)

R(s,goto) = —1
—2time  gqt! =0
—1.7%me  sat’ =1
R(s, other actions) = ¢ —1.4tme g/ = 2
1 sat’ = 3,4, 5; sat’ > sat
0 otherwise

\

This concludes the representation of the POMDP model for a single table. In the next section, we
provide a discussion on what assumptions we made regarding the restaurant model and how that
would relate to a real restaurant setting. We add a subscript ¢ to the elements of table :’s POMDP

model when we refer to them.

3.3 Assumptions

We assume each table goes through the dining process independently of each other. More

specifically, our formulation makes the following assumptions regarding the POMDPs:

* We make the following assumptions regarding the state, action and observation space of the
tables. The models’ state space only share the robot’s state sr between themselves. The
rest of the state variables sc are specific to each table. Other than the no operation action,
the models’ action space do not share any other actions. The models’ observation space
do not share any observation variables. We believe that these assumptions can be valid in
real-world restaurants unless the customers on two different tables booked a reservation
together and are going through the dining process together, in which case they should be

considered as one table.

* Table i’s transition probabilities are a function of the human’s (sc, s¢’ € SC;) and robot’s
current and next state (sr, s7’ € SR), and the robot’s action (a € A;). The transition
probabilities do not depend on the state of the other tables. When an action gets executed by
the robot, if the action belongs to table i, a € A;, all other tables other than table 7 transition

as if no operation has been executed on them for the duration of a.

In reality this assumption might be invalid, and 7; might depend on the state of table j or the

specific action that is being executed on table j (@ € A;). For example, if table i perceives
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that the customers at table j that have been waiting less than them got served before them,

their level of satisfaction might decrease.

* Table ¢’s observation probabilities are a function of the human’s state (sc € SCj), the
robot’s action (a € A;), and the robot’s observations of the table i (z € Z;). The observation

function does not depend on the state or robot’s observations of the other tables.

In reality this assumption might be invalid, e.g., if a table’s observed neediness changes

based on a nearby table’s status, e.g., if the nearby table is eating.

* The tip or the reward that the robot receives from a table only depends on the human’s
(sc, s¢ € SC;) and robot’s current and next state (sr, s’ € SR), and the robot’s action
(a € A;). The total tip or the reward the robot gets is a sum of all the tips or rewards from

all the tables in the restaurant.

In reality this assumption might be invalid. For example, if the reward that is given to the

robot is based on being served after a nearby table.

Although some of the assumptions that we made regarding the restaurant domain might not
always hold in a real-world restaurant setting, we believe they provide a good approximation of a
real-world restaurant setting. Relevant works on the restaurant domain also implicitly make these
assumptions. Our work extends the previous works by looking at the outcome of robot decisions
in the long-run and modeling the internal state of the humans. This section focused on formalizing

the restaurant domain and discussing what assumptions we make regarding its model.

One way to approach the waiting tables task could be to solve each POMDP separately and
compute the average reward that the robot gets to service each table. The robot can then select the
table with the highest reward to attend to (Strategy 1). This strategy does not take into account
sequencing the tasks to achieve the maximum total tip or reward from all the tables. Below, we
provide an example that illustrates why the robot should combine all the POMDP models to build
a model with all the tasks’ states, all possible actions, and robot’s state, and consider all possible

sequences of servicing the tables (Strategy 2).

Let’s assume that T3 in Fig. 3.2, is currently extremely unsatisfied and needs to be serviced,
and on the other side of the restaurant T1 and T2 are moderately unsatisfied. If the reward function
is inversely proportional to the table’s satisfaction, Strategy 1 leads the robot to attend to T3 first.
In this case by the time the robot services T1 and T2, the tables might be extremely unsatisfied.
However, in Strategy 2, the robot services T1, T2 and then T3, rather than servicing T3 first
and then coming back all the way to service T1 and T2. Thus, even though we make the above
assumptions and assume that the tables are independent, the optimal policy must consider all

incomplete tables at each step since they share the robot among themselves. Instead of solving the
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huge model of the restaurant domain, our algorithms in Chapters 5 and 6 use the assumptions that

we mentioned above to speed up planning.

3.4 Conclusion and Discussion

We focus on planning for a robot waiter that operates in a restaurant and is presented with an
ongoing stream of tasks. A typical restaurant waiter has an internal model of how the customers’
satisfaction evolve during the dining experience, and how her actions impact them. We present
our first steps to enable a robot to take on the waiting tables task. We formalize the task of waiting
tables as a robot planning problem to enable a robot waiter to leverage an internal model of the
customers’ satisfaction to guide its decision making. We discuss why our formalization of the NV
tables as NV independent POMDP models is suitable for the task of waiting tables and expand on
the computational challenges of planning for the restaurant setting.

The assumption that the N tables are independent helps us in addressing some of the com-
putational challenges for such domains; however, in a real restaurant setting, the independence
assumption might not hold. If the independence assumption does not hold for certain tables, one
can combine the POMDPs associated with those dependent tables. Note that although we consider
the same POMDP implementation for the different tables, one could have different POMDP
implementations depending on different types of customers. The focus of this work is mostly on
the algorithmic challenges of solving these multi-task models rather than designing a restaurant
model that perfectly matches a real restaurant. We will discuss some of the improvements that

can be made on the restaurant model in Chapter 9.
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Chapter 4

Efficient Task Execution by Using
Interruptions to Switch Among Multiple
MDP Models

Our work in this section focuses on a multi-task domain where a service robot is executing a
user-requested task, e.g., object delivery, and is also alert for multiple external tasks that might
come up. Different from the restaurant domain where the robot should attend to all the tables (or
tasks), in this domain the robot is required to accomplish the user-requested task, but the other
external tasks are optional. Since the external tasks are optional (and independent), the robot does
not need to solve the large combined model associated with all the tasks at all times and can speed
up the task execution by solving the large combined model only occasionally. This chapter targets

the service robot domain and provides an approach to expedite the task execution.

4.1 Motivation

Our service robot can successfully perform user-requested tasks by executing a single planned task
at a time [188]. Our goal is to make the robot more responsiveness to its environment by equipping
it with additional optional tasks and enabling it to interrupt the execution of the user-requested task
to achieve the additional tasks. For example, if the robot is scheduled to deliver a document to an
office, and on the way to the office it sees a person asking for help, we might want the robot to first
assist the person and then finish its delivery. In the service robot domain, the tasks have internal
states, e.g., the document is really needed when the user finishes her lunch, so task-scheduling
approaches that only consider temporal constraints are not applicable. The robot should leverage

the requested task’s model to decide if achieving a few additional tasks before addressing the
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requested task will risk the accomplishment of the task or not. This domain is different from the
restaurant domain since the robot has one task that it needs to accomplish and the rest of the tasks
are optional. The tasks are represented as Markov Decision Processes (MDPs) in which there is

uncertainty over the outcomes of actions, but the states of the tasks are fully observable.

We provide an approach that enables a robot to increase its responsiveness to its environment
by interrupting its task execution and switching to an optional task when appropriate. We take
on a reinforcement learning (RL) approach to learn the task-switching behavior. One way to
learn this behavior is to encode all the details of the tasks’ structure and environment in one
combined model and use an RL algorithm (or a planning approach) to find an optimal policy [178].
Notice that although except one task the other tasks are optional, the robot has to consider all
the existing tasks, namely the user-requested task and all the current optional tasks, in one large
model to decide what task to execute next. This is because the robot should consider all possible
sequences of achieving the tasks to make a decision. This approach has a large number of state
variables with the potential of high computational complexity. Another drawback of the combined
model approach is that the robot should process all the sensory state variables for all the task
models during the execution of the combined model. In most robotics applications, there is a cost
associated with processing the sensory state variables, e.g., cost for human pose estimation and

speech recognition, and it is often not feasible to process all sensory inputs.

To address the computational impracticality of using the large model, we provide an algorithm
that speeds up task execution by deciding how often the robot should solve the large model, rather
than solving the large model at each time step. The robot only focuses on one task at a time
and uses the large model when it is triggered. We call the signals that trigger the task-switching,
"stimuli". When a stimulus is triggered, the robot builds the large model with all the tasks to decide
if a switch is more rewarding than continuing with the current task. There are ways to hard-code
the switching response for a specific problem. However, we target service robot domains in which
the tasks have a lot of state variables (e.g., human’s distance and speed, human gaze, distance to
obstacles) and hard-coding the switching response is not feasible. We provide an algorithm that
speeds up the execution of the tasks by identifying the stimuli that trigger the task-switching. We
identify these stimuli by identifying the sensory inputs that have a higher impact on task switching
and show that our solution using the switching stimuli compares favorably to the naive approach
of considering all the tasks. Moreover, leveraging the stimuli significantly decreases the amount

of sensory input processing during the execution of tasks.

We propose a two-step solution. In the first step, learning, the robot learns a task selection
policy that specifies which task should be executed at each world state. We formulate the task-

switching problem as a Markov Decision Process (MDP) and leverage a Dueling Deep Q-Network
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architecture to solve it [195]. In the second step, identification, we speed up the execution of
the task models by identifying the stimuli that trigger the task-switching. Leveraging the stimuli
enables the robot to focus on only one task at a time.

In summary, we make the following contributions: 1) a novel approach that learns a mapping
from world states to task models (learning step), 2) a novel algorithm that identifies the stimuli
that trigger the switch between task models (identification step), 3) our approach enables a robot
to be more responsive to its surrounding environment, and 4) our two-step algorithm significantly

decreases the amount of sensory input processing during the execution of the tasks.

4.2 Approach

In this section, we explain how we formalize the task-switching problem as an MDP. We then
discuss how we identify the stimuli that trigger the task-switching behavior.

We consider a scenario in which the robot is executing a user-requested task, e.g., object
delivery, and is also alert for other observations like humans and objects (e.g., trash) around it.
These observations may lead the robot to interrupt the current task execution if the switch to a

human interaction or trash cleaning task results in a higher future utility.

4.2.1 Learning Task Selection Policy

Our task selection algorithm is provided with a set of n task models; each task model in this set
achieves one goal. This set includes the user-requested task and all the optional tasks. The output
of the algorithm is a policy, denoted by Tgeiect—task, that specifies which task model should be
executed given an observation of the environment. Each task model, denoted by 7; for the ith task
model, is represented as an MDP [99]. Solving the i** task model’s MDP by a value-function
based approach provides a policy 7; and a value function V;. The policy 7; specifies the best
action that should be taken in each of the task model’s states. The value function V; specifies
how good each state is from the perspective of the i*" task model. The ultimate goal of the task

selection algorithm is to use 7;’s and V;’s, and learn when to switch between the task models.

Problem formulation:

We formalize the task-switching problem as an MDP, and we refer to it as “switching MDP”. The

MDP’s representation’ is as follows:

"We assume a discount factor of 0.99 in all our experiments.
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* States: In a domain with n task models, the switching MDP’s state is [V/(S1), V2(S2), ...
,Vi(S,)]. State S; represents the state of the i task model, and V;(.S;) represents the
expected reward when starting in S; for the i** task model.

* Actions: In a domain with n task models, the actions are execute m,, execute mo, ..., and

execute m,. Each call to execute 7; executes an action based on policy 7; of task model 7.

* Transition function: This is a model-free approach, so the robot directly learns the policy

by trial-and- error interactions with the environment.

* Reward function: The reward function specifies the relative utility of the tasks to each

other. Thus, it determines the multi-task behavior of the robot.

Lear ning T select—task

Our MDP’s state space is continuous, therefore we use a neural network to approximate the
@ function. Some work provides a variant of Q-learning called Deep Q-Network (DQN) that
stabilizes RL by utilizing an experience replay mechanism and a second fixed target network
[125]. In addition to utilizing these two improvements of DQN approach, we leverage the dueling
architecture which compared to DQN provides a more robust estimate of the () function and has
shown better performance in domains with many similar-valued actions [195].

We use our MDP formulation of the task-switching problem and apply the deep Q-network
method to approximate the task-switching policy. To learn the task-switching policy for n task
models, our deep model gets [V;(.S1), Va(S2), .., V,.(S,)] as an input. The output of our network
specifies which 7; should be executed given the input to the network. Fig. 4.1 shows what happens
in one step of learning if our domain consists of n task models. If n = 3 the robot observes
the environment, updates S1, Sz, and S3, and computes the corresponding V3 (S7), V5(S2), and
V5(.S3). The robot picks one of the task models (e.g., 77) and executes one step of its policy (e.g.,
if a3 = m1(S), the robot executes action a3). The robot observes the new state and the reward of
the action execution, and updates the parameters of the network. The robot keeps updating the
parameters by applying the DQN approach until the loss converges to 0. Each learning episode

terminates when the robot accomplishes the user-requested task.

Executing Teerect—task:

We explain how the robot uses the trained network at execution time to perform the following
task: the robot is scheduled to deliver an object to a location (main task), while interacting with
the people around it. The robot starts going to the goal location to deliver the object. At each

step during execution, the robot computes an array of V;’s and passes it to the network. The
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Figure 4.1: Overview of the task selection module.

network then selects a task, and the robot executes an action from the task’s policy. In our example
scenario, the robot might see multiple people in the scene. Interacting with each person is a
different task. The robot might choose to interact with a person, and then decide to interact with

another person or return to the object delivery task.

The Q-values and V-values have been used in other work to address the action (model)
selection problem [83, 96, 179]. Their algorithms use heuristic values calculated from Q-values
and V-values to select actions from different modules. Similar to their approach, our tasks are
learned with different reward functions, but our approach trains a model based on the global
reward function that specifies the relative utility of the tasks to each other. The robot learns a
behavior that specifies how it should switch between its multiple tasks to gain the highest utility.
Notice that just getting the maximum of V-values does not work for the following reasons: 1) each
task is learned separately with a different reward function, and 2) the robot might greedily select a
task that is closer and miss a dense group of rewarding tasks further away. Our task-switching

formulation has the following characteristics:

* The structure of our task selection algorithm is independent of the number of state variables
and actions in each task model’s MDP, and the size of the input to the deep network increases
linearly as the number of task models increases. This is because each task model is learned
separately using its own reward function, and the high-level task selection module only

learns how to switch between the tasks to get the highest utility.

* The task selection module might not learn the combined model’s optimal solution in some
cases since it only uses the individual task models’ policy and value function. However,
training the task selection module is faster than solving the combined model. The task

selection algorithm favors computational feasibility over optimality.
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* Although the task selection algorithm enables the robot to switch between multiple task
models, the robot is still processing the same amount of sensory input as the combined
model during the execution phase. More specifically, the robot should first update all the
state variables and then use them to calculate V;’s. That is to say, in a real scenario, while
the robot is executing a navigation task, it should also process all the state variables of a
Human-Robot Interaction task to decide if a switch to a different task is appropriate. We
introduce the notion of task-switching stimuli in the next section to decrease the amount of

sensory computations at the execution time.

4.2.2 Identifying Task-Switching Stimuli

On one end of the spectrum, we have approaches like our task selection algorithm that process
all the sensory information for decision making. These approaches work if the total time of
processing the sensory information is less than the desired response time of the robot. However,
as we increase the number of sensors on robots and the tasks become more complex, these
approaches become infeasible. On the other end of the spectrum, we have approaches that only
focus on one task at a time. These approaches are not responsive to their external environment
which makes them less effective in real-world applications. We are interested in a method that
trades-off between the amount of sensory input computations and responsiveness of robots. We
introduce another algorithm that leverages stimuli to address this trade-off.

A “stimulus” (plural stimuli) is a detectable change in the internal or external environment
of a robot that causes a reaction in the robot. These stimuli, when triggered, interrupt the robot
to assess if switching to another task model is beneficial. The information that a robot requires
to execute actions and achieve a task model’s goal is already provided in the task model’s state
variables (features). We introduce an algorithm that takes as input the state variables of each task
model and selects the most informative state variable as the stimulus that triggers the reevaluations
of the task selection policy Tejecr—task- FOr each task model, our algorithm computes a sorted list
of the task model’s features with their associated importance percentage.

Our key idea is to gather examples of observations where the robot switched to another task or
did not switch to another task and then use this labeled data to find out what features have the
biggest impact on the task-switching. Alg. 1 presents the stimuli identification algorithm. The
stimuli identification algorithm takes as an input a list of target task models U, the task selection
policy Tseiect—task, and the main robot task c¢,,.:n, and computes U’s features’ importances. We
run /N simulations (line 2) with different goal locations and random initial values for the features
(line 3) and evaluate the task selection policy at each step of the simulation (line 5). To find the

features that have the most impact on the task-switching policy, the algorithm gathers examples
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of observations where the robot decides to switch to another task or continue with the current
task. For each target task model, the algorithm considers an empty positive and negative example
sets. At each simulation step, if we switch from the task model A to the task model B, we add
the current state of the task models U — B to their negative example set (line 8) and the current
state of the task model B to its positive example set (line 7); otherwise if we do not switch from
the task model A to the task model B, we add the current state of the task model A to its positive
example set, and the current state of the other task models U — A to their negative example set.
Notice that if the robot does not switch from A to another task model, we still consider the state
as a positive example for A, since A is preferred to the other task models in that state. We keep

updating the positive and negative example sets for the tasks until all the simulations terminate.

Algorithm 1: Task-Switching Stimuli Identification. The algorithm takes the task
selection policy Tgeject—task, the number of simulations N, the main robot task ¢;,4in,
and a list of target task models U as input.

1 Stimulildentification (7 .cct—tasks Cmains N, U)

for 1 7o N do

Randomly reset all task models

while ¢,,,,;,, not done do

Cstate — ComputeTaskmodel Values() // computes state of the switching MDP (V;’s)
Ctask < Wselect—task<cstate) // selects a task model
Add the state of ¢y, to its positive set

Add the state of U — ¢4 to their negative sets
Execute(c;qsz) // executes one step of ciqsk

for task € U do

data, label <— GetSensoryData(task)

clf < FitClassifier(data,label)

task.importances <— FeatureImportances(clf)

O N A R W N

—
W N =2

Algorithm 2: Task-switching behavior. The algorithm takes the task selection policy
T select—task and the main robot task c¢,,4;, as input.

1 MultiTaskMDPPlanner (7.ciect—task Cmain)

Ctask < Cmain
while ¢,,,,;,, not done do

2
3
4 while stimuli not triggered & c;451 not done do
5 ‘ Execute(ciqsr)

6 Cstate < ComputeTaskmodel Values()

7

Ctask < Wselect—task(cstate)

We formalize the identification problem as a classification problem. The stimuli identification
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algorithm first filters out all nonsensory features since they cannot be used as a stimulus to interrupt
the task execution (line 11). The sensory feature vectors with their labels are then provided to the
classification algorithm (line 12), and the feature importances are computed (line 13). The feature
with the highest importance is selected as the stimulus for the target task.

Alg. 2 describes how the learning and identification steps of our approach are integrated and
executed by the robot. The robot starts with the main robot task, e.g., object delivery task, and
keeps executing it (line 5) until a stimulus is triggered, e.g., the robot sees a person, or the current
task is done (line 4). The robot then computes all the sensory variables and selects a task model to
execute (lines 6-7). Notice that while executing the current task ¢, s, the robot only processes the

sensory variables of ¢, and the stimuli.

4.3 Experiments

In this section, we discuss the results of our task selection and stimuli identification algorithms in
a scenario with 1 to 6 tasks (e.g., the object delivery and human interaction tasks) that our service

robot encounters everyday in our building.

4.3.1 Neural Network Structure

The network gets as input an array with size equal to the number of task models. This is followed
by 3 hidden layers, each with 60 neurons and ReLU activation functions. The output layer has
size equal to the number of task models. We sample uniformly a batch of size 32 from the replay
memory of size 50, 000 to perform each update. We use a linear decay epsilon greedy policy with
maximum value 1 and minimum value 0.1 and the Adam stochastic gradient descent method as
the optimizer with learning rate 0.001 [98]. We use the same network structure and parameters
in all our experiments. Instead of applying a hard update on the network, we use a soft update
method with smoothing parameter @ = ¢~2 to update the model. The parameters of the DQN
approach, e.g., minibatch and replay memory size, are equivalent to the ones used by other works
in deep RL [125].

4.3.2 Feature Importance Computation

In order to compute the feature importances, we apply the Extra-trees algorithm on the positive
and negative example sets? [73]. We used the extra-trees algorithm with 1000 estimators, i.e.,

1000 trees in the ensemble, gini criterion and maximum depth of 4. Features with higher ranks,

2We used the scikit-learn implementation of the algorithm [141].
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i.e., at the top of the tree, contribute more to the final classification decision of a larger fraction of
the examples. The expected fraction of the examples that each feature contributes to is used as an
estimate of the relative importance of the feature. Averaging the relative importances over several

randomized trees produces the feature importances for each target task model.

4.3.3 Simulation Setup

We tested our task-switching behavior in an 11 x11-grid environment (Fig. 4.2) with three types
of tasks: an object delivery task with 3 features and 3 actions, a trash cleaning task with 4 features
and 5 actions, and a Human-Robot Interaction task (HRI) with 7 features and 7 actions. When
an action gets executed, the tasks that do not include the action in their action space transition
as no operation has been executed on them. Except for the x and y position of the robot, all
other features are binary. The robot’s position and the robot’s navigation actions are only shared
between the tasks. In all experiments, the robot is performing an object delivery task while
interacting with 0 to n people or executing 0 to n trash cleaning tasks. Thus, the number of tasks
ranges from 1 ton + 1.

We build a huge MDP with the n + 1 tasks, and we call it “exact MDP” since it computes the
exact solution to our problem. The exact MDP would have 5n + 3 state variables, 121 x 2°7+1
states, and 8 actions if we use the HRI task and 2n + 3 state variables, 121 x 22"*! states, and
6 actions if we use the trash cleaning task. We compare our switching MDP’s solution to the
solution of the value-iteration algorithm on the exact MDP. In both MDPs, the robot gets —0.1
reward for each action execution. The reward of interacting with a human goal, cleaning trash, and
delivering an object is 1, 1, and 0 respectively. The episode terminates when the robot achieves
the delivery task regardless of whether it interacts with the humans or performs the trash cleaning
tasks. We consider the same setup for our switching MDP. With n + 1 tasks, our switching MDP

has n + 1 state variables and n + 1 actions.

4.3.4 Results of Task-Switching Behavior

We evaluate our task-switching behavior in different setups and show its benefits over the exact
MDP. Here, we assume that the switching stimulus is detected by the stimuli identification
algorithm, and we provide the results of the identification step in the next section. We report the

final results of our task-switching approach in three evaluations:

1. In the first evaluation, we used one object delivery task and 1 to 4 different trash cleaning

tasks and compared the switching MDP and the exact MDP’s performance during training. While
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Figure 4.2: 11 x11-grid environment with the robot (R), the navigation goal (G), and 5 humans
goals (H’s).

executing the object delivery task, the robot observes 1 to 4 different trash goals, and it should
decide if it should switch to another task. Fig. 4.3 shows the performance of our switching MDP
compared to the exact MDP (dashed lines). To compute the performance, we average the final
reward of running 120 simulations with random initial values for the state variables. The final
reward of a simulation is the total reward of its episode until it terminates or the robot reaches
the maximum number of steps, which is set to 150. Fig. 4.3 shows our dueling Q-network

performance is very close to the exact solution at the end of the training process.

As the number of tasks increases, the neural network requires more training steps to converge
to the optimal solution. For two, three, four, and five tasks, the network required 25, 000, 30, 000,
60, 000, and 70, 000 training steps respectively. Due to space constraints, here we briefly highlight
the advantages of our approach, in terms of time complexity of the learning phase, compared
to the naive approach. To better illustrate the computational complexity of the combined model
when the state space is just slightly bigger, we introduce a new task HRI-13 that has the same 7

variables as the HRI task, and we add 6 more binary variables to it.

The value-iteration algorithm computes the optimal solutions of the object delivery and HRI-
13 tasks in 0.08 and 66.04 seconds (s) respectively. For 2 tasks, object delivery and HRI-13, the
naive approach takes 137.01 s to solve the MDP, and our approach takes 183.03 s to learn the
switching policy. The time complexity of our approach, in total 249.15 s (183.03 + 0.08 4 66.04),
is almost twice as much as the complexity of the naive approach. If we add one more task with 13
variables (total 25 variables), value-iteration was not able to compute the solution even after hours

of waiting, but our approach in total took 336.98 s to compute the solution.
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Figure 4.3: Performance of the switching MDP during the training phase for 1 delivery task and 1
to 4 trash cleaning tasks.

2. In the second evaluation, we compared the performance of our switching MDP with the exact
MDP when the robot executes the final learned network. In addition to the cost of each action
execution, the robot receives a negative reward for updating each sensory variable, we call this
cost “observation cost” (oc). For example, the cost of detecting a person in the scene is 0.01
(oc = 0.01). In the exact MDP, all the task models’ state variables are being computed. However,
in the switching MDP, only the state variables of the current task model and one stimulus for
each one of the other task models are being computed. We used the same setup as before and
included the observation cost. Fig. 4.4 shows how the difference between the performance, in
terms of average reward, of the exact MDP, denoted by e,., and the switching MDP, denoted by s,.,
increases as the number of task models increases. Notice the difference in performance of the
MDPs is 0 when the robot is only scheduled to execute the delivery task. Although adding each
trash cleaning task to the task models only increases the number of state variables by 2, with 6

task models the exact MDP on average processes 89 more state variables than the switching MDP.

3. In the third evaluation, we incorporated the observation cost into the training phase. In
addition to the positive reward for achieving the goals and negative reward for each action
execution, the robot gets a negative reward equal to # sensory variables X oc in each state. This
ensures that the robot considers the cost of observations during training, and if the observation and
execution cost of achieving another goal exceeds its reward, the robot will not switch to the other
task. Fig. 4.5 shows the results of the task-switching behavior with different observations costs.
The performance is computed as before for 3 tasks, 1 object delivery task and 2 trash cleaning
tasks. As the observation cost increases by 0.01, the exact MDP’s average reward decreases by

almost 0.8, but the switching MDP’s average reward only decreases by 0.3.

35



CHAPTER 4. EFFICIENT TASK EXECUTION BY USING INTERRUPTIONS TO SWITCH
AMONG MULTIPLE MDP MODELS

—— oc = 0.005
25 oc = 0.01
—-+ oc = 0.02
204 "= oc =0.03 o
f 1.5
o

num of tasks

Figure 4.4: Difference between the performance of the exact MDP (e,.) and the switching MDP
(s,) when there is an observation cost (oc) for processing each sensory variable.
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Figure 4.5: Average reward that the robot gains for 3 tasks as we increase the observation cost by
0.01.

Discussion We tested different versions of neural networks with a different number of layers and
neurons, but all other network structures degraded our results or didn’t improve them. Whether
a deep network is needed or just a linear network suffices depends on the target domain. We
attempted to use the linear combination of basis functions [19, 178], but this approach did not

achieve satisfactory results.

4.3.5 Results of Identifying Task-Switching Stimuli

To evaluate our stimuli identification algorithm, we ran multiple simulations of the task selection
policy for 2 tasks (a delivery task and a trash cleaning, or a delivery task and an HRI task) with
random initial values for the state variables. The sensory state variables (features) of the trash
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feature present X y
mean +std % || 69 +31 | 27+29 | 4+ 8

Table 4.1: Feature importances for the trash cleaning task.

70 [40 + 27]
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feature

Figure 4.6: Feature importances for the HRI task.

cleaning and HRI tasks are shown in Table 4.1 and Fig. 4.6. The algorithm randomly selects
the value of the willing, looking, and stopped variables. The value of the present variable is
initially set to 0, and it becomes 1 when the robot is 5 steps away from a human goal or a trash
goal, i.e., we assume that the sensor range is 5. We applied our proposed algorithm on our data
and calculated the feature importances. Table 4.1 and Fig. 4.6 show the feature importances for
the trash cleaning and HRI tasks respectively for 40 simulation runs. Feature importances for
each task model sum to 100. We evaluated the performance of the extra-trees classifier by 5-fold
cross-validation technique. The classifier’s accuracy is 89% on the HRI and 76% on the trash
cleaning task.

Table 4.1 shows that the present feature is more important than the x and y features, so the
algorithm selects it as the stimulus for the trash cleaning task. The importance of the present
feature is not close to 100% since the robot will only switch to another task if the switch is
beneficial. We observed similar results for the HRI task. The present and willing features are the
most important features, and their sum of importances (71%) is almost the same as the importance
of the present feature in the trash cleaning task (69%). Although the looking and stopped features
are involved in the termination conditions of the HRI task, the robot can execute actions to
change their value, so they do not affect the task-switching behavior. The present feature is more
important than the other features, so it is selected as the stimulus for the HRI task.

We decreased the sensor range from 5 to 3 and observed that the importance of the present and
willing features is 46% and 24% respectively. We increased the sensor range from 5 to 8, and we
observed that the importance of the present and willing features is 26% and 43% respectively. As
the sensor range increases, the present feature becomes less important since the robot can see the

person from most places, and the present feature does not significantly affect the task-switching
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behavior. However, if we decrease the sensor range, the present feature becomes more important

for the task-switching behavior.

Discussion We tested different ensemble approaches (averaging and boosting) on our problem.
In summary, averaging methods, which use a set of strong classifiers, such as extra-trees and
random forest performed quite well on our dataset. However, boosting methods, which use a set
of weak classifiers, such as gradient boosting and adaptive boosting (AdaBoost) performed poorly.

We select one feature from each task to serve as the stimulus to interrupt the task execution;
however, an information theory-based approach that can select a subset of features that are the
most informative while also considering their computation cost would be required in order to
apply our approach to tasks with a lot more features. Our current approach is not efficient for
a continuous stimulus if its value changes constantly, e.g., constant changes in battery level. In
tasks with multiple features as the stimuli or in presence of continuous features, we can train a

classifier that detects when the stimuli get triggered.

4.4 Application on the Restaurant Domain

Consider the restaurant formalization from Chapter 3. If we were to apply the approach in this

chapter on the restaurant setting:

* The state of the tables (or tasks) would need to be fully observable. This would mean that
rather than keeping track of the internal state of the customers, e.g., their satisfaction level,
the robot would only consider their external observable state. The interaction between the
customers on a table and the robot is more long-term compared to the interaction between a
service robot and a person asking for directions in an office building, thus the customers’
satisfaction level in a restaurant is not just limited to their current external state and depends

on the history of actions performed for them and the observations received as a response.

* The robot would focus on the current table and only switch to another table when a signal is
triggered. The restaurant domain is very dynamic and the requests are added and removed
frequently, e.g., the customers ask for more water or the customers ask questions about
the menu. This would mean that the robot should solve the combined model frequently to
decide what table it should attend to. Solving the combined model frequently hinders the
benefits of our approach to expedite task execution, i.e., solving the combined model less

often.

* The robot could select one stimulus such as the hand raise or the satisfaction level as the

signal to trigger the task-switching. In a restaurant setting, there are many other variables
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such as food ready to be served and customers have finished their food that can be important
for the task-switching behavior. Considering all these stimuli would results in processing
most of the sensory inputs and hinders the benefits of our approach, i.e., decreasing the
amount of sensory input computations. If we only consider variables such as the hand raise
or the satisfaction level for the task-switching, the robot would wait until the customers are
unsatisfied or needy to address them. In a restaurant setting were the reward or tip depends

on the customers’ satisfaction, this strategy would be very ineffective.

Therefore, our approach of expediting task execution can be applied to the restaurant setting, but

it will require simplifications that prevent it from being effective.

4.5 Conclusion and Discussion

We contribute a novel approach for switching among multiple task models. We explain how we
leverage the stimuli to interrupt the robot’s task execution and reevaluate the task selection policy.
We evaluate our algorithms in a scenario with 1 to 6 service tasks and show that our approach
requires less sensory computations compared to the combined model approach. Our method
drastically improves task execution compared to the combined model method and is effective in
domains where responding reactively to the environment is sufficient; however, it does not extend
to domains with more complex structure such as the restaurant setting where the state of the tasks
are partially observable, and all the tasks are required to be accomplished by the robot.

This approach does not extend to domains with more complex structure for the following
reasons. First, this approach is not suitable for the domains where the robot has to accomplish all
the tasks. The approach only processes the stimuli (i.e., a subset of state variables) to decide when
to solve the large combined planning model. If achieving the external tasks was necessary, the
robot would need to process all the variables associated with all the tasks to ensure that it will not
miss a feasible task. Second, for a domain such as the restaurant domain, the robot has to switch
between the tasks frequently. In the restaurant domain, the robot cannot stick to one task and only
switch to another task when triggered; the robot should decide what table should be attended to
at each time step. Hence, the robot should build and solve the large model with all the tasks at
each time step. This will be impractical for a restaurant with a large number of tasks. Third, we
used a representation in this work that does not generalize to tasks with partially observability.
Although less often, our approach still solves the large planning model with all the tasks when
the stimuli are triggered; solving the large combined planning model is infeasible for tasks with
partially observable states. For these more complex problems, in Chapters 5 and 6 we focus on

providing algorithms that solve the large combined model faster rather than less frequently.
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Chapter 5

Optimal Short-Horizon Planning for
Achieving Multiple Independent POMDPs

5.1 Motivation

Many robotics applications, such as waiting tables in a restaurant and robots in search and rescue,
involve a robot acting in a stochastic environment under partial observability while completing
multiple independent tasks. Although in such domains the dynamics of each task is independent
of one another, they all share a single robot, and an optimal policy for the robot should consider
all tasks at each step. Many of these multi-task domains can be very dynamic with requests being
added and removed at each time step, e.g., a customer leaves or a table wants to order an extra
dish. Thus, the robot only needs to plan for a short horizon of actions as any long-term plan
quickly becomes sub-optimal or even infeasible after a few time steps.

A conventional planning approach for such domains is to combine all the tasks’ states and
actions into one large model and compute the h-step optimal policy for the combined model at
each time step. However, this approach is impractical if the number of tasks are large. We leverage
the structure of the problem, namely the independence between the tasks, and the observation that
given a short horizon only a subset of tasks can be accomplished within this horizon to expedite
planning and prove the optimality of our approach.

We utilize Partially Observable Markov Decision Process (POMDP) representation. POMDP
is a powerful mathematical tool to model the robot’s sequential decision making under uncer-
tainty [36]. However, planning algorithms for POMDPs can only handle small state and action
spaces and consequently do not scale well as the number of tasks increase. The combined model
of the robot and all tasks grow as the number of tasks grow.

Many works have proposed approaches to speed up POMDP solvers by using point-based
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methods [169], hierarchical planning [181], clustering and compression of belief space [160, 175],
factored representation [168], and online POMDP approaches [158]. We leverage online POMDP
approaches which only compute the optimal policy for the current information state and a small
horizon of contingency plans. We are interested in domains in which a robot has to attend
to multiple independent tasks whereas the above approaches do not make the independency
assumption and address the combined model directly.

Our algorithm decomposes the problem into a series of smaller planning problems. In
particular, a robot attending to a single task can be represented as a standalone smaller POMDP.
We show how to compute lower and upper-bounds on the cost of an optimal solution involving
N tasks. Using these insights, we develop an algorithm that searches over possible subsets of
N tasks, solving each optimally until a provably globally optimal solution is found. We test
our approach on a simplified restaurant environment in simulation. We present how we model
the waiting table task as a robot planning problem and show the effectiveness of our approach
compared to the combined model, a hierarchical POMDP approach, and a related paper [166].

In the next sections, we describe our notation, provide a pseudo code for the algorithm, and
prove the optimality of the approach. We then discuss the performance of the algorithm compared

to the existing approaches.

5.2 Problem Formulation

We focus on domains where one robot is addressing a set of /V independent tasks. At each time
step the robot decides what action should be executed with respect to which task. We model
each task, the robot’s state and the actions that can be applied to the task as a POMDP and call
it client POMDP. In this section, we first explain how we represent the client POMDP. We then
discuss how the N client POMDPs are combined into one large POMDP model called an agent
POMDP. Finally, we discuss how we use the independence property among the /V client POMDPs
to compute the agent POMDP’s solution.

5.2.1 Client POMDP

The client POMDP for task i is represented as a tuple (S;, A;, Z;, T;, O;, R;, v, H), where S; =
SR x SC; denotes the state space, sr € SR denotes the robot’s state (it is shared between the
client POMDPs), and sc; € SC; represents the other state variables that are specific to task .
For example, in our restaurant domain, sr contains the robot’s position, and sc¢; contains state

variables such as level of satisfaction. A; denotes the robot’s action space which contains a special
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action called no operation (no op). Z; denotes the robot’s observation space which assumes there
is no partial observability on the robot’s state and only contains task i’s observation space ZCj,
Z; = ZC;. For example, zc; contains table 7’s neediness. The robot takes an action a € A; and
transitions from a state s € S; to s’ € \S; with probability 7;(s, a, s") = Pr(sc|sc;, a) Pr(sr’|sr, a)
where s = (sr, s¢;) and s’ = (s17, sc}). The robot makes an observation z € Z;, and receives a
reward equal to R;(sr, sc¢;, a). The probability function O;(s', a, z) = Pr(z|sc}, a) models noisy
sensor observations. The discount factor v specifies how much immediate reward is favored over
more distant reward, and / denotes the robot’s horizon. The planning horizon is the number of

time steps a robot will look into the future when coming up with a plan.

The robot’s objective is to choose actions at each time step to maximize its expected future
discounted reward: £ [Zf{: 0 fytn’t] , where 7; ; is the reward gained at time ¢ from POMDP :. In
POMDP planning, the robot keeps a probability distribution over the states S;, which is called a
belief state B;. POMDP planning searches for a policy 7 : B; — A that maximize the expected
future discounted reward at each belief b € B;. After executing an action, the robot’s belief is
updated by Eq. 5.1, where Pr(z|b;, a), the probability of observing z after doing action a in belief

b;, is a normalizing constant.

Oi(zls, G)GZST( s'ls, a)bi(s) 50
bi(s') = Pr(z|bi,a) ‘

The optimal return at stage ¢, V%, (b), can be iteratively computed by Eq. 5.2.

Zt bha Zb 5 CL —|—’)/ZPI‘ ‘bua) i, t— l(bg,z)

seS; 2€Z; (52)

The value of following a deterministic trajectory 7 at belief state b; and continuing according

to the rest of 7 for the remaining ¢ — 1 steps is computed by Eq. 5.3.

=Y bi(s)Ri(s,m) +v > Pr(zlbs, ) Vi1 (b]L) (5.3)

s€S; 2€Z;

For the no op action, the reward function only depends on the state variables that are specific
to the client POMDP R;(sr, s¢;,no op) = R;(sc;, no op).
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5.2.2 Agent POMDP

We call a POMDP created from multiple client POMDPs agent POMDP (or robot POMDP). For-
mally, the agent POMDP for a domain with N tasks is represented by (N, S, A, Z,T,0,R,~, H)
where S = SR x SC; x §Cy x ... x SCy, s € S represents the agent POMDP’s state. Let
P ={i € N:i < N}. The robot’s action set A (Eq. 5.4) contains vectors of length NV in which
except one element, all other elements are no op. The observation space is Z = Z; X Zy X ... X Zy.
The robot’s probability distribution over the states S'is b € B where B = By X By X ... X By.

We assume that the agent POMDP’s reward function is additive in terms of its underlying tasks

N H
E [Z > vtr@t} , where 7 ; is the reward gained at time ¢ from task .
i=11=0

length N
A= U U [noop...noo a no op...no O (5.4)
iePaeAi[ p P, , ,noop p]
ith element

The properties in Def. 1 should hold for a set of N client POMDPs to be independent. The
N client POMDPs can only share robot’s state space and the no op action. The transition and

observation functions of different client POMDP models are independent of one another.

Definition 1 We call a set of /V client POMDPs independent iff Vi, j € P, a € A; and i # j,
the following holds:

1. SC;NSC; =0

3. (Ai\ {no op}) N (A; \ {no op}) =0
4. Pr(sc|scy, sca, ..., scn,a) = Pr(sd|sc;, a)
5. Pr(zi|scy, scy, ..., scy,a) = Pr(z|sc,a)

Given that the tasks are independent and the reward is additive, R(s,a) = >, p Ri(si, ali]),

the optimal return at stage ¢, V,*(b), can be iteratively computed as follows:

Pr(z[b,a) = | ] Pr(zk|b, alk]) (5.5)
keP
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Vi (6) = max | 37 D bils) Ruls, alil)
ieP seS; (56)

+9 > Pr(zlb, a) Vi (62)]
2€Z

To compute the value of the current belief state of the robot for a fixed horizon H, the planner
starts with the robot’s current belief as the root of a tree and builds the tree of all reachable beliefs
by considering all possible actions and observations. For each action and observation, a new
belief node is added to the tree as a child node of its immediate previous belief. To solve the agent
POMDP, a combined belief tree of all tasks is built till horizon H. The value of the robot’s current
belief is computed by propagating value estimates up from the fringe nodes, to their ancestors,
all the way to the root, according to Eq. 5.6. We call this approach agent POMDP with a fixed
horizon or agent-POMDP-FH.

Note that the agent POMDP approach is impractical if the number of tasks are large. If each client
POMDP has | S| states and | A| actions (excluding the no op action), and there are NV tables in the
restaurant, the robot should plan over an agent POMDP with |S|" states and N x |A| + 1 actions

which is infeasible.

Definition 2 We introduce a parameter £* which represents the maximum number of tasks that
the robot can potentially attend to within H steps. For example, £* can be set to f%l where
Vi,j7 € Pandi # j, [ is the minimum number of time steps that the robot takes to transition from
task ¢ to task 7 and affect the task j’s state variables sc;.

Considering the restaurant setting in Fig. 5.6, within H = 4, the robot can only attend to 2
tables as it should navigate to one table and serve it (e.g., give the menu to 7'2), and then navigate
to another table and attend to it (e.g., take the cash from 7°0).

In the next section, we provide a pseudocode for the algorithm by assuming an arbitrary k.
We then show that our approach is optimal for £ > k* and discuss its performance with different

values for £ compared to the other methods.

5.3 Approach

We exploit the observation that in some domains the number of tasks that the robot can accomplish
within h-steps is limited. We present an algorithm that exploits this observation and decomposes
the problem into a series of much smaller planning problems, the solution to which gives us

an optimal solution. We denote a subset of % tasks out of P as tpl or k-tuple, tpl C P. We
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refer to a set including all combinations of k out of N tasks, (],Z ) tasks, as tpls or k-tuples
tpls = {tpl € P(P) : |tpl| = k}. The issue is the planner does not know apriori which & tasks it
should consider.

Algorithm 3: Online Planner with Fixed Horizon
1 MultiTaskFixedHorizonPlanner (env, P, H, k)
2 while not AllTasksDone() do

3 a < SelectAction(P, H, k)
4
5

observations <— Step(env, a)
UpdateBeliefs(P,observations)

5.3.1 Proposed Method

Alg. 3 provides a pseudo code of the main loop of our approach. We follow the online POMDP
planning framework where the planning and execution steps are interleaved until all the tasks are
terminated (line 2). P represents a set of POMDPs. During the planning phase, the algorithm
computes the best action to execute given the POMDPs’ belief state (line 3). The execution step
executes the selected action (line 4) and updates the belief state of the POMDPs based on the
obtained observation (line 5). The robot replans after each action execution. All the baseline

algorithms that we compare against modify SelectAction in some way.

Overview of the algorithm (Alg. 4)

We first solve each client POMDP separately (lines 4-5). We use the solutions of the client
POMDPs to compute a lower-bound on the optimal value of the agent POMDP with N tasks
(Function Lower Bound, line 6). We consider a set with all possible combinations of k tasks
(k-tuples). We use the solutions of the client POMDPs to compute an upper-bound on the value
of an agent POMDP created from a k-tuple and use the lower-bound to remove the ineffective
candidate k-tuples (Function Best K'T'uples). For each remaining candidate k-tuple (line 8), we
build and solve the agent POMDP model created from the k-tuple optimally to get an action and
the Q-value associated with it (line 9). The action from the k-tuple with the maximum Q-value is
selected (lines 10-11) by the robot.

Compute lower-bound

To compute a lower-bound on the optimal value of the agent POMDP with N tasks (Function
Lower Bound), the robot only considers one client POMDP in its horizon H and will perform no
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op on the other POMDPs. For a client POMDP p out of N POMDPs, the algorithm sums up the
optimal V-value of the pth POMDP (V) and the value of performing o op on the other POMDPs
oo V[, line 21). The sum with the maximum value is returned. This calculation provides a
lower-bound on the value of the agent POMDP since it does not take into account that 1) the
optimal policy might involve switching from one task to another, or 2) an action other than a

table’s optimal action might be optimal in the agent POMDP.

Algorithm 4: Short-horizon Multi-task POMDP Planner

1 SelectAction (P, H,k)
T < array [1..H| filled with no op; Qpest < —00
V* V7, Q* < empty array [1..|P|]
forp € Pdo
| V*[pl.V7[pl.Q*[p] < SolvePomdp(p,H)
LB < LowerBound(V*,VV7)
tpls < BestKTuples(P,V",Q*,LB,k)
for tpl € tpls do
Umazs Qmaz < SolveAgentPOMDP(tpl,H)
if Qmax > Qbest then
Qpest <~ Amazs Qbest A\ Qmaz
return apeq;
BestKTuples (P, V7, Q*, LB, k)
tpls < a set with all combinations of k out of P
for tpl € tpls do

16 U B,y < max Z Q*[p, alp]]) + Z V7lg]

acA tpl

e X N A A WN

— e e —
n R e R ==

pEtpl geP\tpl
17 if UBy, < LB then
18 ‘ remove tpl from tpls
19 return tpls
20 LowerBound (V* VT)
21 return max p| + Z V7lgq
a€P\{p}

Find best k-tuples

To remove the ineffective POMDP tuples, we compute an upper-bound on the value of each
k-tuple. We start with all (]Z ) k-tuples (line 14). For each k-tuple (line 15) if its computed
upper-bound U By, is lower than the lower-bound (line 17), we remove it from the candidate
k-tuples set (line 18).

To compute a k-tuple’s upper-bound, we assume that the robot only considers the selected k
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tasks and performs no op on the other POMDPs (3 | V[, line 16). For the selected k-tuple, the
robot executes one of the actions from the k-tuples’ set of valid actions A;,; which only considers
the actions associated with the POMDPs in ¢pl (Eq. 5.7). We assume that after executing the
first action, each of the k¥ POMDPs follow their optimal policies Q5 (b, a[p]). This breaks the
assumption that the robot cannot address all the tasks in parallel and gives an upper-bound on the

value of the k-tuple.

5.3.2 Optimality Proofs

Given Def. 1 and an assumption that we define later in this section, we prove that Alg. 4 computes
an optimal solution for the agent POMDP with N tasks.

Some notation:

* V,;: the optimal value of the client POMDP p at time ¢.
* Vjp,: the optimal value of the agent POMDP created from the N tasks at time ¢ (Eq. 5.6).

* Ay only considers the actions associated with the POMDPs in a given k-tuple and performs

no op on the other POMDPs, Eq. 5.7. In this equation, the union is only over tpl C P, so

Atpl - A.
length N
Ay = U U [noop...noo a no op...no O (5.7)
w= aeAi[ p P, , ,noop p]
ith element

* Vi the optimal value of the agent POMDP created from only the client POMDPs in ¢pl

at time ¢.

t;l,t (bipr) = aréli}; Q:pl,t (bipi, @)

immediate reward
7\

— max [2 Zbi(s)Ri(s,a[i];—k (5.8)

aEAt 1
PE " ietpl ses;

’yz Pr(z|btpl7 CL) V;Zl,tfl (b?pl,z)]

ZGthl

* Upy 4 the optimal value of the agent POMDP created from the client POMDPs in P at time

¢ with action set Ayy. Intuitively, V7, , considers the value of the client POMDPs in ¢pl, but
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U1+ also considers the utility of performing no op on the POMDPs that are not in ¢pl.

i) = oy [T T o
tpl i€P s€S; (5.9)

+9 > Pr(zlb, a)Utzl,t,1<bz>}
z2€Z

Assumption 1 The robot has a short horizon H and can only consider k* tasks in its horizon
(Def. 2). Under this assumption, the optimal value for the agent POMDP is called \71;“

As mentioned earlier, Uy, , considers the action sets of all the POMDPs that are in ¢pl and
performs no op on the POMDPs that are not in ¢pl (Eq. 5.9). Given Def. 1 and Ass. 1, to compute
Vjﬁvt, the robot can take a maximum over U}, , where [tpl| = k, k > k* for all possible tpl € tpls.

VEi(b) = max Uy (b) (5.10)

Lemma 1 Egq. 5.11 provides a lower-bound on the value of the agent POMDP created from set
P.

< *
max(Vy bp) + D V(b)) < Vi, (0) .11
v

Proof: We compute Uf‘p}’ . (or U, ,) by using Eq. 5.9 where the robot only considers POMDP
p for horizon H, tpl = {p}, and performs no op on the other POMDPs over that horizon. In
Eq. 5.9, the maximum is taken over A,, whereas in Eq. 5.6, the maximum is taken over A. We
know A, C A as it follows from Eq 5.7, thus U, *t is a lower-bound on V;}t, and Eq. 5.12 holds.

We will show that U, is in fact V] )+ Z
q€P\{p}
¥p € P Uy (b) < Vi, (b) = (max Uy, (b)) < Vi,(b) (5.12)

peP pit

48



CHAPTER 5. OPTIMAL SHORT-HORIZON PLANNING FOR ACHIEVING MULTIPLE
INDEPENDENT POMDPS

Using Eq. 5.5, we expand Eq. 5.9 as follows:

U, +(b) = max [Z Z bi(s)Ri(s, ali])

i€P seS;
+ Z Pr(z|b1,noop) ... Z Pr(zn|bn,no op)
Z21€771 ZNEZN (513)

~
does not include 3

z2p€Zp

> Pr(zplby, alp) Uy, (62)]
zp€EZp
The proof goes by mathematical induction. If H = 1 and assuming that U};,(b) = 0, the following

equation holds.

U, (b) = max [Z S bi(s) Rils.ali])] =

acA
P " ieP ses;

vlfl(bl) + ...+ V;’jl(bp) +.o Vi (bn)

It H =1t — 1, we assume Eq. 5.14 where 7 is a trajectory consisting of only no ops, 7 =
no op[l..H], and show that Eq. 5.14 also holds for H = t. Intuitively, Eq. 5.14 holds since the
reward is additive, the POMDPs are independent, and the no op actions are executed in parallel
while the robot addresses POMDP p.

pi—1(0) = Via(br) + .+ V1 (bp) + . + V1 (0n) (5.14)

We substitute Eq. 5.14 in Eq. 5.13. Given Def. 1, for a specific Z;, we can marginalize out the

sum over Z;s (j # ) to obtain:

U;,t(b) = ‘/;z:t(bp) + VlT,t(bl) +...+ VJ\TI,t(bN)

does not include V}, (5.15)

= V;t(bp) + Z VqT,t(bq)
qeP\{p}

Thus, Eq. 5.15 holds for every H = t.

Lemma 2 Under Ass. 1, the optimal value of the agent POMDP created from the set P can be
computed by Eq. 5.16.
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V;,t(b) = t;%%;{ls Utpl +(b)

(5.16)
= tglré%;(l V;fplt bpt) Z
geP\tpl

Proof: If we show Eq. 5.17 holds, under Ass. 1, Eq. 5.16 follows from Eq. 5.10 and Eq. 5.17.

Ut?l,t(b) = V;t;l,t(btpl) + Z V;;t(bq) (5.17)
geP\tpl

We consider an agent POMDP with the set of tasks ¢pl and call it P,,;. We then build a new
set of client POMDPs as follows: A = {P,,;} U {q|lq € P\ tpl}. Since all the members of P
follow Def. 1, the POMDPs in the set A also follow Def. 1 and are independent; thus, Eq. 5.17
follows from Eq. 5.15.

Lemma 3 For a given tpl, Eq. 5.18 provides an upper-bound on the value of U}, ,.

Uppe(b) < max (3~ Qp (b, alp))) + > Vi (5.18)
aeAtpl :

pEtpl qeP\tpl

Proof: Substituting Ui

from Eq. 5.17 in Eq. 5.18:

Vi i (bip) < max (O~ Q5 (b, alp])) (5.19)

Thus, we only need to show that Eq. 5.19 holds. We use Eq. 5.2 to compute the )* of POMDP p

and take a sum of the ()*s over all members of ¢pl:

immediate reward (IR)

™~

S Qb)) = 33 by(s) Ry, alp)

pEtpl pEtpl sES, (5.20)

+'YZ ZPr z|bp, alp]) V- 1(ba[p)

pELpl z€2Z)p

The immediate reward I R operand in Eq. 5.20 and Eq. 5.8 are equal, so we only need to show

the inequality for the second operand. For time step ¢t — 1, if the robot could address all the k
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tasks in parallel, we could compute an upper-bound on the value of V7, , (b, .) by summing
over the optimal value of each POMDP in tpl, (m,n, o, ...) € tpl, Eq. 5.21. This can be proved

using a similar induction procedure that we used earlier.

Vistm1 () < Vi a (O ) 4+ Vi oy (0 )+
* alo * a 5.21
St Vo,t—l(bo,[zl) - Z ‘/q,t—l(bq,[g}]) ( )

q€Etpl

Substituting Eq. 5.21 in Eq. 5.8:

Qipta byt @) STR+ Y > Pr(zlby, alp)) Ve (2)
pEtpl z€Zy

=D Qpalbpalp])

pEtpl

(5.22)

Thus, Vi, (b)) < maxaea,, Z @y (bp, alp]).
pELpl
Therefore, Alg. 4 computes an optimal solution for the agent POMDP created from set P.

The proof should follow from Lemma 1, 2 and 3.

5.4 Experiments

We call our approach method-k, method-2 (A) or method-3 (F), as we evaluate it for different

values for £ (2 or 3). We compare our method against the following baselines.

* Agent POMDP (B): We use the agent POMDP model that we described in the approach

section.

* N-samples-k (C,G): We use the approach by [166] where they select N k-tuples from
all possible combinations of k-tuples and solve them optimally. They iterate over the set
P; for each task they randomly select k£ — 1 additional tasks from set . We refer to the
N-samples-2 method as C and the N-samples-3 method as G.

* Hierarchical POMDP or HPOMDP (D): We represent each task as a macro action; in
total there are N macro actions for all the /V tasks. We use the agent POMDP model and
replace its action set with the set of macro actions. During planning when a macro action i,
m;, gets selected, the agent POMDP evolves according to the POMDP i’s action set, while
the other POMDPs evolve as no op has been executed on them. Each macro action takes

min(horizon, # time steps left till m; terminates) time steps to get executed and is atomic.
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* Greedy (E): The robot solves each client POMDP separately and selects an action according
to Eq. 5.23. This approach assumes that after the first action execution, for the remaining

horizon, the tasks can be executed at the same time in parallel.

argmax (Y Qn(bp, alp))) (5.23)

a€A peP

5.4.1 Restaurant Model

We run experiments in the restaurant scenarios with 2 to 12 tables. We used the POMDP models
from Chapter 3 to run the experiments. Given this model description, if horizon < 4, the robot
can only address two tasks in its 4-step limited horizon, so our algorithm computes an optimal
solution if it considers all the 2-tuples. If horizon = 5, the robot can address 3 tasks, so the

algorithm should consider all the 3-tuples.

5.4.2 Results

For each algorithm, we run 30 episodes each for 20 actions. Each episode starts with a random
initialization of the state variables with its belief probability set to 1. The random initialization for

each episode is the same across all algorithms.

Quantitative Results We compare our method in terms of planning time and average reward
against the baselines. For each episode, we compute the average time that the planner takes to
plan over 20 actions. The reward for each action execution is the expected reward over the belief

state distribution (b, a) = Y __¢b(s)R(s,a). We report the average reward over 20 actions. To

s€S
remove the variations that results from the initial randomization, for each episode we take the
difference between the average reward of method-2 and other approaches.

Fig. 5.1 shows a comparison of the mean and standard deviation of the planning time for
method-2 against the baselines. We could only run the agent POMDP for 30 episodes up to a
certain number of tables < 6 (shown by the orange label on the x-axis). Beyond that we run the
agent POMDP approach for one episode and report the results in a table on each figure. As the
number of tables increase, the agent POMDP approach has a higher positive slope than other
approaches. The planning time for different approaches mostly follow B > A > C > D > E.

Fig. 5.2 shows the mean and standard deviation of the difference between the average reward
of method-2 and that of other approaches. We compare all the baselines against a zero line which
represents our approach. We proved earlier that our approach is optimal, but an optimal action

for horizon H might not result in higher average return for an episode because 1) an action
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Figure 5.1: Planning times for different horizons and number of tables.

that is optimal for a short horizon might not be optimal for a longer horizon, and 2) different
approaches have different tie-breaking strategies; i.e., actions with equal average returns for a
short horizon would have different average returns for a longer horizon. This is why for horizon 2
our approach performs exactly the same as the agent POMDP approach, but other methods can
perform better. For the horizons other than 2, the average reward for different approaches mostly
follow B~ A > C.

We also compare the reward for each episode with the same initialization across multiple
algorithms. We report the results in terms of the percentage of the episodes (out of 30) that the
rewards are equal or one is better. For different horizons, our approach’s reward is exactly the
same as the agent POMDP’s reward for 2,4,5, and 6 tables. For 3 tables and horizons 3 and 6,
the agent POMDP is better in 3% of the episodes (one episode) because of having a different
tie-breaking strategy. For 5 tables and horizon 3, our approach is better in 3% of the episodes.

Comparing the reward of method-2 against N-samples-2 for each episode, we observe that
for 2 and 3 tables and for different horizons, the rewards are exactly the same. For horizon
2, if tables = 7, the rewards are exactly the same in 87% of the episodes and N-samples-2 is
better in 10% of the episodes. For 11 tables, the rewards are exactly the same in 77% of the
episodes and our approach performs better in 13% of the episodes. For a longer horizon 3, if
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Figure 5.2: Difference between the average reward of our method and the other methods.

tables = 8, the rewards of method-2 and N-samples-2 are exactly the same 50% of the times and
method-2 is better 27% of the times. Thus, for horizon 2, our approach has a similar performance
as N-samples-2. Our algorithm mostly performs better than N-samples-2 for horizons > 3. For
horizon 2, our method does not benefit from considering 2-tuples, so the HPOMDP approach
provides similar average reward as our algorithm. The HPOMDP approach performs better than
our approach when horizon is 2 and tables > 8 in 3% of the episodes because of the tie-breaking

strategy.

We run the algorithms on a simpler version of the restaurant that includes satisfaction level,
current request, hand raise, and time since request as the human’s state SC', and has all the actions
except food is not ready yet and compare its performance with different k£ values against other
methods. As can be seen in Fig. 5.3, given horizon 5, the planning time for different approaches
mostly follow B > F' > G > A > (C. Comparing method-2 and method-3, for horizon 5, if
tables = 4, the rewards are exactly the same. If tables = 6, 7, the rewards are exactly the same in
67% of the cases and method-3 is better in 23% of the episodes. If tables = 8, the rewards are
exactly the same in 77% of the cases and merhod-2 is better in 13% of the cases. Both method-2
and method-3 perform better that the other baselines.

In summary, we observe that our approach results in a similar average reward compared to
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Figure 5.3: Performance comparison between our approach and other baselines when k£ = 2, 3.
We run the algorithms on a simpler version of the restaurant model.

the agent POMDP approach while being significantly faster. Although our approach has a higher

planning time compared to some of the baselines, it has a higher average reward than them.

Qualitative Results Fig. 5.4 shows a sample output policy for 5 tables. The histograms show
the belief over satisfaction for different tables. The leftmost bar is 0 (very unsatisfied) and the
rightmost is 5 (very satisfied). The robot’s action is shown on top of each figure. Each table’s
request and the amount of time they have been waiting is shown above it. The leftmost figure
shows the restaurant configuration at time step 11 after Table O is served. Table 3 has been waiting
for 8 time steps and compared to others is less satisfied, so the robot services it to increase the
table’s satisfaction. The robot then goes to Table 4 since it soon becomes very unsatisfied. The
robot then services Table 1 as their food is ready before going to Table 2 to update them that their
food is not ready. The greedy approach selects the no op action at time step 11 as it assumes
that after 1 time step, it can service all tasks in parallel. Two consecutive go fo actions appear
frequently in the output policy of the greedy approach, e.g., greedy selects go to T4 at time step 12

instead of serving T3.

5.4.3 Further Analysis

Here, we provide a discussion on how much the effectiveness of our approach depends on the
parameters of the model. In general if we apply the approach on a different planning problem of
similar complexity, the planning time would still be similar to the planning time that we computed
for the restaurant model, and the optimality guarantees of our approach would still hold. The
HPOMDP, N-samples-k, and greedy approaches do not have any optimality guarantees. On a
different application domain which requires switching among the tasks, we expect our method
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Figure 5.4: Example output policy for /7 = 4 and 5 tables.

to perform better in terms of average reward than the HPOMDP approach since the HPOMDP

approach does not consider switching between the tasks in each planning step. We also expect

our approach to perform better than N-samples-k since N-samples-k samples from the subset of

tasks whereas our method finds an optimal solution by computing upper and lower optimal value

bounds for subsets of tasks to prune the subsets.

The parameters of the reward function does not affect our approach’s planning time and the

optimality of our approach. However, the parameters will change the output policy of the robot,

and how much better our approach is compared to the other baseline approaches. For example,

if the negative reward for going from one table to another table is high, the robot would prefer

to stay as much as it can at the current table, even if the other tables are very unsatisfied. This

way of defining the reward function would make our approach just a bit better than the HPOMDP

approach in terms of the average reward. The parameters are engineered such that we can get

a sensible and interesting output policy as shown in Fig. 5.4 where the robot switches among

multiple tables instead of just servicing one table mostly.

The greedy approach sometimes outperforms the HPOMDP approach since the domain

requires the robot to switch between the tables to keep the customers satisfied. The HPOMDP

approach assumes that only one table can be serviced in the given horizon. When this assumption

is valid, for example for horizon 2, the HPOMDP approach performs much better than the greedy
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approach. For longer horizons (and more tables), this assumption becomes less valid and the
HPOMDP approach performs poorly. The greedy approach does not provide an accurate estimate,
but can consider more than one task in the short horizon since it assumes that the tasks can be

executed at the same time in parallel after the first action execution.

5.4.4 Robot Experiments

In this section, we illustrate an example run of the planner and the restaurant model that we

discussed earlier on the robot. The exact details of the experiments are in Appendix A.

CoBot Robot

We have developed the CoBot robots (Fig. 5.5), which navigate autonomously in an office building
performing tasks for users. The CoBot has an omnidirectional base. They have LIDAR and Kinect
sensors to localize and detect obstacles, a touchscreen to interact with humans, and speakers for
voice interactions. They can successfully deliver messages, transport items, escort people, and
interact with humans in our indoor environment. To fulfill these tasks, CoBot localizes in the
building using Episodic non-Markov localization [23]. It navigates on a graph of the environment,
and autonomously avoids obstacles. Since CoBot does not have arms to manipulate the world
with, it relies on human help for some of its capabilities, utilizing the idea of symbiotic autonomy,
where robots and humans cooperate to accomplish tasks. CoBot asks humans to place items in its
basket and to help it press elevator buttons [190]. CoBot has completed hundreds of tasks and
travelled hundreds of kilometers [190]. To drive to a destination office, the robot first retrieves the
(x,y,0) coordinates of the location. Next, the robot needs to plan its route through the building.
The robot computes its path to the destination using a Navigation Graph [22]. The robot
then follows the path computed, updating its position on the map using Episodic non-Markov
localization [23]. As the robot drives to its destination, it may find obstacles on its path (e.g.,
people talking in the hallways). When the robot finds an obstacle on its path, the robot stops, and
requests passage, saying “Please excuse me.”. Upon arrival at its destination, the robot announces
that it has completed its task and waits for a user to confirm the execution. Here are some of the

core abilities of the CoBot:

* detects obstacles
* localizes and navigates in office buildings
* schedules and executes tasks

* speaks to human users and uses a user interface to get the users’ input
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Figure 5.5: CoBot mobile service robots.

We use the main functionalities on the robot and adapt them to our restaurant setting. Specifi-
cally, we use the obstacle detection, localization and navigation, and speaking to human users

modules.

Restaurant Setup

Our restaurant setup has three tables with one person on each table as shown in Fig. 5.6 and one
robot. In our restaurant setting, the positions that the robot navigates to, the kitchen and the tables,
are hard-coded. The restaurant follows the same model description that we explained earlier. We
added two new actions to each POMDP model, go to the kitchen and pick up food for a table. The
kitchen is shown with k in Fig. 5.6a. We also added a new state variable food_pickedup to each
POMDP model that shows if the food or drink is picked up by the robot. While attending the
customers, the robot runs the simulator in the background to get the observations after each action
execution.

Since CoBot does not have arms to manipulate the world with, it relies on human help for
some of its capabilities, e.g., placing the food in its basket or handing over the menu. The robot

uses a speaker to ask for help and inform the customers about its planning and execution status.

Example Scenario on the Robot

Here! is a video of one example scenario using our setup. The restaurant has 3 tables and a kitchen

area. The robot is running a robot simulator in the background that produces all the observations.

"https://youtu.be/cq2TpFoPc60
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Figure 5.6: A restaurant setting with 3 tables (7'0, 71 and 7'2) and one robot. The top-view
configuration of the restaurant is shown on the left and is explained in the experiments section.

The status of the tables, wait time, current request and the belief over the satisfaction level, is

shown in the top-left corner of the video. A detailed explanation of the video is in Appendix A.

5.5 Conclusion and Discussion

We propose an algorithm to speed up POMDP planning for domains where a robot is required
to accomplish a set of tasks that are partially observable and evolve independently of each other.
We exploit the observation that the number of tasks that the robot can accomplish within a short
horizon is limited and present an algorithm that leverages the solutions to much smaller POMDP
models to optimally solve the combined model with all the tasks. We prove the optimality of our
approach and evaluate it on a restaurant setting.

The proof for the optimality of the approach exploits 1) an assumption that the tasks are
independent and 2) an observation that in many domains the number of tasks that the robot can
accomplish within a horizon is very limited. In some domains, these two assumptions might serve
as the limitations of our approach. Our approach in this chapter is limited to domains where short
horizon planning is sufficient. Specifically, short horizon planning works well in domains where
the long-term plan quickly becomes sub-optimal or even infeasible after a few time steps. In the
next chapter, we extend this approach to provide efficient planning over long fixed-length horizons

without discounting and infinite-length horizons with discounting.
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Chapter 6

Optimal Long-Horizon Planning for
Achieving Multiple Independent POMDPs

6.1 Motivation

In this chapter, we focus on long-sighted planning for a class of problems with multiple indepen-
dent tasks that are partially observable and evolve over time. In the previous chapter, we exploited
the structure found in these problems, namely the independence between the tasks, to optimally
and efficiently plan for a short fixed planning horizon. Selecting the right planning horizon can be
challenging since an overly short horizon may result in a low-quality solution while supporting a
longer horizon quickly becomes computationally impractical. Specifically, in POMDP planning,
the complexity of planning grows exponentially with the horizon so a long horizon may easily
preclude online planning. In this chapter, we address this challenge. In particular, we extend
the previous algorithm to provide efficient planning over long fixed-length horizons without
discounting and infinite-length horizons with discounting. The key idea we exploit to achieve
efficiency is to compute lower and upper-bounds on the value of an optimal solution for variable
horizons which allow us to terminate the search early while guaranteeing optimality. We present
the algorithm, analyze its theoretical properties, and demonstrate its efficiency on the waiting
tables domain. Before getting into the details of our algorithm, we briefly discuss the previous

algorithm and the key ideas we use to extend and apply it on long-horizon problems.

Review of Short-horizon Multi-task Planner In the previous chapter, we exploited the obser-
vation that in some domains the number of tasks, k*, that the robot can attend to within the horizon
H is limited. Given this observation, if the robot optimally solves all possible sub-problems of

size k* with different combinations of tasks, it can find the optimal solution to the agent POMDP.
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We proved that decomposing the agent POMDP into a series of sub-problems of size £* and
solving all combinations of k* out of N tasks', tpls = {tpl € P(P) : |tpl| = k*}, and returning
the action with the highest value from them is the optimal solution to the agent POMDP. Note
that each member ¢pl (tuple of size £*) of the set ¢pls is a sub-problem that can be solved by
building a combined POMDP from the POMDPs in ¢pl. The robot assumes that a trajectory of no
op actions is being executed on the POMDPs that are not in ¢pl. We call this approach multi-task
fixed-horizon planner or Multi-task-FH.

This algorithm used the solutions to the individual client POMDPs to compute lower and
upper-bounds on the optimal value of the agent POMDP to prune the ¢pls set. Different from
this algorithm that only uses the solutions to the single tasks to prune the low-quality tasks, e.g.,
in the restaurant domain, tasks that do not need immediate attention from the robot and can be
ignored momentarily, we take a more gradual approach and monotonically improve the bounds
to prune the low-quality tasks. We start with single tasks (k = 1), but gradually increase k£ and
solve sub-problems of size k (< k*) to prune the tasks. Since our algorithm gradually improves
the bounds to prune as many tasks as possible, it eventually solves less number of sub-problems
of size k* compared to the algorithm in Chapter 5. We first use the single tasks to prune, then
pairs, then triplets, and so on. In addition, we use a truncated horizon h (h < H) to compute
the solutions to the sub-problems of size k rather than the full horizon H which is needed to
solve the sub-problems of size k*. This gradual and monotonic improvement of the bounds and
planning until a truncated horizon A enables the robot to efficiently and optimally plan over long
fixed-length horizons without discounting and infinite-length horizons with discounting rather

than planning for a short fixed horizon as done previously.

6.2 Approach

In this section, we first explain the main ideas that we use to extend the agent POMDP planner
(explained in section 5.2.2) to be applied on long-horizon problems. We call this new approach
agent POMDP with adaptive horizon or agent-POMDP-AH. We then explain how agent-POMDP-
AH is extended to include the key insights and the efficiency of the short-horizon planner explained
in Chapter 5. We call our approach multi-task POMDP with adaptive horizon or multi-task-AH
since in addition to leveraging the multiple independent tasks structure, we adapt the horizon
(specifically, iteratively increase it) to improve the solution’s quality.

Similar to the previous algorithm, we use an online planning framework which interleaves

planning and execution. Its main loop is in Alg. 5. During the planning phase, the algorithm

'Symbol P represents the power set.
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computes the best action to execute given the robot’s current belief (lines 3-7). In the execution
phase, the robot executes the selected action (line 8), updates the belief state (line 9), and replans

after each action execution.

Algorithm 5: Online Planner with Adaptive Horizon

1 MultiTaskAdaptiveHorizonPlanner (env, P, h, H)
while not AllTasksDone() do
tpls <— InitializeTuples(P,h,H)
while V # V or h # H do
a,tpls,l/,l_/ + SelectAction(P,h,H,tpls)
h < h+1
tpls <— RecomputeTuples(h,tpls) / this function is only needed in the muiti-task-AH approach
observations <— Step(env, a)
UpdateBeliefs(P,observations)

o X N R W N

6.2.1 Agent POMDP with Adaptive Horizon

We adapt the agent-POMDP-FH approach for the class of problems with multiple independent
tasks to enable the robot to efficiently plan for long horizons. This approach uses a similar
procedure to solve the agent POMDP as agent-POMDP-FH, but modifies it with two main ideas.
The key ideas are that instead of expanding the belief tree of all the tasks for the full horizon
H, the robot 1) builds the belief tree until a truncated but gradually increasing horizon h and 2)
computes the lower and upper-bounds on the value of the fringe nodes at the truncated horizon.
To compute the bounds for the fringe nodes, the robot only solves the individual tasks for the
remaining horizon H — h (or oo in the infinite-horizon case) and combines their solutions. It
then computes the lower and upper-bounds for the non-fringe nodes by propagating the bound
values up from the fringe nodes by following the Bellman equation (Eq. 5.6). Note that when
planning with a truncated horizon h, the planner expands the combined model of all the tasks only

till the truncated horizon h, but the individual tasks are solved till the full horizon H to compute

the bounds. When the lower and upper-bounds on the value of the robot’s belief become equal,
the optimal solution is found and the search is terminated. This enables the robot to terminate
the search before reaching the full planning horizon H. We call the agent POMDP solver that
follows this process TruncatedAgent POMDP. For long horizons, solving the individual tasks
(to compute the bounds) is much faster than expanding the belief tree of the combined model;
thus, this approach is efficient compared to agent-POMDP-FH.

Instead of planning for a fixed horizon H, this algorithm (Alg. 5) performs planning for
increasing values of horizon £ until one of the following conditions are satisfied: 1) the horizon
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limit H is reached, or 2) the lower-bound V' on the value of the robot’s belief is equal to its
upper-bound V' (line 4). The first condition assures that the algorithm is terminated when it
reaches the maximum horizon A and outputs the same solution as planning for a fixed horizon H.
The second condition enables the robot to terminate planning before reaching the full planning
horizon, thus being more efficient than the agent POMDP approach with a fixed horizon H.

Alg. 6 provides the implementation of some of the functions in Alg. 5 for the agent-POMDP-
AH approach. The TruncatedAgent POMDP solver builds a combined model with all the client
POMDPs in P. It finds the bounds for the fringe nodes using the ComputeBounds function
and propagates the bounds up to compute the bounds for the non-fringe nodes. We refer to all
the POMDPs in tpl as tpl,,; for the agent POMDP, ¢pl,, = P (all possible tasks). The intuition
behind the lower-bound computation (line 7) is to only consider the best client POMDP from ¢pl
and perform no ops on the other POMDPs. This is similar to taking a greedy approach of always
selecting the best task to attend to rather than interleaving the tasks. This is indeed a possible
solution, hence it is the lower-bound. The intuition behind the upper-bound computation is to
assume that the robot can address all the client POMDPs (tasks) in ¢pl in parallel. We only have
one robot so this is an upper-bound.

Since the client POMDPs are solved over and over for different beliefs and horizons during

planning to compute the bounds, their solutions are cached and reused in the process.

Algorithm 6: Agent POMDP with Adaptive Horizon
InitializeTuples (P,h,H) return tpls < {(P,})}

2 SelectAction (P,h,H,tpls)

3 (Vp,Vp) + TruncatedAgentPOMDP(h,H ,tpls)
4 Qpest < action with highest Vp
5

6

—

return ay.;,tpls,Vp,Vp

ComputeBounds (b, tpl ) // for the remaining horizon H — h

7| Ve max(Vi(b, )+ Vb)) V> V(b
qetpl \{p} pEtpl,

8 return V.,V

6.2.2 Multi-task POMDP with Adaptive Horizon

We exploit the two key ideas from the previous section and extend multi-task-FH to address
long horizon planning. Multi-task-FH is able to leverage the independent tasks structure in
the problem to efficiently solve the agent POMDP, and agent-POMDP-AH speeds up planning
for long horizons by terminating the search earlier through the truncated horizon and bound
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computations. We combine the benefits of the two approaches in multi-task-AH.

Multi-task-FH exploits the observation that within a fixed horizon H, the robot can only
consider a limited number of tasks £*. Similarly here, we also consider all possible subsets of size
k* as it is needed to ensure optimality. However, in addition to this, we leverage the observation
that within the truncated horizon h, h < H, the robot can only consider k£ tasks (k < k), and
it performs no ops on the other tasks. Intuitively, we use the key idea from the multi-task-FH
planner twice, once to divide the agent POMDP of size P into smaller problems of size k*, and
the second time to divide the smaller problems of size £* into sub-problems of size k, k£ < k¥,
that can be solved more efficiently. Leveraging the truncated horizon to further limit the number
of tasks that the robot can attend to enables us to significantly speed up planning. The robot
only considers combined models of size k till horizon h, rather than combined models of size
k*, but computes the lower and upper-bounds on £* individual tasks for the remaining horizon
H — h. Note that the lower and upper-bound computations are done on the individual tasks till
the full horizon H; so their computations should consider all £* tasks to ensure similar optimality
guarantees as the previous algorithm (as the agent can attend to k£* tasks within horizon H). Our
approach is powerful in the infinite-horizon problems with /V tasks. In such problems the number
of tasks that the robot can attend to within H = co is N, k* = N;; thus, if k£ < N, the algorithm
significantly expedites planning by solving multiple sub-problems of smaller sizes rather than
solving the agent POMDP with all the N tasks. As we increase the truncated horizon h, we might
need to increase the size of the subsets, i.e., increase k. We explain how we address this important

aspect of the problem later.

Alg. 7 shows the multi-task-AH algorithm. The function InitializeTuples considers
all possible subsets of P with size k* (line 2) and further divides it into subsets of size k (line
3). Each subset of size k* (tpl € tpls) is divided into two sets, ¢pl. with size k and tpl; with
size k* — k. The truncated agent POMDP is built from the POMDPs in ¢pl,. while executing no
ops on the POMDPs in tpl;, but the bound computations for the fringe nodes are done on all
POMDPs in tpl,, = tpl. Utpl; to assure valid lower and upper-bounds on the value of the tuple ¢pl
(TruncatedAgentPOMDP function). The SelectAction function solves a truncated agent
POMDP for each tpl (line 7) to compute its bounds while executing no ops on other POMDPs that
are not in ¢pl (line 8). It then updates the bounds on the value of the full agent POMDP (line 9).
The algorithm then removes the tuples for which the upper-bounds are less than the lower-bound
of the agent POMDP and returns the action from the ¢pl with the highest upper-bound (lines
10-11).

The size of the sub-problems and their bounds gets updated as the truncated horizon h

increases. Function RecomputeTuples updates the ¢pls set as the number of tasks that the
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robot can attend to within the horizon increases from k to &/ = k + 1. For each tpl € tpls, a
member of ¢pl; is removed and added to its ¢pl. set. We consider removing any element from the
tpl; set to generate all possible new tuples. This is to ensure that the optimality guarantees hold as

we increase the truncated horizon h.

Algorithm 7: Multi-task POMDP with Adaptive Horizon

1 InitializeTuples (P,h,H)
2 k,k* < the maximum # tasks the robot can attend to within » and H;
T « {tpl : tpl € P(P), |tpl| = k*}
tpls' < {(tpl., tply) : tpl, € T, tpl. € P(tply), |tple| = k,tpl; = tpl, \ tpl.}
return (pls’
electAction (P,h,H,tpls)
for tpl € tpls do
(Ytpl,thl) <— TruncatedAgentPOMDP(h, H ,tpl)
(Utpla Utpl) A (Ytplv thl) + ZqEP\tplu an
Vp = max(Vp, Uy ); Vp = max(Vp, Uyy)
10 tpls < {tpl : tpl € tpls, Uy > Vp}
11 apest <— action from the ¢pl with highest Utpl
12 | return ayeq.tpls,Vp,Vp
13 RecomputeTuples (h,tpls)
14 k,k’ < the maximum # tasks the robot can attend to within h — 1 and h; tpls’ < tpls
15 if £ # k' then
16 | | tpls’ < {(tple U{p}, tpli \ {p}) : tpl € tpls,p € tpl;}
17 return tpls’

wn

e e N St AW

6.3 Optimality Proofs

We first provide the intuition on why our algorithm is optimal and discuss the details of the proofs

later for the interested reader.

6.3.1 Summary of the Proofs

Lemma Alg. 7 converges to the optimal solution of the agent POMDP with a fixed horizon H.

Intuition behind proof: We first prove the optimality of agent-POMDP-AH by discussing
why the lower and upper-bounds are valid and monotone. We then prove that multi-task-AH finds
the same solution as agent-POMDP-AH.
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The lower-bound is computed by selecting the best task to attend to and performing no ops
on the other tasks. This is indeed a possible solution, hence it is a valid lower-bound. The
upper-bound is computed by assuming that the robot can address all the tasks in parallel. Since
we only have one robot, this is a valid upper-bound. The monotonicity property assures that
the lower and upper-bounds on the value of a belief node do not change or improve after each
iteration of the algorithm (improve as the truncated horizon h increases). The intuition behind
the proof is that as we increase the horizon (h to i + 1) more of the belief tree is expanded, and
the bounds are computed for the remaining horizon H — h — 1 which gives a better estimate of
the values compared to when the bounds are computed before the expansion for the remaining
horizon H — h. Since the bounds are valid and monotone, and we compute the bounds for a given
tpl using all the k£* tasks in ¢pl till the full horizon H (or all the P tasks in the agent-POMDP-AH

algorithm), the bound computations for ¢pl is also valid and monotone.

We use the key idea from Chapter 5 twice, once to divide the agent POMDP into multiple small
problems of size £*, and the second time to divide the small problems into smaller sub-problems
of size k. In Chapter 5, it is shown that the former maintains the optimality; the optimality proofs
of the latter follows the same procedure as the former to prove that the multi-task-AH approach is

optimal.

6.3.2 Complete Proofs

In this section, we provide the details of the proofs. We first prove that agent-POMDP-AH
computes an optimal solution. We then prove that multi-task-AH finds the same solution as
agent-POMDP-AH. We discuss both the proofs and the intuition behind them. The proofs use the
independent tasks definition, as stated in [127].

Notation required for understanding the intuition behind the proofs (mostly borrowed from
Chapter 5):

* V. the optimal value of the client POMDP p at time ¢.
* V.4 the value of following a trajectory of no ops for the client POMDP p at time ¢.

* V§,: the optimal value of the agent POMDP created from the POMDPs in P at time ¢
(Eq. 5.6).

* Vi the optimal value of the agent POMDP created from only the client POMDPs in ¢pl
at time ¢.
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* V2 (bip) V2 (bt ): the lower and upper-bound on the value of a belief node by, in the
belief tree of a truncated agent POMDP created only from the members of ¢pl till h. The
bounds on the values of the fringe nodes of the truncated belief tree are computed using
Eq. 6.1 and Eq. 6.8.

More notation required for understanding the proofs (mostly borrowed from Chapter 5)
* B*: this refers to the Bellman operator.

* Ay only considers the actions associated with the POMDPs in ¢pl and performs no op on

the other POMDPs (same as Eq. 5.4, but the union is over ¢pl, not P).
* @, (b, a): the optimal value of the client POMDP p at time ¢ for belief b and action a.
* U}t the optimal value of the agent POMDP built from P with the action set Ay In-
tuitively, Uy, , considers both the value of the POMDPs in ipl (V) and the value of

executing no ops on the ones that are not in ¢pl.

Lower and upper-bound

We show that the bound computations are valid (Lem. 1 and 2) and monotone (Lem. 3 and 4). The
monotonicity property assures that the lower and upper-bounds on the value of a belief node does
not change or improves after each iteration of the algorithm (increase in the truncated horizon h).
The bounds on the value of the fringe nodes are computed for the remaining horizon H — h (or
o0 in the infinite-horizon case) using Eq. 6.1 and Eq. 6.8. The bounds for the non-fringe nodes
are computed by propagating the bound computations of the fringe nodes up to the root belief
node. We do not make any assumptions regarding the maximum possible horizon in the bound
computations, thus the lemmas also hold for the infinite-horizon problems with discounting. We

use mathematical induction to prove Lem. 1 to 4.

Lemma 1 Egq. 6.1 provides a lower-bound on the value of a tuple tpl = (tpl.,tpl;) where
tpl,, = tpl, Utpl,.

Kﬁpl,t@tpl) - pfggf [V;t(bp) + Z Vqrft(bq)] < Vt;l,t(btpl) (6.1)
“ q€tplu\{p}

Intuition behind proof: Let us consider that only one task from tpl,, p € tpl,, can be executed
till the full horizon (V’), and we perform no ops on the other tasks (ZVQ"). The best task will
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then be selected as the lower-bound on V7, meax Vo+ 22V

Proof: The proof goes by mathematical induction. For &’ = 1, if Vp € P,V,(b,) = 0, Eq. 6.2
follows from Eq. 5.6:

maXee Ay,

Vi () = mas [ max | D7 3 bu(s) R, afi]) |

tply,
PEtp ic€tply s€S; (6.2)

— max [%fl(bp) +)° q’h(bq)}

pEtpl
“ qetply\{p}

If B’ =t —1, we assume Eq. 6.3 and consequently Eq. 6.4 and show that they both hold for b’ = .

thlt 1(bpr) = max |V, 1(by) + Z gri—1( } (6.3)
pEtply
qetplu\{p}
Vp € tply : Vi p—1(bept) > Viip—1(bp) + Z Viii—1(bg) (6.4)
qetplu\{p}

We expand Eq. 5.6 as follows (b, or b):

Vipr+(b) = max {ZZZ)

acA tply

i€tply s€S; (6.5)
+ Z Pr(zq|bg, aq) - ZPT zr|br, ar) Vi 41 (b2)
2q€Z4 z2r €4y

We substitute Eq. 6.4 in Eq. 6.5. Given the independence assumption, for a specific Z;, we can

marginalize out the sum over Z;s (j # 7). Vp € tpl,, we obtain:

Qnoop

Vina(®) 2 mmax [Q11(bp,alpl) + 32 Qo1 (b ala) |
qetply\{p} (6.6)

> e (@ -1 (s 0lp]) + Qroop| > Via(by) + S Vi(by)

acA
P q€tply\{p}

Thus, Eq. 6.7 holds for every h' = t.
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Vipre(b) = maX[ o(bp) + D V! } (6.7)
€tply
qétpl \{p}

Lemma 2 Egq. 6.8 provides an upper-bound on the value of a tuple tpl = (tpl., tpl,).

‘/tplt btpl Z > ‘/tpl t(btpl) (6.8)
pEtply

Intuition behind proof: The idea behind the upper-bound computation is to assume that the
robot can attend to all the tasks in ¢pl, p € tpl,, in parallel (3 V,’). We only have one robot, so

this is an upper-bound on V7.

Proof: Similar to Lem. 1, the proof goes by mathematical induction. For A’ = 1, the following

equation holds.

Vit (bpt) = max [ >~ 37 bi(s) Ruls, i)

gax[z bi(s)Ri(s,a[z’])] =3 Vi)

i€tply, SES; 1E€tply,

(6.9)

We assume Eq. 6.10 holds for b’ =t — 1 (p,q,r, ... € tpl,) and show that it also holds for A’ = t.

Vipri—1(0) < Vo1 (bp) + -+ Vo1 (bg) + -+ Vi1 (br) (6.10)

Similar to Lem. 1, Eq. 6.10 is substituted in Eq. 6.5, and simplified to obtain Eq. 6.11. Thus,
Eq. 6.8 holds for every h' = t.

Vipr1(b) < max [Z Q7 +(bi, ald] }

a€Atpty i€tpl
u

S 2y, o) =31

i€tply, PELPly

6.11)

Lemma 3 The lower-bound computation is monotone.
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KfZl,t(btpl) < Ytzz,t(btpl) 6.12)
where h < h/ and h,h' < H

In both V%, , and V} ,’s computations, the belief tree is built till horizon /. To compute V%, ,, the

lower-bound on the value of the fringe belief nodes at horizon A are computed using Eq. 6.1 and

h
P

steps, b/ = h + d, and then uses Eq. 6.1 to compute the lower-bound for the fringe nodes at depth

are propagated up the belief tree. To compute V) Z’t, the algorithm expands the tree for d more
h + d and propagates the bounds up the belief tree. In both cases the lower-bound on the value
of the fringe nodes are computed using Eq. 6.1 till the full horizon H. This property guarantees
that as the truncated horizon increases, from h to h' (h < h'), the lower-bound on the value of a

certain fringe node at horizon h and consequently the non-fringe nodes are non-decreasing.

Intuition behind proof: The main difference between V"(¥') and V' (V) for a certain belief
node b’ at depth A (or horizon h) is that the former uses the trivial lower-bound estimate for the
node, but the latter does more computation to expand the belief tree further before using a similar
trivial lower-bound estimate for the nodes at depth /» + d. To compute the lower-bound for a
fringe node at depth h, V" (1), the algorithm assumes that from there on till H, only one task can
be executed and no ops are executed on the other tasks (one possible solution). So, expanding
the belief tree (exhaustive search) for d more steps till horizon  + d to compute V" (') will
only find the same or a better solution than achieving a single task. I.e., the lower-bound on ¢’ is

non-decreasing as we increase the horizon.

Proof: For a certain leaf node b at horizon A, we compare its lower-bound when the truncated
agent POMDP is built till » against when it is built till 4’. The proof goes by mathematical
induction. First, we show that V,; g, < B*V}y m—p—1 holds for d = 1. We proved this previously
when we substitute Eq. 6.4 in Eq. 6.5 to get Eq. 6.6, thus:

* * Y 7k *
Vib—n =B Vi g—n—1 2 B Viprm—n—1

> s [V + 37 Vi) = Vit
qetply\{p}

(6.13)

Now, we assume that for i’ = h+d, the following holds for the belief node b: Vi i, < B Vi r—h—ds
and we prove that the same equation also holds if A’ = h 4+ d + 1. For a certain belief b, both
Vipl,i—n < B*Vipig—n—1 and Vi g—p < B Vi mr—n—q hold, thus the following equation holds for
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h=h+d+1:

ViplH—n > B [B*Y;pl,Hfhfdfl} > By Vil H—h—d

¥ n 6.14
> max [‘/;J,H—h + Z Vq,H—h] = Vipi,-n (6.14)
PELPly
q€tplu\{p}
Lemma 4 The upper-bound computation is monotone.
Vtgl,t(btpl) > ‘Z&Zl,t(btpl) (6.15)

where h < b/ and h,h' < H

This property guarantees that as the horizon increases, from h to i/, the upper-bound on the value

of a certain fringe node and consequently the non-fringe nodes are non-increasing.

Intuition behind proof: Similar to the intuition we gave for the lower-bound’s monotonicity,
for a certain belief node b’ at depth h, V(1) estimates the upper-bound by assuming that all the
tasks can be performed in parallel. However, V' (1) expands the belief tree for d more steps
before assuming that all the tasks can be performed in parallel. Thus, given that V"' (V') uses
the Bellman equation during the d steps, it has a better estimate of the upper-bound than the
assumption that all the tasks can be attended to in parallel during that d steps as assumed in V" (b').
Le., as the horizon increases and more of the belief tree is expanded, the upper-bound on the value

of b’ improves (i.e., is non-increasing).
Proof: Similar to Lem. 3’s proof, the proof goes by mathematical induction. First, we show that

IB%*thl? Hoho1 < ‘7th, 11— holds for d = 1. We proved this previously when we substitute Eq. 6.10
in Eq. 6.5 to get Eq. 6.11, thus:

* Y *
Vi —n =B Vi g—p—1 < max [ E Qi,H—h—J

CLEAtplu
i€tpl
. (6.16)
* *
< nax Qir-h1= E it —h = Vipl, H-h
i€tply tplu i€tply

We assume that for the belief node b and A’ = h + d, BZ‘_/tpl, Hehed < 1_/,5,,51 g—p, holds, and we
prove it also holds if 2’ = h+d + 1. We know both B*V;yy 57,1 < Vigrr—n and BiVip g na <
V}pl, H—p hold, thus,
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Virm—n < BB Vipri—h-a-1 < ByViprg—n-a < Vipi,—n (6.17)

In summary, we proved that the bound computations are valid and monotone; thus if tpl = (P, (),
Lem. 1 to 4 prove the optimality of agent-POMDP-AH. Given the iterative nature of the horizon,
in the worst case, the agent-POMDP-AH approach reaches the full horizon / and obtains the
same solution as the agent-POMDP-FH approach.

Multi-task-AH

We prove Alg. 7 is optimal. We assume £* and £ are the maximum number of tasks that the robot
can attend to within H and the truncated horizon h respectively. Vp denotes the value of the agent

POMDP under such assumptions, referred to as limited tasks assumption.

Lemma S The lower and upper-bounds on the value of the agent POMDP created from the set P,
1% p and Vp, can be computed by Eq. 6.18 and Eq. 6.19 respectively where tpls = {tpl € P(P) :
[tpl| = k*}, and the bounds are monotone. (proof of SelectAction function in Alg. 7)

Vpy(b) = X (Vapte (bept) + D V(b)) < Vi, (0) (6.18)
qeP\tply,

Vpi(b) = max (Vipt,(bept) + Z ) = Vp,(b) (6.19)
qu\tplu

Intuition behind proof: In [127], we proved that finding the optimal values of all ipl € tpls
(Vt;z) while performing no ops on the other POMDPs (> V") and selecting the best V-value,
MaXplctpls (Vt;l +> Vq”), provides the optimal solution to the agent POMDP. We proved in
Lem. 1 to 4 that the lower and upper-bounds on V7, are valid and monotone. The validity and
monotonicity of 1% p and f/p then simply follow from the validity and monotonicity of V;,; and
Vipt-

Proof: We show that the bounds are valid and then argue why they are also monotone.
From [127], we know:

Ve (b) = max Up(0) (6.20)
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Uppi£(0) = Vigi 1 (bept) + Z V' (bg) 6.21)
qeP\tpl

We proved in Lem. 1 and 2 that Vi +(by) < V5, (bipr) and Vit (bipt) > Vi1 (bipt) Tespectively.
Thus, Uy (b) and Uy +(b) computed by substituting Vt;‘;u(btpl) by Vipri(bip) and Vi s (byy) in
Eq. 6.21 are lower and upper-bounds on U*,; +(b). We substitute Uy, ¢(b) and Uy, 4(b) in Eq. 6.20

*
P

Z V.".(bq) does not change for a given tuple as we increases the horizon, and the maz operator

to prove Eq. 6.18 and Eq. 6.19. Given that the bound computations for V;;, , are monotone,

does not change the monotonicity of Uy, and Uy ¢, V p, and Vp, are monotone.

Lemma 6 Alg. 7 converges to the optimal solution of the agent POMDP in both finite horizon

problems without discounting and infinite horizon problems with discounting.

Intuition behind proof: InLem. 1to 5, we proved that dividing the agent POMDP into subtasks
(tpl € tpls) and computing the lower and upper-bounds for all the tuples in ¢pls provide valid and
monotone bounds on the value of the agent POMDP. In those lemmas, we assumed that k£ = k*,
i.e., a combined model of all the k* tasks is expanded till the truncated horizon h even though
we know that the robot can only attend to k tasks within h. Differently, in Alg. 7, to efficiently
solve each tpl for a small truncated horizon h, we only consider subsets of size &, but compute
the bounds on all the £* POMDPs in tpl, so k < k*. Both cases k = k* and k < k* use the same
lower and upper-bound computations and have the same / as their truncated horizon. However, in
the former we perform the tree expansion on a combined model built from all the POMDPs in the
tpl set, but in the latter we consider all combinations of the tasks with size &k out of the POMDPs
in tpl and perform the tree expansion on those only. The proof uses the same idea as [127]. It uses
the assumption that within a certain horizon A, only £ tasks can be attended to, so if we consider
all combinations of k tasks out of the members of the tpl (tpl,), we will get the same solution
as the combined model of all the tasks in ¢pl. Given that the bound computations are the same
in both cases, when k < k*, we get the same solution as when £ = k* (proof for line 3 in Alg. 7
and the RecomputeTuples function), and Alg. 7 computes valid and monotone bounds on the
value of the agent POMDP.

Proof: InLem. 1 to 5, we proved that dividing the agent POMDP into subtasks (¢pl € tpls) and
computing the lower and upper-bounds for all the members of ¢pls provide valid and monotone

bounds on the value of the agent POMDP. In these lemmas, we assumed that £ = £*, so line
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3 of Alg. 7 would become tpls’ = {(tpl.,tpl;) : tpl € tpls,tpl. = tpl,tpl, = 0}, and the
RecomputeTuples function would not change the ¢pls set. However, the benefits of our
approach are manifested when the truncated horizon h is smaller than the full planning horizon H,
and consequently k£ < £*. In Alg. 7, we divide each tpl into two sets, tpl. with k tasks and ¢pl;
with k* — k tasks (all possible combinations of k tasks out of k* tasks), perform the tree expansion
for the POMDPs in tpl. while executing no ops on the members of ¢pl;, and compute the bounds
on all members of tpl, = tpl. Utpl;. When k < k*, if we prove that by using this approach, we
get the same solution as when k = k*, we prove that Alg. 7 computes valid and monotone bounds
on the value of the agent POMDP.

Notice that the only difference between £ = k* and k£ < k™ is that in the former we perform
the tree expansion on all POMDPs in the ¢pl set, but in the latter we consider all combinations of
tasks with size k for the ¢pl.. set and perform the tree expansion on the POMDPs in ¢pl. only. The

lower and upper-bound computations are the same in both cases.

We use the same idea as [127], Lem. 2 and Asm. 1 in [127]. For a set of tasks called ¢p/ and
the maximum number of tasks that the robot can attend to within the horizon & (k), the robot can
optimally solve the combined model of all tasks by considering all subsets of tasks of size k (tpl.
with size k). Given the independence between the tasks and the limited tasks assumption, Eq. 6.22
was proved in [127] for tpl = P and h = H (k* tasks). Same deductions also apply here to prove
Eq. 6.22.

‘Z&;l,t(b) = max V;t;lg,t(btpl’c) + Z Vq?t(bq) (6.22)

tpl’ etpls’
prEP qEtpl)
tpls’ = {(tple, tply) : tple € P(tpl), |tplc| = k,tpl; = tply \ tplc}

This explains why dividing ¢pl further into subsets of size £ (line 3 in Alg. 7) does not change
the validity and monotonicity of the bounds and gives us the same bounds as if we were to build a
combined model of all the POMDPs in tpl,,.

As we increase h, k should also increase to ensure that Eq. 6.22 is still valid. More specifically,
we have to update each tuple in the tpls’ set (tpl’ € tpls’) to have k + 1 POMDPs in tpl. and
k* — k — 1 POMDPs in tpl;. This is done by the RecomputeTuples function. The algorithm
simply removes a POMDP from ¢pl; and adds it to the POMDPs in tpl. to create a new tpl.. set
of size k + 1 and a new tpl; set of size k* — k — 1, tpl’ = (tpl., tpl)). The algorithm considers
removing any POMDP from ¢pl;, to create all possible new tuples. Since the new ¢pls’ set satisfies

the limited tasks assumption as we increase the horizon, Eq. 6.22 holds.

Therefore, all parts of the algorithm preserve the optimality guarantees, and Alg. 7 computes
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an optimal solution for the agent POMDP. In the worst case, the multi-task-AH approach reaches
the full horizon A and obtains the same solution as the multi-task-FH approach. In infinite-horizon
problems with discounting, when i — oo, Alg. 7 converges to the optimal solution of the agent
POMDP with H = oc.

6.4 Experiments

The multi-task-AH approach (Alg. 7) caches and reuses the solutions to the client POMDPs during
each episode while the multi-task-AH wo reuse approach does not reuse. In both, the agent starts
with i = 2. We compare these two versions of our algorithm against the alternatives listed below.

* Multi-task-FH: We compare against the multi-task approach with a fixed horizon as
proposed in [127].

* Agent POMDP: We use the agent POMDP model that we described in the approach
section. We compare against 2 versions of this algorithm: 1) agent-POMDP-FH and 2)
agent-POMDP-AH.

* N-samples: This approach was proposed by [166]. They select N tuples randomly from
tpls = {tpl € P(P) : |tpl| = k*}. They show that solving subsets of tasks by using a
sampling-based method is faster than using the same method to solve the combined model.

* HPOMDP: Each task is represented as a macro action, so there are N atomic macro actions.
While one task is getting executed, no ops are executed on the other tasks. This approach

greedily selects a task to attend to.

We first compare against the approaches that provide optimality guarantees, some of which exploit
the independent tasks structure and some of which do not. In all the algorithms, we use the
same optimal POMDP solver to solve each task or subsets of tasks. It is possible to expedite the
planning further by changing the system’s specifications® and the specifics of the implementation,
e.g., using a different programming language, or changing the underlying POMDP planner that
solves each task or subsets, but the algorithms should still perform similarly in relation to one
another. Note that the contributions of this work is not on what POMDP algorithm we use for
solving each task or subsets of tasks, but rather on how to leverage the multi-task structure to

expedite long horizon planning.

2We use python 3 with the seed 100 for randomly initializing the episodes. The CPU time for all the experiments
have been calculated on a cluster with Intel Xeon E5-2609 processors (2.40GHz) with a memory per CPU of 500MB,
128GB RAM and CentOS Linux 7 compared to Intel Core i7-8700K processor (3.70GHz), 64GB RAM and Ubuntu
16.04 in [127]. Different from [127], in our restaurant domain = is 1, not 0.95.
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We also compare against sub-optimal methods such as HPOMDP and N-samples that leverage

the independent tasks but do not consider all combinations of interleaving the tasks.

6.4.1 Restaurant Model

We use the same restaurant model as discussed in Chapter 3 with 3 to 12 tables. For this restaurant
model, if H < 4, the robot should solve pairs of tasks (£* = 2) to find the optimal solution.
If H=5,6,or H= 17,8, the robot should consider triplets (k* = 3) or quadruplets (k* = 4),
respectively. We run each algorithm for 10 episodes, each for 20 actions. In each episode, the
state of the restaurant is randomly initialized with the belief probability of 1. We use the same
random initialization for the episodes across all the algorithms to remove the variations that result

from the random initialization in our comparisons.

6.4.2 Quantitative Results

We report on the performance of our method using three metrics. For each episode, we average
each metric over 20 actions (by adding #actions < 20 to the while loop on line 2 of Alg. 5).
For all the metrics, we report the mean and variance for 10 episodes (if available) for different
number of tables and maximum horizons. First, we compare the algorithms in terms of average
rewards (Fig. 6.2). For each episode with the same initialization, we take the difference between
the average reward of multi-task-AH and other approaches. The average reward for an algorithm
in one episode is computed as follows r,,, = Zfio i\io 2es; bi’ﬁ')Ri’t(s’at)

length of the selected action at time ¢. Second, we compute the average planning time over 20

where |a4| is the

actions by running the algorithms until they terminate (Fig. 6.1 and Fig. 6.2). Le.,, we run the
algorithms till they reach H for the fixed horizon ones, and until Alg. 5 terminates for the adaptive
horizon ones. Third, we plot the maximum /% (final horizon) that multi-task-AH reaches before
terminating the planning while loop in Alg. 5. We compute the final horizon for one episode by
averaging the final horizons of 20 action selections. We plot the mean and standard deviation of
the final horizon for 10 episodes (Fig. 6.3). Lastly, we report on the percentage of the runs (out
of 200 action selection runs) where the algorithm terminates before reaching the full planning
horizon H in Tab. 6.1.

In terms of average reward in Fig. 6.2 (on the right), all the optimal approaches are mostly
a constant zero line as we take the difference between the (optimal) multi-task-AH’s average
reward and other algorithms’ average reward, and the sub-optimal approaches mostly perform
worse than the optimal ones (are below the line). This is especially the case for higher number of

tables and longer horizons. The HPOMDP approach has a very low average reward and hence
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Figure 6.1: Planning times of the optimal algorithms for different horizons /' and number of
tables.

tables: 5 tables: 7 tables: 9
tables: 5 tables: 7 tables: 9
" 00| __E/D/C/BJA_ —__E/D/C/B/A___|___C/B/A
igorithm N ——— — ]
—— A: Multi-task-AH A N N N
10.0{ = P: HPOMDP -5.0k
= N: N-samples P
= A -10.0k P
£
= -15.0k
°©
2 A g
£ 3 -20.0k algorithm P
R 9
S R = —— A: Multi-task-AH
2 -25.0k{ —— B: Multi-task-AH wo reuse
:n C: Multi-task-FH
o 30,0k D: Agent-POMDP-AH
E: Agent-POMDP-FH
-35.0k
00/ P: HPOMDP
—— N: N-samples
3 4 5 6 73 4 § 6 3 4 5 400
. . . 3 4 5 6 73 4 5 6 3 4 5 6
max horizon (H max horizon (H) max horizon (H) max horizon (H) max horizon (H) max horizon (H)

Figure 6.2: Planning time comparisons between the performance of our algorithm and the sub-
optimal algorithms in natural logarithmic scale on the left. The average reward comparisons for
all the algorithms on the right.

is highly sub-optimal. This is because it only considers the solutions to the individual tasks to
select an action to execute, rather than interleaving the tasks. This highlights the significance of
interleaving the tasks to compute an optimal solution. The very low average reward indicates the
customers’ highly dissatisfaction with the service.

We plot the planning time in Fig. 6.1 and Fig. 6.2 (on the left). The lines and the shadows
around each line show the mean and variance of each algorithm over 10 episodes. For some
horizons and number of tables, some algorithms take a long time to finish the 10 episodes. For
those, we only report the results of one episode (shown with a small circle). In most cases, the
variance on the planning time computed over multiple episodes is very small. Our approach
has a much better planning time than all the optimal approaches, especially as the number of
tables increases, since it is able to terminate the search before reaching the full planning horizon.
We evaluated the impact of having an adaptive horizon by comparing it against the algorithm

in Chapter 5 (multi-task-FH) which uses the independent tasks structure but does not have an
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adaptive horizon. We observed that both approaches are scalable as the number of tables increase,
but our approach is more than 5 times faster for longer horizons. Even for a few tables, e.g.,
the 3 tables shown in Fig. 5.6, for the maximum horizons of 4, 5, 6, 7 and 8, our algorithm is
2.7,6.1, 8.2, 6.5, and 8.1 times better than multi-task-FH, respectively. We evaluated the impact
of leveraging the independent tasks structure by comparing it against agent-POMDP-AH. We
observed that agent-POMDP-AH is not scalable to a large number of tables (does not even finish
in a reasonable amount of time for more than 7 tables), and our approach has a much better

planning time even for a small number of tables.

The sub-optimal algorithms leverage the multi-task structure of the problem, so they are
more scalable that the optimal approaches. The sub-optimal HPOMDP approach has the lowest
planning time, but at the cost of optimality as its average reward is much worse than that of the
optimal approaches. Even the N-samples approach (fixed horizon) which gives a sub-optimal
solution has a higher planning time than our (provably optimal) approach. Considering all possible
combinations of interleaving the tasks (computing an optimal solution) significantly improves the

customers’ satisfaction.

We analyze why our algorithm is faster than the approaches with a fixed horizon by plotting
the final horizon h that the multi-task-AH algorithm reaches before terminating in Fig. 6.3. For
most horizons and number of tables, we provide the mean and variance on 10 episodes. For others
we only provide the average final horizon for one episode (e.g., H = 7 and 5 tables, and H = 6
and more than 8 tables). We observe that on average our algorithm is much more efficient than
the baselines since it mostly expands the belief tree until a horizon that is smaller than the full
planning horizon. Within each episode, the final horizon at which the search terminates ranges
from the minimum /2 = 2 to the maximum £/, as planning for the full horizon is occasionally
needed to guarantee optimality; however, all episodes on average have smaller horizons than the
maximum horizon H. For a specific value of H, when the number of tables is small, the number
of tasks that need immediate attention is also small, consequently the algorithm can terminate at
shorter horizons more often than when the number of tables is large. For the curves associated
with different values of H, this is why we observe an increase in the final horizon as the number
of tables increases (at the beginning of each graph), and each graph becomes almost flat for large
number of tables. On a different note, given a fixed number of tables and for increasing values of
H, the final horizon is also increasing. This is because as H increases, the algorithm searches for

a better solution and terminates at higher final horizons.

We further evaluate our algorithm (Alg. 5 and Alg. 7) by analyzing how often the runs
terminate with the condition V = V versus h = H (line 4 in Alg. 5). We average the results

over different number of tables (if available) as shown in Tab. 6.1. As an example, for H = 4,
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Table 6.1: The percentage of the runs where the algorithm terminates when the bounds are equal
versus when the full horizon H is reached.

V =V | h=H | num of tables
56.7% | 43.3% 3to 12
39.2% | 60.8% 3to 12

=
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Figure 6.3: Final horizon at which Alg. 7 terminates.

in 56.7% of the runs the algorithm finished before reaching the final horizon H (V' = V) and in
43.3% of the runs, it finished when h = H (aggregated over 3 to 12 tables). As discussed above,
the percentages are different for different number of tables, and with fewer number of tables, the
algorithm mostly terminates when V' = V. Overall, our algorithm is more efficient than the fixed

horizon approaches as it is able to terminate the search before reaching the full horizon.

6.4.3 Qualitative Results

We discuss why two different final horizons are determined by the algorithm in the two restaurant
configurations in Fig. 6.4. Each histogram shows the belief over satisfaction (partially observable)
for a particular table. The leftmost bar is 0 (very unsatisfied) and the rightmost is 5 (very satisfied).
E.g., in the right figure, the robot believes that 71 is 40% slightly unsatisfied and 60% neutral.
Variable ¢ represents the tables’ wait time. The robot’s goal is to increase the tables’ satisfaction
by attending to their requests (above each table) as soon as possible. Each table might need service

at different points in time, e.g., collecting cash. In the left, the robot goes to 72 to perform the
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Figure 6.5: A plot illustrating the distribution over the termination length of the horizon (final
horizon) for different number of tables with prespecified maximum horizon H.

action “your food is not ready". In the right, the robot goes to 7'4 to execute “take cash" and then
goes to service 7°0. The maximum horizon in both cases is /1 = 6. The final horizon in the left
is h = 5 (solves triplets) while it is h = 3 in the right (solves pairs only). In the left, although
T2 and T'3 have lower satisfaction levels, all the tables are in need of immediate attention; thus
solving only pairs of tasks (h < 4) is not sufficient to make a decision (V' # V). For h = 5, the
robot builds and solves triplets, and obtains V' = V. In the right belief state, only 7°0 and 7'4 are
in need of immediate attention (and servicing 72 does not worth it since 7'2 is far away from 74
and 7°0). For h = 3, the robot solves pairs of tasks and obtains V' = V.

The reduction in computation time depends on how busy the restaurant is and at what point the
tables are in the dining process. The following characteristics of the restaurant domain contribute

to the reduction in computation time 1) the multiple tasks do not depend on one another, and 2)
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the tasks should be interleaved and attended to at different points during the dining process. The
robot reasons about what tasks require immediate attention and what tasks can be pruned early on
during planning (deferred to the next action-selection). In the extreme case, if all the tasks should
be attended to immediately at all action-selection steps, there is no reduction in computation as
the tasks cannot be pruned and should be considered to find the optimal solution. As we move
towards less number of tasks in need of immediate attention, the reduction in computation is
higher.

In Fig. 6.3, we showed the mean and variance of the final horizon for different values of H
and number of tables. In this section, we look into the percentage distribution of the final horizon
associated with / = 5 and H = 6. Fig. 6.5 illustrates why our algorithm expedites planning
for H = 5 and H = 6. Note that for long horizons and large number of tables, if even a small
percentage of the problems are solved faster, this will have a significant effect on reducing the
planning time.

A total of 200 problems (10 episodes, each 20 action selections) are considered for this
evaluation. To give an example, for 3 tables and a maximum horizon H = 5, around 50% of
the problems terminate at h = 2 and the other 50% terminate at h = 3. For H = 5, as the
number of tables increases, the percentage of the problems that terminate at final horizon h = 4
also increases and the percentage of the problems that terminate at final horizons A~ = 2 and
h = 3 decreases. Similarly, when H = 6, as the number of tables increases the percentage of
the problems with final horizon / = 5 increases. As we discussed before, when the number of
tables is small, the number of tasks that need immediate attention is also small, consequently the
algorithm can terminate at shorter horizons more often than when the number of tables is large. In
conclusion, depending on the configuration of the restaurant and how needy the tables are, the

termination horizon varies.

6.5 Conclusion and Discussion

We propose an approach that uses the structure in the class of problems with multiple indepen-
dent tasks that are partially observable and evolve over time to perform efficient planning for
long-horizon problems and infinite-horizon problems with discounting. Leveraging both the
independent tasks structure and having an adaptive horizon enable the robot to optimally solve
long horizon problems more efficiently than other optimal approaches. We prove that our approach
is optimal and demonstrate its efficiency on the restaurant domain. We evaluate the performance of
our algorithm compared to the state-of-the-art algorithms in a restaurant with 2 to 12 tables and a

maximum horizon of 8, H = 8. We observe that our optimal planner performs significantly better
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than the other approaches as the number of tables increases. Nevertheless, our optimal approach
is still impractical for large number of tables and a maximum planning horizon greater than 8,
H > 8. In future work, we will focus on real-time planning approaches where optimal planning is
impossible. We plan to provide practical anytime algorithms that use both the independent tasks
and the adaptive horizon (which inherently is anytime) and integrate them with the practicality of
anytime sampling-based approaches such as [176] which randomly samples a subset of scenarios
to speed up planning. Furthermore, future work involves running the multi-task-AH planner on
the real robot as was demonstrated in Chapter 5 and analyzing the complexity of the problems

that our robotic system can address (including the planning, perception, and execution modules).
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Chapter 7

Robot Planning and Execution in Presence

of Discrepancy between Robot’s
Observations and the POMDP Model

7.1 Motivation

Autonomous robots that face a diversity of environments, a variety of tasks and a range of
interactions cannot be pre-programmed by foreseeing at the design stage all possible courses of
actions they may require. Especially, in dynamic and changing environments with semantically
rich tasks and human interactions such as the restaurant domain, unexpected situations that are
not predicted by the robot’s model might arise. In a real-world application such as the restaurant
setting, there are differences in terms of the types of the restaurant, e.g., fine dining, casual dining,
cafes and diners, and the customers they target, e.g., families with children, college students,
and seniors. In these applications, coming up with a perfect and accurate model that works for
everyone is very challenging. Even if a certain model works for most of the tables in a specific
restaurant, it might not work for a particular table that might not belong to the target group that
the restaurant model is designed for. For example, in a restaurant setting similar to the one we
described before, going to the tables frequently to double-check if the customers have everything
that they need might be rewarded by the model and might work for most of the customers; however,
the customers on a certain table might be having a lunch business meeting in which people don’t
want to be interrupted frequently. In another example, delivering bread to the customers before
serving the food might be a part of the robot’s process to keep the customers satisfied; however, a
certain table might have allergies to wheat. These are a few examples of the unexpected situations

that the robot might encounter and should be able to tackle.
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Two very common ways of designing a robot model are 1) asking an expert in both robotics
and the domain to design a model, or 2) learning the model from data. In the first approach, an
expert would require considerable expertise in both robotics and the domain in order to design
a perfect model of a real-world application such as the restaurant domain. For a restaurant
domain, including all possible customer preferences and constraints is error-prone and time-
consuming. Even if possible, in a lot of domains, approximations such as removing the rare
events or considering the majority vote from all experts are often introduced for computational
tractability, thereby resulting in unexpected situations. In the second category, learning approaches
have been introduced to learn a model through supervised learning or trial-and-error interactions
with the environment. The performance of these methods heavily depend on the amount of data
that they have access to, i.e., a model learned in a few instances of the environment might not
generalize well to other instances. In some of these cases, the data might have been gathered
with a different robot or learned from human demonstrations of the behaviors, e.g., the waiting
tables task. Identifying the mapping between the human and the robot or the two different robots
that allows the transfer of information from one to the other is known as the correspondence
problem in the Learning from Demonstration (LfD) literature [6] and can result in learning an
approximation of the robot’s exact planning model. More specifically, in the restaurant domain,
the capabilities of the human waiters differ from that of the robot waiters; thus, learning a model

from real restaurant settings with human waiters will introduce approximations and errors.

Even for applications in well-structured environments with a reduced range of tasks, where
engineered robotics operations are feasible, deployment and adaptation costs can be reduced if
the robot is equipped with monitoring and replanning capabilities. For a real-world application
such as the restaurant setting, deploying the robot in the real-world early on before having a
complete model is a key step to figuring out what needs to be added to the model or if more
data needs to be gathered. However, given that the model has inaccuracies, the robot should
be able to handle the unexpected situations gracefully and should not cause interruption in the
restaurant’s service procedures when the unexpected situations arise. Thus, no matter what
approach we use to come up with the model, without an exact planning model, the robot will
encounter unexpected situations where its observations do not match its expectations and should
have a way to resolve these situations to eventually achieve the goal of the task. Although being
theoretically well-founded, our planning algorithms and many other planning algorithms depend
heavily on the accuracy of the domain model. In this chapter, we present algorithms that address

the unexpected situations that arise as a result of planning over inaccurate models.

There are two categories of approaches that could be used to address the unexpected situa-

tion, namely replanning and learning approaches. Replanning, plan repair, and state estimation
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approaches are able to address the unexpected situations if they are not due to a fundamental
change in the environment [72, 111, 164, 192]. In these approaches the premise is that planning
from scratch in the new, unexpected situation would produce a plan that is valid. However, these
approaches fail if the unexpected situation is due to a fundamental change in the environment and
thus repeats itself. This is for instance the case when the agent applies an incorrect model of its
own actions during planning. In such situations, preceding replanning with a model-adjustment
step to alter the planning operators might be required. Learning approaches enable a robot to
explore the environment in order to improve its planning model [61, 90, 119, 156]. Differently, we
focus on a multi-task setting where the robot should be able to tackle the unexpected situations for
a particular inaccurate task while effectively responding to the other tasks, and there is no time for
learning the exact probabilities through exploration. In addition, learning the true parameters of
the model might not be useful beyond interactions with specific customers, thus making learning
exact parameters for future customers not useful. The objective of this work is to enable the
robot to still achieve the task at hand, e.g., getting the restaurant customers successfully out of the
restaurant, when an unexpected situation arises rather than how to update the model with the new
information from the unexpected situation. We will discuss the existing approaches that could be
used to update a model in Chapter 8.3.

In this work, an unexpected situation is due to a discrepancy between the robot’s observation
and what is expected to be observed based on the robot’s planning model. We address the
discrepancies by integrating them into the original planning problem and then provide algorithms
to efficiently solve the new augmented planning problem. We will use a simple navigation domain
similar to the one proposed in [161] and available in [35] to explain the ideas in this chapter
and then discuss how the ideas are applied to the restaurant domain. In the rest of this chapter,
we follow an online POMDP planning framework where the planning and execution steps are
interleaved until the robot reaches a goal (goal is observable). During the planning phase, the
algorithm computes the best action to execute given the POMDP’s belief state. The execution
step executes the selected action and updates the belief state of the POMDP by using the obtained
observation. The robot replans after each action execution. When a discrepancy happens, the

robot should plan its next action by using the unexpected observation.

Example - Navigation Domain

Let’s consider the 2D navigation domain shown in Fig. 7.1 where the robot should reach the star
goal (state 3). The agent’s true initial state is 4, but the initial belief state of the robot is that the
robot can be in any state other than the goal uniformly (all states O to 10 except 3). The 2D domain
has 11 states. The only actions available to the robot are "north", "south", "east" and "west". With
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Figure 7.1: A 3 x 4 grid with the goal located at state 3, and the robot located at state 4.

any of these actions, the agent will take a step in that direction with probability 0.8 and with 0.1
probability in the states that are adjacent to the robot in that direction. For example if the robot
goes north from the state 9, with probability 0.8 it will end up in the state 5 and with probability
0.1 in the states 8 and 10. If any of these transitions are not possible because of an obstacle, the
robot stays in its place with that probability. For example if the robot goes east from the state 8,
with probability 0.8 it ends up in 9 and with probability 0.2 it stays in 8. The only exception is
that if the robot is in the state 4 and executes north, with probability 1.0 it ends up in the state
0. The robot has two sensors on its sides. The robot gets the following observations regarding
where the obstacles are: "left" (obstacle on the left), "right" (obstacle on the right), "neither" (both
adjacent cells empty), "both" (obstacles in both of the adjacent cells), and "goal". The goal is
fully observable. The observation function does not depend on the action (only depends on the
state) and has a probability of 1.0 for the true observation. For example, in the state 8, the robot
observes "neither", and in the state 4, it observes "both" (assumes that the robot is pointing to the
north always). The robot receives a negative cost of 0.4 with any action execution except if it

executes an action in the goal state.

In our navigation example, the planner goes through the scenario below. The belief state
comes in the form of a list of states and their probabilities (state, prob). The robot has a uniform
distribution over the states as shown below. In the planning phase the robot selects the action east
and observes "both". Given the observation, the robot can only be in the state 4. The planner then
selects the action north as it is parts of the optimal route to the goal. The robot then observes
"both". If the robot is in the state 4 and executes action north, with 1.0 probability it should end
up in the state 0. In the state 0, the robot can only observe "left". The observation "both" does not

match what is expected by the model, so a discrepancy happens.
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Grid-world domain - the first two planning steps before a discrepancy occurs

Robot’s initial belief: uniform  probability over states other than the goal,
(0,0.1),(1,0.1),(2,0.1),(3,0.0),(4,0.1),(5,0.1),(6,0.1),(7,0.1),(8,0.1),(9,0.1),(10,0.1)

Robot’s action: cast

Robot’s observation: both

Robot’s updated belief: (4,1.0)

Robot’s action: north

Robot’s observation: both

Robot’s updated belief: discrepancy happens as the expectation was that the robot ends up in the

state 0 and observes "left".

We say a discrepancy has happened when the robot’s observation of the world does not belong
to the set of observations that the robot could receive from the environment by reasoning on its
planning model. Under the assumption that the robot’s sensors are not defective, the planning
model should be the reason for erroneous expectation, and the different elements of the POMDP
model should be examined for their inaccuracies. Similar to many other planning and execution
monitoring approaches (even learning), we assume that the state and observations spaces of the
planning model are complete. Thus, the transition and observation functions of the POMDP are
the main cause of the discrepancy.

In the previous example, the truth is that there is a thick carpet between the state 4 and 0,
and the robot actually did not move at all and will not be able to move if it keeps executing the
north action (Fig. 7.2). However, it could also be possible that the carpet is traversable with some
probability (the carpet is thin), and the robot would be able to go to the state 0 after multiple
executions of the north action. Both of these explanations of the discrepancy are concerned with
the accuracy of the POMDP’s transition model (dynamics). Differently, it could also be the case
that the robot is in the state 0 (Fig. 7.3), but because of an incorrect heading it observes "both"
(although it should observe "left"). This last explanation is concerned with the accuracy of the
robot’s observation function.

The discrepancy problem sounds very similar to a popular problem called the kidnapped-robot
problem where a robot is unable to estimate its own position via the localization process [64].
Some approaches address the discrepancies by resetting the belief state of the robot when a
discrepancy is detected, or specifically in the localization domain, when the robot is lost due
to an inaccurate model [47, 111]. A prominent approach within this body of literature called
Sensor Resetting Localization (SRL) is an extension of Monte Carlo Localization and addresses
the kidnapped-robot problem by inserting additional hypotheses generated from sensing in the
belief state when the robot is uncertain of its position. These approaches provide promising
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Figure 7.2: There is a thick carpet between the states 4 and 0, so the robot cannot transition from
4 to 0 anymore.

Figure 7.3: A 3 x 4 grid with the robot located at state 0.

results in domains such as robot soccer where external disturbances are the main reason for the
discrepancy [47, 111]. However, in some cases, a discrepancy might not be a result of having a
wrong estimate of the robot’s state and might be due to systematic changes in the environment
that would require changes to the model. In these cases, if the model is used as it is, the robot
might never be able to achieve its goal. For example, in the navigation domain above, if we do not
reason about the change to the model that the robot cannot transition from the state 4 to 0, and
only reset the belief state to a uniform distribution over all states (similar to the initial belief state
of this problem), the robot would still try to go north rather than realizing that route is infeasible
now and taking an alternative route of going south. The robot will get into a loop of detecting a
discrepancy and resetting the belief state after each execution of the north action which prevents it

from reaching its goal. Please see below a scenario where the robot only resets the belief state.
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Resetting the belief state to address the discrepancy

Robot’s initial belief: uniform  probability over states other than the goal,
(0,0.1),(1,0.1),(2,0.1),(3,0.0),(4,0.1),(5,0.1),(6,0.1),(7,0.1),(8,0.1),(9,0.1),(10,0.1)

Robot’s action: east

Robot’s observation: both

Robot’s updated belief: (4,1.0)

Robot’s action: north

Robot’s observation: both

Robot’s updated belief: discrepancy happens as the expectation was that the robot ends up in the
state 0 and observes "left".

*¥*We reset the belief state to a uniform distribution over all the states except the goal.

Robot’s updated belief: uniform probability over states other than the goal,
(0,0.1),(1,0.1),(2,0.1),(3,0.0),(4,0.1),(5,0.1),(6,0.1),(7,0.1),(8,0.1),(9,0.1),(10,0.1)

Robot’s action: east

Robot’s observation: both

Robot’s updated belief: (4,1.0)

Robot’s action: north

Robot’s observation: both

Robot’s updated belief: the same discrepancy happens again.

7.2 Formulation of Discrepancy Recovery as a Planning Prob-

lem

We address the discrepancies by integrating them into the original planning problem. Our

algorithm follows the following three steps to handle the discrepancy:

* Discrepancy detection: we say a discrepancy has occurred when Pr(z;|b;, a;) = 0. This
says that the probability of perceiving the current observation z; given the current belief b;
and action a, is zero. The robot does not know how to update the belief state and proceed
from that point on as none of the states have a nonzero probability. Following the example,
Pr(both|(4,1.0), north) = 0.

* Discrepancy diagnosis: in this step we find a set of hypotheses that can explain the
discrepancy. For each hypothesis, we come up with a query targeted at an oracle regarding
the hypothesis. We call these queries clarification actions. Each clarification action can

invalidate a given hypothesis.

* Discrepancy reasoning and recovery: using the set of hypotheses and their associated
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clarification actions, this step decides what the robot should do at each step to achieve the
goal of the task. The need for discrepancy recovery is situation-dependent. If, for instance,
discrepancy diagnosis is able to specify a subset of hypotheses in all of which the current
plan should be continued, then there is no need to disambiguate between two candidate

hypotheses right away when both candidates belong to this subset.

Hypotheses and Clarifications This section assumes that the discrepancy diagnosis step is
done beforehand, and the robot has access to a set of hypotheses on why the discrepancy has
happened. The main focus will be on discrepancy reasoning and recovery, and more specifically
using the set of hypotheses to enable the robot to still achieve the goal of the task. The robot has
access to a set of explanations which we call a hypotheses set and denote it by M H, and a set
of clarification actions denoted by A.;. Each hypothesis h € M H is a potential explanation for
the discrepancy that states what changes to the model could explain the discrepancy. We assume
that at least one of the hypothesis in M H truly explains the discrepancy. If a hypothesis is valid,
we can apply its associated changes to the original model and use it in the rest of the planning
episode. For each h € M H, we have a corresponding clarification action with a cost associated

with it. Each clarification action a € A can invalidate a certain explanation or hypothesis.

Formally, a hypothesis h is represented as a set consisting of tuples [type, elements, values],
h={[t,e,v],...,[t/,e,v']}. Each tuple enumerates what changes should be made to the original
planning model; we call each tuple, a modification tuple. The set of all the modification tuples
applied to the original planning model explains the current discrepancy without introducing
discrepancies in the previous planning steps. The type (t) specifies if the tuple is associated with
the transition function 1" or the observation function O. In the case of the transition function,
elements (e) = (s, a, s') specifies the state s, action a and next state s that the transition function
operates on. The s, a and s’ variables can also take * as their values meaning that they can be
replaced with any state, any action and any state, respectively. We also refer to these elements
of type 1" as the parameters of the transition function. In the case of the observation function,
elements = (s, a, z) specifies the next state s, action a and observation z that the observation
function operates on. The s, a and z variables can also take * as their values meaning that they
can be replaced with any state, any action and any observation, respectively. We also refer to
these elements of type O as the parameters of the observation function. The elements variable
basically describes how the parameters of the transition or observation functions should change.
The values (v) specifies if the probability for that transition or observation should change from
nonzero to zero or change from zero to nonzero (binary variable). If the changes associated with

all the elements members of the modification tuples of h are applied to the original planning
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model, the discrepancy would get resolved. The robot might have multiple hypotheses that explain

the discrepancy, but it does not know which hypothesis is valid.

The objective of our planner is to achieve the goal of the task, e.g., reaching the state 3,
rather than figuring out which hypothesis is valid. Thus, instead of investigating the validity of
the hypotheses, we include the hypotheses and the clarification actions associated with them
in the original planning model. We let the planner to decide if a hypothesis actually affects
the planning outcome and should be validated or not. For example, in the simple navigation
domain above, let’s assume that there is no chance that the robot can go from the state 4 to
the state 0; let’s call this hypothesis i1, h1 = {[T (4, *,0),0], [T, (4, *,4), 1]}. Now if we only
have hl in the hypotheses set, M H = {hl}, the robot should for sure take the alternative
route of going south as Al is the only valid hypothesis. However, if M H = {h1, h2} where
h2 ={[T, (4,%,0),1],[T, (4, %,4), 1]}, which states that there is a good chance that the robot can
still go north (the carpet is thin), the robot might decide to validate /11 versus h2 before deciding
on a direction. This decision would depend on the cost of asking a clarification action compared
to the cost of taking an alternative route of going south. If the former is small, it is worth to ask a
clarification action rather than directly taking the alternative route of going south. If A1 is valid

and h2 is invalid, only going south can take the robot to its navigation goal.

For each h € M H, we have a corresponding clarification action with a cost associated with
it. If a hypothesis is valid, we can apply its associated changes (i.e., the modification tuples) to
the original model and use the new model in the rest of the planning episode. Each clarification
action asks questions regarding the tuples in the hypothesis’ modification tuples set to invalidate
it. Even if one modification tuple from a hypothesis’ modification tuples set is invalid, the whole
hypothesis is invalid. The clarification action cost is finite if it has not been asked before, and it
becomes infinite when it is asked. We keep track of if a clarification action has been asked before
by using a binary variable and including it in the augmented model’s state, but for simplicity
of notation, we do not enumerate it when we talk about the augmented model’s state. If the
validity or invalidity of a hypothesis is not verified yet, we have to consider its potential invalidity
while planning. This is done by including a large cost associated with using the transitions or
observations from the hypotheses’ modification tuples (elements) in the cost function of the

original planning model.

We will enable the robot to decide if and when a clarification action should be asked to
invalidate a specific hypothesis. The robot will also decide which clarification action should
be asked. The objective of our planner is to achieve the goal of the task, and the validity of a
hypothesis or the invalidity of certain hypotheses might help with achieving the goal. We will
explain how we come up with the M H and A, sets later, but it will not be the main focus of
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this thesis. We augment the original POMDP model with the hypotheses set and the clarification
actions and reformulate it such that the robot stays away from the regions of the state space where
the discrepancy happened and the model is inaccurate. If staying away from these regions is
inevitable or not preferred (i.e., costly), the robot asks clarification questions to figure out where

the actual inaccuracy lies and which explanation or hypothesis can address the discrepancy.

7.2.1 Discrepancy POMDP Model

Please see below how the original POMDP model is augmented to include the hypotheses and
clarification actions. We use a goal POMDP representation described in Chapter 2.2.2 for both the
original and the augmented POMDPs. It has been proven that any discounted reward POMDP can
be converted to a goal POMDP [26]. Thus, one can convert the discounted reward POMDP from
the previous chapters to a goal POMDP before augmenting it. The original POMDP model is
represented with the tuple (S, G, A, Z, T, O, C'), and the augmented POMDP model is represented
with the tuple (S, G, A", Z', T", O', C").

* State space (S’): we augment the state space of the original POMDP to include the possible
hypotheses as follows S’ = S x M H. The belief state is a distribution over the potential
hypotheses and their associated states. This enables the robot to keep track of which
hypotheses have been invalidated and which ones could potentially be valid. Each hypothesis
h € M H specifies what changes in the parameters of the transition or observation function
resolves the discrepancy. We call the parameters associated with each hypothesis unreliable

parameters as they can be the reason for the discrepancy, unless the hypothesis is invalidated.

* Goal states (G”): any member of G irrespective of its associated hypothesis is a goal state,
Vg€ GAVhe MH, g = [g,h] € G'.

* Action space (A’): we augment the action space of the robot to include the clarification

actions, A" = AU A,. These actions enable the robot to invalidate the hypotheses.

* Observation space (Z'): we augment the observation space of the robot with "yes" and "no"

answers to the clarification questions Z' = Z U {yes, no}.

* Transition function (77(][s, h|, a, [s’, #'])): the transition function is as follows. If h says
that a certain hypothesis is valid, after applying any action, we still believe that the same
hypothesis is valid (i.e., h = h'). If a € A, a is treated as a no op action. T} (s, a, s") refers
to the original transition function and includes the changes suggested by the hypothesis
h. In Tj(s,a, s), the robot considers a uniform distribution over the transition function
parameters from the hypothesis / that are type T', type = T', and have a nonzero value of 1,

values = 1.
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T'([s,h],noop, [s',h]) a€ Ay
T'([s, k], a,[s', h']) = Th(s,a,s") a¢ Agand h = h'

0 otherwise

* Observation function (O'([s', I'], a, 2)): if we believe in the hypothesis &’ and a clarification
action asks about its validity, the answer should be "yes" with the probability 1. If the
robot asks about the validity of a different hypothesis, and we believe in the hypothesis
I, the answer should be "no" with the probability 1. Otherwise, the observation should
be according to the original observation function including the changes suggested by
the hypothesis i’ denoted by Oy (', a, z). In Oy (5, a, z), the robot considers a uniform
distribution over the observation parameters from the hypothesis /' that are type O, type =

O, and have a nonzero value of 1, values = 1.

1(z =yes) a € A, and a asks about the hypothesis b’/
O'([s',h],a,2) = 1(z =no) a € Ay and a asks about another hypothesis

O (s',a,z) otherwise

* Cost function C’([s, h|, a, [s', h]): we modify the original objective function and include
the cost for the unreliable parameters. The actions and states that have unreliable transitions
and observations are penalized through the cost function. In 77, it is always the case that
h = I, so we only consider the case where h = h/. We use the following cost function
C'([s,h],a,[s', h]) = C(s,a,s") +wU(s,a,s") where C is the original cost function. For
a list of modification tuples in the hypothesis h of form [type, elements, value], Uy, is equal
to 0 if neither the transition associated with (s, a, s') nor any observations z associated
with (s, a) are unreliable, [T, (s,a, s'),*] &€ h A [O, (s, a,),*] ¢ h, and 1 otherwise. The
parameter w specifies how much we want to avoid the unreliable parameters. A large w
encourages the robot to find alternative paths that achieve the goal of the task without using
the unreliable parts of the transition and observation functions. If not possible, the robot
minimizes the use of unreliable parameters as much as possible. Clarification actions reduce
the number of hypotheses, thus reducing the number of unreliable parameters that the robot

might use along its route to the goal.

We can then solve this augmented POMDP model by using the goal POMDP approaches that we
described in Chapter 2.2.2.
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7.2.2 How to Compute the Hypotheses Set and the Clarification Actions?

When a discrepancy is detected, our algorithm investigates the model to compute a set of hypothe-
ses that explain the discrepancy and a set of clarification actions associated with the hypotheses.
We call this step discrepancy diagnosis. The hypotheses and the clarification actions are then
given to the discrepancy reasoning step to be included in the augmented POMDP model.

In this step we look at the model and reason how the model can change so that the discrepancy
can be accounted for. Similar to many other planning and execution monitoring approaches (even
learning approaches), we assume that the state and observations spaces of the planning model
are complete. The discrepancy could come up for the following reasons or a combination of the

following reasons:

1. The robot has an imprecise model for the dynamics of the domain, i.e., T'(s,a,s’) is

incorrect.

2. The robot has an imprecise model for how the robot’s sensory observation correspond to its

state, i.e., O(s', a, z) is incorrect.

If the current action a, is not the reason for the discrepancy. The discrepancy can be the result
of a previous action, a; through a;_;. Given that the initial belief state b, that the robot started
with is correct, this can happen because the transition model 7" and/or the observation model O
associated with the actions taken in the previous steps are not accurate which lead to not having

the current state in the belief state b;_(s), i.e., b;—1(s) was incorrect.

Hypotheses Set We reason about the model and find the modified transitions and observations
(parameters) that when are nonzero result in a nonzero probability for the robot’s history of
actions and observations, i.e., Pr(z1, 22, . . ., 2|bo, a1, as, . . ., a;) > 0. We mark these parameters
as unreliable, and call them discrepancy parameters.

Imagine a matrix representation for the transition and observation functions where each row
in this matrix should sum to one. Modifying the value of the discrepancy parameters from
zero to nonzero will also affect some other parameters that share the same row in the transition
and observation functions. We mark the nonzero probabilities in the rows associated with the
discrepancy parameters as also unreliable since the values for those would change when the
zero parameters become nonzero. We call these parameters unknown parameters. We make a
distinction between the discrepancy parameters and the unknown parameters as they are treated
differently when we define the clarification action set. The unknown parameters can become
zero as the result of the discrepancy. We call each potential set of the parameters, including

both the discrepancy parameters and the unknown parameters, that can explain the discrepancy,
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a hypothesis. At least one of these hypotheses explains the discrepancy. The set with both
the discrepancy parameters and the unknown parameters is called unreliable parameters and is
assigned a high cost in the cost function C' that we discussed above.

The brute-force algorithm to generate the hypotheses set should consider making any of the
zero-valued parameters or combinations of them nonzero and evaluating if it results in a nonzero
probability for the robot’s history of actions and observations, i.e., if Pr(zy, 2o, . . ., 2¢|bo, a1, as, . . .
,a;) > 0. Note that in general coming up with the hypotheses set can be very challenging as it
depends on the whole history of actions and observations, and the number of the parameters in
the planning model; however, certain assumptions and knowledge in the domain can decrease
the number of hypotheses. We assume 1) the discrepancy is only associated with the current
execution step, and 2) only a minimum number of changes should be applied to the planning
model. Thus, our algorithm to generate the hypotheses set starts with making one change to the
transition or observation functions associated with the current belief state, action and observation.
The modifications that result in Pr(z;|b;_1,a;) > 0 are all valid hypotheses. If the algorithm
cannot find any valid hypothesis, the algorithm considers changing all possible combinations of
pairs of zero-valued parameters to nonzero and evaluating if Pr(z;|b;_1,a;) > 0. The goal is fully
observable, so if the agent receives a discrepancy observation that it is at the goal, the execution

can terminate as we are in a goal state.

Clarification Actions We augment the action space of the robot to include the clarification
actions, A’ = AU A,. To invalidate a particular hypothesis, the robot can ask the clarification
questions that are associated with the hypothesis’ unreliable parameters. The clarification actions
help with invalidating a hypothesis, e.g., if a parameter that was zero-valued in the original model
and hypothesized to be nonzero in the augmented model is verified to be zero, or validating a
hypothesis, e.g., a parameter that was nonzero in the original model became zero and is verified to
be zero.

A specific clarification action could ask if the unreliable parameters of a hypothesis are zero
or nonzero. Alternatively, it could also ask about each and every unreliable parameter separately.
In the latter case, a sequence of clarification actions can invalidate a given hypothesis. The former
approach can only invalidate 1 hypothesis at a time, but the latter approach can invalidate 0 or
multiple hypotheses at the same time. In our domains, since only one change to the transition
function or the observation function is enough to address the discrepancy, the two approaches
work in the same way. Here, we focus on the latter approach. There are two types of clarification

actions:

* A zero-valued parameter from the original model should be nonzero.

95



CHAPTER 7. ROBOT PLANNING AND EXECUTION IN PRESENCE OF DISCREPANCY
BETWEEN ROBOT’S OBSERVATIONS AND THE POMDP MODEL

The robot asks about the discrepancy parameters and if their value is nonzero. In the case
of asking about the transition function, the robot asks the following question: "Is it possible
to transition from x to y with the action a?". In the case of asking about the observation
function, the robot asks the following question: "Is it possible to observe z in y with the

action a?"

* Yes: all the hypotheses for which this transition or observation is impossible become

invalid.

= No: all the hypotheses for which this transition or observation is possible become

invalid.
* A nonzero-valued parameter from the original model should be set to zero.

We ask about the unknown parameters. In the case of asking about the transition function,
we ask the following question: "Is it still possible to transition from x to y with the action
a?". In the case of asking about the observation function, we ask the following question:

"Is it still possible to observe z in y with the action a?"

* Yes: all the hypotheses for which the transition or observation is impossible become

invalid.

* No: all the hypotheses for which this transition or observation is possible become

invalid.

7.2.3 Example Formulations

In this section, we describe how the discrepancy model is formulated for both the navigation
and the restaurant domain. In these domains, to come up with a list of potential hypotheses, we
assume that the discrepancy is only associated with the current execution step. Thus, the robot
should only consider modifications to the transition and observation functions that are relevant to
the current belief state, action and observation. We also assume that only minimum number of

changes should be applied to the planning model.

Navigation Domain

Recall the example navigation domain from Section 7.1 where the robot observed "both" after

executing the action north in the state 4 even though it expected to observe "left".

Discrepancy Diagnosis If we were making only one change to the transition function, changing

the transition function such that 7'(s'|s, a) = Pr(4|4, north) > 0 would explain the discrepancy.
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This says that the robot might actually be able to transition to the state 4 by executing north from
the state 4. The original transition function stated that if the robot is in the state 4, and it executes
north, with 100% probability, it ends up in the state 0. If Pr(4|4, north) > 0, then Pr(0|4, north)
is either greater than O or equal to 0. Note that we make a distinction between the two cases as the
latter makes the 4 to 0 transition untraversable and can invalidate a previously known feasible and

optimal path.

We create two hypotheses, i1 and h2, associated with the cases that we mentioned above. The
hypotheses h1 and h2 say that if we are in the state 4, and we execute north with 5% probability,
we end up in 0 and with % probability we end up in the state 4 (5 + o = 100 and 3, o < 100).
The parameter « is the discrepancy parameter, and [ is the unknown parameter. Hypothesis h1
considers that 5 = 0, and h2 considers that 5 > 0. If « = 0 (discrepancy parameter), both of
these hypotheses are invalid as both hypotheses rely on the discrepancy parameter; if 5 = 0,
then only h2 is invalid. Two clarification actions are associated with these hypotheses. The first
clarification action asks if « is nonzero, and the second clarification action asks if [ is nonzero to

invalidate the hypotheses.

Let’s assume that in the domain that we illustrated in Fig. 7.1, the truth is that there is a thick
carpet from the state 4 to 0 as shown in Fig. 7.2, and the robot did not move at all and will not
be able to move if it keeps executing the action north (41 is correct). The robot should take an
alternative path to reach the goal by going south. However, it could also be possible that the carpet
is thin and hence traversable with some probability, and the robot would be able to go to the state
0 after multiple executions of north (h2). Notice that in /1, going north will not in any way take
the robot to the goal. However, in h2, after multiple executions of the north action (probabilistic
transition), the robot will be able to reach state 0 and eventually reach the goal (although might
not be optimal). Both of the hypotheses have doubts regarding the transition from 4 to 0. One
says that it is not possible to transition from 4 to 0, and the robot stays in 4 (the route through
the state O is infeasible). The second says that the robot can stay in 4 with some probability and

transition to 0 with some other probability (the route through the state O is feasible).

If we were only modifying the observation function, changing the observation function such
that Pr(both|0, north) > 0 would explain the discrepancy. This claims that the robot might be
able to observe "both" in the state 0. The observation function for the original model says that
if the robot ends up in the state 0, with 100% probability it observes 1eft. The hypotheses h3
and h4 say that if we end up in the state 0, with 7% probability we observe "left", and with 6%
probability we observe "both" (7 + ¢ = 100). The parameter J is the discrepancy parameter, and

~v is the unknown parameter.

If 6 = 0, it means that h3 and h4 are invalid (h1 or h2 is valid). If v = 0, h4 is valid, and if
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both § > 0 and v > 0, h3 is valid. We have two hypotheses regarding the observation function.
One states that the robot ended up in the state 0, and it is possible to observe both "left" and "both"
in the state 0. Another possible hypothesis is that the robot can observe only "both" in the state
0. These are the only two hypotheses associated with the observation function that can explain
the discrepancy (h3 and h4). Two clarification actions are associated with these two hypotheses.
The first clarification action asks if  is nonzero, and the second clarification action asks if - is
nonzero to invalidate the hypotheses.

For this simple example, we have 4 hypotheses that might explain the discrepancy with only
one change to the planning model (i.e., one discrepancy parameter per hypothesis). There are
4 clarification actions associated with the 4 hypotheses. Each clarification action might be able
to invalidate more than one hypothesis. We assume a uniform distribution over the possible
hypotheses. Note that our goal is to achieve the goal of the task rather than learning the model
parameters. Thus, rather than going for the exact values for the uncertain parameters to find an
optimal path to the goal, we look for paths that avoid using those parameters by associating a
high cost to using them. The robot can also take clarification actions to find the most plausible
hypothesis. Given that the parameters will not match the parameters of the true model, optimality
is not guaranteed, but achieving the goal is. We will prove the soundness and completeness

guarantees of this formulation later.

Discrepancy Reasoning and Recovery Now that we have the hypotheses set and the clari-
fication actions, let’s see what the augmented POMDP model looks like. Originally the state
space only included the position of the robot. We add the hypotheses to the state space, so
the state vector becomes: [pos, hl — correct, h2 — correct, h3 — correct, h4 — correct]. The
hl — correct , h2 — correct, h3 — correct, and h4 — correct state variables specify which
model is valid. Only one of these state variables could be 1. For example, if we believe that
the robot is located in the state 4 and /1 is valid, then we believe we are in the following state
[4,1,0,0,0] with the probability 1. When a discrepancy happens, the robot does not know which
of the 4 hypotheses is valid; thus, the belief state of the robot after the discrepancy becomes
([4,1,0,0,0],0.25),([4,0,1,0,0],0.25),(]0, 0,0, 1,0],0.25), ([0, 0, 0,0, 1], 0.25) as we have a uni-
form distribution over the hypotheses. The first two hypotheses (h1 and h2) claim that the robot
is located in the state 4 after executing the action north, and the second two hypotheses (h3 and

h4) say that the robot is located in the state 0 after executing the action north.

Regarding h1 and h2, there are two questions that the robot can ask. One question asks if it is
possible to go from the state 4 to the state 4 with the action north. If the answer is "yes", either i1

or h2 is valid. Hypotheses 13 and R4 still believe in the original transition function. They assume
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that the agent ends up in the state O with the action north, so the answer "yes" to the question
invalidates them. If the answer is "no" then either /3 or h4 is valid. The second question asks
if it is still possible to get to the state 0 from the state 4 with the action north. If the answer is
"yes", either h2, h3 or h4 can be valid, otherwise if the answer is "no", only A1 is valid. Similarly,
we have 2 questions associated with the hypotheses 13 and h4. In total we have 4 clarification

actions that can invalidate the hypotheses if necessary.

In addition to the above changes to the model, the robot changes the cost function to assign
a high cost to the unreliable parameters (unreliable action and state pairs in the transition or
observation function) if they are used during planning. In this cost function, if there is an
alternative route that can take the robot to the goal, the robot might take that instead of taking any
of the clarification actions. The robot’s policy depends on the trade-off between the cost of taking
the clarification actions or trying an alternative route. If there is no alternative route, the robot
will try to determine the valid hypothesis by asking the clarification questions. This explanation
concludes how we formulate the augmented POMDP model for the navigation domain. The
augmented planning model can then be solved using the ILAO* algorithm [79] to compute a

policy.

In the navigation example, we assign a cost of 100 to using the unreliable parameters (the
unreliable action and state pairs) during planning. If the cost of each clarification action is 1,
and in the ground-truth grid-world the robot cannot transition from the state 4 to 0, the robot
follows the scenario below. The robot asks "is it still possible to go from the state 4 to 0 with
the action north?". The oracle responds "no" and the belief state becomes ([4, 1,0, 0, 0], 1.0).
The robot realizes that hl is valid, and it should go south as a result. In a different ground-
truth grid-world, if the answer was "yes", the robot would have realized that A1 is invalid and
any of the other hypotheses are a viable hypothesis, so the belief state would have become
[([4,0,1,0,0],0.2), (]0,0,0,1,0],0.4),([0,0,0,0,1],0.4)] . In this case, the robot might have
asked another clarification action, namely "is it still possible to observe left in the state 0 with the

action north?".

Given the ground-truth environment in Fig. 7.2, the human answered "no" to the first question.
If the cost of a clarification action was 4 rather than 1, the robot would have not taken a clarification
action and would have taken the alternative route to reach the goal by going south. Since there is
an alternative route that takes the robot to the goal, it doesn’t even worth it to ask a question when

the clarification actions are costly.
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Grid-world domain - the first two planning steps after the discrepancy

Robot’s initial belief: ([4,1,0,0,0],0.25), ([4,0,1,0,0],0.25), ([0,0,0,1,0],0.25)
,([0,0,0,0,1],0.25)

Robot’s action: is it still possible to go from the state 4 to the state O with the action north?
Robot’s observation: no

Robot’s updated belief: ([4,1,0,0,0],1.0)

Robot’s action: south

Robot’s observation: left

Restaurant Domain

Let’s consider a slightly modified restaurant domain than the one we described in Chapter 3.
Each table goes through a sequence of states from wanting the menu to paying for the meal and
leaving. The customers level of satisfaction is not observable, and there are 2 satisfaction
levels, namely unsatisfied and satisfied. There are 3 observations associated with the
satisfaction level, happy, unhappy and neutral. If the customers are unsatisfied, the
robot observes unhappy and neut ral with probability 70% and 30%, respectively. Similarly,
if the customers are sat i s fied, the robot observes happy and neut ral with probability 70%
and 30%, respectively. After each timely service (action execution), the customers’ satisfaction
level increases, but if the customers wait time is high, the customers’ satisfaction decreases. In
our examples, we assume that all the services are done within a time frame that does not decrease

the customers’ satisfaction level.

Now, let’s consider the following examples. In both of these examples, the customers enter
the restaurant and sit at a table. The robot brings the menu to the customers and get their orders.

After both the action executions, the robot observes that the customers are happy.

Example 1 While the customers are waiting for their food, the robot brings them bread if it
does not see bread on their table to keep them satisfied (and busy) while waiting. Given that the
customers in our scenario have switched to the waiting for food state, the robot performs
the bring bread action. The robot expects the following scenario, but it observes the scenario

below it.
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Restaurant setting - expected interaction with Table 0

Robot’s initial belief: ([. .., satisfied],1.0)
Robot’s action: go to table 0 and give them the menu
Robot’s observation: happy

Robot’s updated belief: ([.. ., satisfied],1.0)
Robot’s action: go to table 0 and get their orders
Robot’s observation: happy

Robot’s updated belief: (|. .., satisfied],1.0)
Robot’s action: go to table 0 and give them bread
Robot’s observation: happy

Robot’s updated belief: (|. .., satisfied],1.0)
Robot’s action: go to table 0 and give them bread
Robot’s observation: happy

Robot’s updated belief: (|. .., satisfied],1.0)
Robot’s action: go to table 0 and give them bread
Robot’s observation: happy

Robot’s updated belief: ([. .., satisfied],1.0)
Robot’s action: go to table 0 and deliver their food
Robot’s observation: happy

Restaurant setting - actual interaction with Table 0

Robot’s initial belief: ([. .., satisfied],1.0)

Robot’s action: go to table 0 and give them the menu
Robot’s observation: happy

Robot’s updated belief: (|. .., satisfied],1.0)
Robot’s action: go to table 0 and get their orders
Robot’s observation: happy

Robot’s updated belief: ([.. ., satisfied],1.0)
Robot’s action: go to table 0 and give them bread
Robot’s observation: unhappy

Robot’s updated belief: discrepancy happens as the expectation was that the robot ends up in the

state satis fied and observes happy

The robot observes that the customers are unhappy. As the robot only expected that the
customers should be satisfied (switch to the sat i sfied state), and hence happy, a discrepancy
occurs. It is not immediately clear if the customers are unhappy because they do not want bread
(e.g., have an allergy to wheat) or they are having an argument regarding something else (so no
change in the robot’s policy). Maybe the customers are unsatisfied because they have an allergy

to wheat, so the robot has to consider for this specific table, bringing bread actually makes the
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customers unsatisfied rather than satisfied and plan accordingly.

Example 2 1In this example, the robot delivers the customers’ food and water (and observes
happy after both action executions). While the customers are eating, the robot fills up their
glasses if it sees that they do not have much water in their glasses (to keep them satisfied). The
robot brings water, but it observes that the customers are unhappy. As the robot only expected
that the customers should be satisfied (switch to the satisfied state), and hence happy, a
discrepancy occurs. It is not immediately clear if the customers are unhappy because they do not
want more water (e.g., they are having a lunch business meeting in which people don’t want to be
interrupted frequently) or for some other reasons. If it becomes clear that the customers became
unsatisfied because they received water, the robot should plan its next actions accordingly.
Notice that in both of these examples, one table has different preferences that do not match with
the general model that works for all the other tables in the restaurant; thus, it should plan differently
for that particular table to get the customers successfully through their dining experience. We
will go through how we formulate the augmented POMDP model for Example 1’s discrepancy

scenario next. A similar formulation applies to Example 2.

Discrepancy Detection Following Example 1,
Pr(unhappy|customers are satisfied & waiting for food & do not have bread, bring bread) = 0.

Discrepancy Diagnosis In Example 1, we assume that when the customers entered the restau-
rant, they were satisfied. There were 2 actions that the robot executed bring menu and get
orders. After both the actions were executed, the robot observed happy. Thus, from the
perspective of the robot, both the observations match the robot’s model, and the robot updates its
belief state that the customers are 100% satisfied. The customers could not be in an unsatisfied
state in the previous action executions as the robot did not observe unhappy in any of those
executions.

If we were making only one change to the transition function, changing the transition func-
tion such that 7'(s'|s, a) = Pr(unsatisfied & waiting & no bread|satisfied & waiting & no bread,
bring bread) > 0 would explain the discrepancy. This says that we might actually transition to the
unsatisfied state by executing bring bread from the satisfied state. The transition
function for the original model was if the table is in the sat i sfied state, and the robot brings
bread for the table, with 100% probability, the table transitions to the satisfied state. The
hypotheses h1 and h2 say that if the table is in the sat i sfied state, and the robot brings bread
for the table, with 8% probability, the table switches to the satisfied state and with a%
probability the table becomes unsatisfied (8 + o = 100 and 5, a < 100). If o = 0, these
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hypotheses are invalid. The hypotheses set and the clarification actions set for this case are very
similar to what the robot came up with in the navigation domain.

If we were only modifying the observation function, changing the observation function such
that Pr(unhappy|satisfied & waiting & no bread, bring bread) > 0 would explain the discrepancy.
This says that it is possible to also observe unhappy when the customers are satisfied (and
they are waiting for the food and do not have bread). The observation function for the original
model says that if we end up in a satisfied state by bringing bread, with 70% probability
we observe happy, and with 30% probability we observe neutral. The hypotheses for this
case say that if we end up in the sat isfied state by bringing bread, with 7% probability we
observe happy, with 6% probability we observe neut ral, and with 4% probability we observe
unhappy (7 + 6 + v = 100). If v = 0, none of these hypotheses are valid. If v > 0, there are 4
hypotheses associated with this case as both 7 and ¢ can go from nonzero to zero.

There are 6 hypotheses and 6 clarification actions. One can assume a uniform distribution over
the possible 6 hypotheses (each with 16% probability). Alternatively, since there are 2 hypotheses
associated with the « discrepancy parameter, and 4 hypotheses associated with the ~y discrepancy
parameter, one can also assume a uniform distribution over the discrepancy parameters. This
approach assigns 25% probability to 41 and h2, and 12.5% probability to h3 to h6. We use the

latter method in this work.

Discrepancy Reasoning and Recovery In the restaurant setting, the original state space was
S = SR x SC where SR denoted the robot’s state space and SC' denoted the table’s state space.
This particular table’s state space now includes the hypotheses set, SC' = SC' x M H; thus the
augmented state space is S’ = SR x SC". This particular table’s action space now includes the
clarification actions, A’ = AU A,. Since the augmented state and action spaces are specific to
this particular table, our formulation maintains the independence between the tables.

We add the hypotheses to the state space, so the state vector becomes: [original — state —
variables, h1,h2, h3, h4, h5, h6]. The hl to h6 state variables specify which model is valid. The
value of the original state variables are specified according to the different potential hypotheses.
Similar to the navigation domain, the robot changes the cost function to assign a high cost to the
unreliable parameters (unreliable action and state pairs in the transition or observation function) if
they are used during planning. The augmented planning model is then solved using the ILAO* al-
gorithm [79] to compute a policy. The discrepancy scenario for Table O is below. In the restaurant
setting with multiple tables, the other tables’ actions are interleaved with the Table 0’s actions to
effectively address all the tables. More specifically, in the interaction below since Table 0 does

not want bread anymore, the robot can attend to the other tables in the meantime while Table 0’s
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food become ready.

Restaurant setting - actual interaction with Table 0 after the discrepancy

Robot’s updated belief: (|. .., satisfied],1.0)

Robot’s action: go to table 0 and give them bread

Robot’s observation: unhappy

A discrepancy happens, and the augmented POMDP model is built.

Robot’s updated belief:

([. .. yunsatisfied, 1,0,0,0,0,0],0.25), ([. . ., unsatis fied, 0, 1,0, 0,0, 0], 0.25),

([. .., satisfied,0,0,1,0,0,0],0.125),([.. ., satis fied, 0,0,0,1,0,0],0.125),
([...,satisfied,0,0,0,0,1,0],0.125),([.. ., satis fied, 0,0, 0,0, 0,1],0.125)

Robot’s action: is it possible for the satisfied customers on Table 0 to become unsatisfied if the robot
brings bread for them?

Robot’s observation: yes.

Robot’s updated belief:

([...,unsatisfied, 1,0,0,0,0,0],0.5), (..., unsatis fied, 0, 1,0, 0,0, 0], 0.5)

Robot’s action: is it still possible to make the customers on Table O satisfied, if the robot brings
bread for them?

Robot’s observation: no

Robot’s updated belief: (|. .., unsatisfied, 1,0,0,0,0,0],1.0)

Robot’s action: go to table 0 and deliver their food

Robot’s observation: happy

7.3 Efficient Planning on the Discrepancy Model

The size of the state and action spaces of the augmented POMDP model depends on the number
of hypotheses which makes solving these models very challenging. In this section, we describe
how the augmented POMDP model is solved efficiently. Before getting into the details of our
approach, we describe our framework. In general solving the original planning problem optimally
to assure the real-time performance of the robot in the restaurant setting is not feasible because of
the complexity of POMDP models. Thus, in this chapter we focus on real-time search algorithms
that interleave planning and action execution and guarantee that an agent’s next action is selected
within a hard prespecified time bound. These algorithms usually incorporate a learning mechanism
that prevents infinite loops and guarantees that, under certain conditions, the agent will reach a
goal despite limited planning. Planning usually consists of a lookahead phase, during which an

expansion-bounded search generates the local search space around the current state, discovering
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the optimal path from the initial node to all frontier nodes, and a learning phase, during which the
heuristic values of the nodes within the local search space are updated based on the information
obtained during lookahead. Action execution is simply the transitioning of an agent from node to

node along the cost-minimal path discovered during the lookahead search.

7.3.1 Background on ILAO* Algorithm

Within the body of literature on real-time POMDP algorithms, we leverage the ILAO* algorithm
described in [79] to solve the augmented POMDP model. LAO* is a heuristic search algorithm
that can find optimal solutions for MDPs or POMDPs by expanding the reachable states using a
greedy policy. The algorithm has three main steps: expansion, revision, and convergence test. In
the expansion step, the algorithm expands some nonterminal tip state of the best partial solution
graph and add any new successor states to the explicit graph G. In the cost revision step, it creates
a set that contains the expanded state and all of its ancestors in the explicit graph by following the
current best solution, and then performs dynamic programming (value iteration or policy iteration)
on the set. For convergence test, it performs value iteration (or policy iteration) on the states
in the best solution graph until the best current solution graph does not have an unexpanded tip
state and the error bound falls below e. LAO* shares the properties of AO* and other heuristic
search algorithms. Given an admissible heuristic function, all state costs in the explicit graph
are admissible after each step and LAO* converges to an optimal or e-optimal solution without
(necessarily) evaluating all problem states [79].

Improved LAO* (ILAO*) improves the performance of LAO* by using various techniques.
One technique is to expand multiple states on the fringe of the best partial solution graph before
performing the cost revision step. For certain problems, expanding all states on the solution fringe
before performing the cost revision step worked better than expanding any subset of the fringe
states [79]. They also found it helpful to limit the number of iterations of value iteration in each
cost revision step because value and policy iteration are much more computationally expensive
than expanding the best partial solution graph. Thus, ILAO* limits the number of state backups
by integrating them into the solution expansion step. The algorithm is as follows. While the best
solution graph has some nonterminal tip state, the algorithm performs a depth-first search of the
best partial solution graph. For each visited state, if the state is not expanded, it gets expanded.
Later, states of the greedy policy graph are backed up only once in the postorder when they are
visited. ILAO* has the same convergence test as the LAO* algorithm. The full ILAO* algorithm
from [79] is shown in Algorithm 8. The algorithm is originally designed for MDPs, but they can
also be applied to belief MDPs (POMDPs).

Different from the original algorithm in [79] that runs the algorithm until convergence, we
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Algorithm 8: ILAO* Algorithm from [79] on POMDP p and with a time limit ¢/.

1 ILAO* (b,p,tl)

2 The explicit graph G’ asscoiated with p initially consists of the start belief state b.

3 while time-limit tl is not reached do

1. Expand best partial solution, update state costs, and mark best actions:
While the best solution graph has some nonterminal tip state, perform
a depth-first search of the best partial solution graph.
For each visited state ¢, in postorder traversal:

* If belief state 7 is not expanded, expand it.

* Use the Bellman equation to set V(i) and mark the best action for 7.

2. Convergence test: Perform value iteration on the states in the best solution graph.
Continue until one of the following two conditions is met.
(1) If the best solution graph changes so that it has an unexpanded tip state,
continue.
(2) If the error bound falls below ¢, break.

4 return the current solution graph.

only run the ILAO* algorithm until a time-limit is reached. To solve the original POMDP model,
the robot follows the ILAO* algorithm to expand all the belief states on the fringe of the best
partial solution graph, and then uses the domain-dependent heuristic function H (s) where s € S
to compute the frontier nodes’ heuristic values. To compute the heuristic value of the frontier
belief state b which is represented as a list of states and their probabilities, (state, prob), the robot
takes the minimum over the heuristic value of each state in the belief state b as shown in Eq. 7.1.
For example, in the navigation domain, the heuristic values can be computed by using Euclidean
distance, Manhattan distance or Dijkstra distance (considers obstacles). In the restaurant setting,

we consider the number of steps until the customers leave the restaurant as our heuristic function.

H(b) = H((s1,p1), - - (s, ) = min(H (s1), ..., H(sp)) (7.1

7.3.2 ILAO¥* on Discrepancy Model

We use the original ILAO* algorithm to solve the augmented POMDP model. The algorithm
follows the ILAO* algorithm to expand all the belief states on the fringe of the best partial solution
graph, and then uses a modified version of the domain-dependent heuristic function H called
H yugmentea to compute the frontier nodes’ heuristic values. Notice that the heuristic function

H (s) is initially defined over the state space of the original POMDP model, s € S, and the new
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heuristic function H .y gmentea(s’) is defined over the state space of the augmented POMDP model,
s' € ', where the state includes both the original state variables and the hypotheses variables,
s" = [s, h]. Similar to Eq. 7.1, we take the minimum over the heuristic value of each state s’ in the
belief state. To compute the heuristic value of each state, [s, h] € S, we exclude the hypotheses
variables and use the original heuristic function defined over the original state space to obtain
the heuristic values as shown in Eq. 7.2, Hyugmentea(s’) = H(s) where s’ = [s, h]. This naive

approach of computing the heuristic values is the baseline approach that we compare against.

Haugmented(([sla hl]apl)a ceey ([Ska hl]vpk)v ([5,17 hQ]apll)> R ([5;717 hQ]ap;n)a ) ([8,1/7 hk]7p,1/)7 B
([s7 hels pp)) = min(H (s1), ..., H(sg), ., H(sY), oo, H(sy)s oo H(sY), oo, Hsy))
(1.2)

7.3.3 ILAO* with Hypothesis Decomposition on Discrepancy Model

The computational complexity of solving the augmented POMDP model depends on the number
of hypotheses. As the number of the hypotheses increases, the number of the clarification actions,
and consequently the branching factor of the augmented POMDP’s graph also increases. For
complex problems where there are a lot of potential hypotheses (e.g., where the history of actions
and observations should also be considered for diagnosis), it would be very challenging to solve
the augmented POMDP model. We address this challenge in this section. Our key idea is to
use the lower-bound on the value of the original planning problem under different hypotheses
to compute better heuristic values. Our algorithm uses the original ILAO* algorithm on the
augmented POMDP model for the expansion, revision and the convergence test steps of the
algorithm, but computes better heuristic values to better guide the search. The baseline approach
does not take into account the hypotheses when computing the heuristic values. Differently, we
use the key idea that the hypotheses can be solved separately independently of one another to
compute better lower-bounds on the cost to the goal. As shown in Eq. 7.3, we take the minimum
over the lower-bound value of the POMDP model associated with each hypothesis to compute the
heuristic values. Variable b denotes a distribution over the states of the original POMDP under
hypothesis h1, i.e., s1 to s;. Similarly, " and b” represent a distribution over the states under
hypothesis hy and hy. V' (b, hy) denotes the lower-bound on the value of the belief state b under
the hypothesis h,. Similarly, V (0, hy) and V' (0", hy,) denote the lower-bound on the value of the
belief state &’ and b” under the hypothesis hy and hy, respectively. Computing the lower-bound
on the value of each hypothesis has a similar computational complexity as the original planning

problem.
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Haugmented(([slv hl]apl)a R ([Ska hl]ka)v ([5,17 hQ]apll)v SRRE) ([S/Tn’ h?]ap;n)a ) ([8,1/5 hk])]),l/)? EERR)
([sms ], pp)) = min(V (b, ), V(¥ o), ..., V (", )
(7.3)

To compute the heuristic values associated with each hypothesis, one can solve the original
POMDP problem associated with each hypothesis, or use approximation methods which require a
low computational effort. We generally prefer approximation methods since solving the original
POMDP problem has a high computational complexity. In addition, the number of heuristic
computations is proportional to the number of frontier nodes of the graph which can exponentially
increase as we expand the graph; thus an approach that can compute a lower-bound on the value
of the frontier nodes with a low computational effort is preferred. We are particularly interested
in approximations that use the underlying MDP to compute lower-bounds on the value of the
hypotheses. As we mentioned earlier, the ILAO* algorithm can be used to solve MDPs or
POMDPs (belief MDPs). We compute lower-bounds on the value of each hypothesis by applying
the ILAO* algorithm to solve the MDP model associated with the hypothesis. The choice between
using the POMDP model associated with a particular hypothesis versus using the associated
MDP model in general depends on the domain, but in our experiments and in the literature the

approximate MDP model has been shown to be more effective [158].

Although it is easier to solve the original planning problem using the MDP approximation
compared to solving the augmented POMDP model, but the size of the MDP model still prevents
us from fully solving it. To be able to solve the augmented POMDP model in a real-time fashion,
e.g., less than 30 seconds planning time for each action execution, we introduce a parameter which

limits the time dedicated to computing a heuristic value for each belief state.

To solve the augmented POMDP model, the ILAO* algorithm in Alg. 8 is applied on the
augmented POMDP formulation, but rather than using the trivial heuristic computation in Eq. 7.2,
our algorithm uses Alg. 9 to compute the heuristic values for the frontier nodes of the augmented
POMDP’s graph. Alg. 9 also runs the ILAO* algorithm, but on the original POMDP model
associated with each hypothesis, and it uses the trivial heuristic computation, H (s), for its frontier
nodes. The beliefs and hypotheses variables are computed from the belief state of the
augmented POMDP model (line 2). The states in this belief state can be divided based on which
hypothesis they believe is valid. This will divide the belief state into disjoint sets associated with
different hypotheses. The probabilities associated with the states in each set is then normalized to

form the belief state for each hypothesis.

The algorithm goes over the hypotheses sequentially and runs one iteration of the ILAO*
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algorithm which includes all the 3 steps (line 6), namely expansion, cost revision and convergence
test. The algorithm keeps iterating over the hypotheses until the heuristic time-limit is reached
(line 4). This approach ensures that we dedicate equal time to computing the value of each
hypothesis. To compute a lower-bound on the value of the frontier states in each hypothesis” MDP

graph (line 6), the algorithm uses the original heuristic function H(s).

Algorithm 9: Compute Heuristic Values for A Belief State b,y gmenteq 0f the Augmented
POMDP Model paugmented

1 ComputeHeuristicForAugmenetedTask (0,.gmented Paugmented, Nt1)
2 (beliefs,hypotheses) < DivideHypotheses(baugmentedsPaugmented)
3 V=0
4
5

while heuristic time-limit htl is not reached do

for (b, h) € (beliefs,hypotheses) do
/I ILAO* can be applied on the MDP or POMDP model associated with hypothesis i

Vi, <= ILAO*(b,h,htl) /i for the frontier nodes of this ILAO*, we use the original H function
7 V =min(V, V})
8 return V/

=)

7.4 Efficient Planning for Achieving Multiple Independents
POMDPs

In the multi-task settings such as the restaurant domain, the robot has to solve the agent POMDP
model associated with the multiple tasks to attend to them all. When a discrepancy happens, the
model associated with one task in augmented, and the Agent POMDP model should be built from
this new augmented POMDP model and the rest of the tasks. In the previous chapter, we discussed
how we leverage the independent tasks structure and the observation that the number of tasks that
the robot can accomplish within a horizon is limited to expedite planning for multiple independent
tasks. In this chapter, we focused on solving the augmented POMDP model associated with one
task more efficiently. We now discuss how the ideas from the previous chapter and this chapter can
be integrated to expedite planning for an agent POMDP that includes augmented POMDP models.
In Chapter 6, we used a discounted reward POMDP formulation, but in this chapter we used a
goal POMDP representation. It has been shown that goal POMDPs are actually more expressive
than discounted reward POMDPs, and any discounted reward POMDP can be converted to a
goal POMDP [26]. Thus, we first discuss how the algorithms in Chapter 6 can be modified to be
applied on an agent POMDP model built from multiple independents tasks with a goal POMDP

representation.
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7.4.1 Multi-task Goal POMDP with Adaptive Horizon

Before getting into the details of the algorithm, we discuss how we formalize the client and agent
POMDPs with a goal POMDP representation. Different from the discounted reward POMDPs
that have either a maximum horizon A or a discount factor 7, the goal POMDPs have a set of
goal states GG. In addition, in the discounted reward POMDPs, the agent maximizes a reward
function, but in the goal POMDPs, the agent minimizes a cost function (all positive costs). The

other elements of the two types of POMDPs have the same representation (Chapter 2).

Client and Agent POMDPs

The client POMDP associated with each task is a tuple given by (S;, G;, A;, Z;, T;, O;, C;), where
S;i = SR x SC;. G; = SR x GC; denotes a non-empty set of goal states where GC; C SC;.
This defines a goal region for the task specific variables of task i. The goal states g € G; are
cost-free C'(g,a) = 0, absorbing T;(g,a,g) = 1 (Va € A;), and fully observable g € Z;, so
that O;(s',a,g9) = 1if s = g and O;(5, a, g) = 0 otherwise. The agent’s objective is to choose
actions at each time step to minimize the expected cost to a goal. The other elements of the tuple
are similar to the ones we defined for the discounted reward POMDP representation. The agent
POMDP created from multiple client POMDPs with a goal POMDP representation for a domain
with N tasks is represented by (N, S, G, A, Z, T, 0, C) where G = SRXxGC; xGCyx ... xGCy
denotes a non-empty set of goal states for the agent POMDP. The other elements of this POMDP
model are the same as the agent POMDP model with a discounted reward representation.

To address the restaurant setting, the robot can build an agent POMDP associated with all
the tables in the restaurant and apply the ILAO* algorithm on the agent POMDP to find the next

action to execute.

Proposed Multi-Task Method

We use a similar planning and execution framework as in Chapter 6. The main loop of the
algorithm is in Alg. 10. As in Chapter 6, P is a set of POMDP models. During the planning phase,
the algorithm computes the best action to execute in the current belief state given a time-limit
(lines 3-6). In the execution phase, the robot executes the selected action (line 7), updates the
belief state (line 8), and replans after each action execution.

Since we do not have access to a finite-horizon, the ideas that we used to solve the discounted
reward POMDPs with an infinite-horizon are used in the undiscounted reward POMDP problems.
In this section, we discuss how we modify multi-task-AH approach with H = oo from Chapter 6

and apply it here. Our key ideas are to use the truncated horizon and bound computations.
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Algorithm 10: Online Planner with Adaptive Horizon

1 MultiTaskAdaptiveHorizonPlanner (eny, P)
while not AllTasksDone() do
tpls <— InitializeTuples(P,2) // we start with pairs of tasks
while not timeout do
a,tpls,depth < SelectAction(P,tpls)
tpls <— RecomputeTuples(P,depth,tpls) /7 ILAO* could go one level deeper
observations < Step(env, a)
UpdateBeliefs(P,observations)

® N N R W N

In the multi-task-AH approach, we used the truncated horizon to find the maximum number
of tasks that the robot can achieve within the horizon. To solve the agent POMDP with a
goal POMDP representation, we use the depth that the ILAO* algorithm reaches to find the
maximum number of tasks that the robot can achieve within the depth. Different from the goal
POMDP representation where the agent’s goal is to minimize the cost function, an agent’s goal
in a discounted POMDP formulation is to maximize the reward function. Thus the upper-bound
computation in a discounted reward POMDP computes a lower-bound in a goal POMDP. However,
the lower-bound computation that we used for a discounted reward POMDP cannot be used to

compute an upper-bound in a goal POMDP. We will explain the reasons in more details later.

Limited Depth In discounted reward POMDPs with an infinite-horizon, the number of tasks
that the robot can attend to within H = oo is N, k* = N (Chapter 6.2.2). Similarly in the
goal POMDP representation since we do not have access to a maximum horizon, the number
of tasks that the robot can attend to is also N, £* = N. Thus, different from the algorithm in
Chapter 5 where we could limit the maximum number of tasks that the robot should consider
within A to compute an optimal solution, all the /V tasks should be considered in a goal POMDP
representation. However, since we have access to a truncated depth or horizon, similar to the
algorithm in Chapter 6, we leverage the observation that within the truncated depth d, the robot
can only consider k tasks (k < N), and it performs no ops on the other tasks. The robot only
considers combined models of size k till the truncated depth d while executing no ops on the other
N — k tasks, rather than a combined model of size IV, but computes the lower-bounds using the
solutions to the N individual tasks. We use the term depth instead of the horizon here as the depth
that the algorithm reaches depends on how the ILAO* algorithm performs its expansion step. If it
expands all the frontier nodes in each iteration, the depth increases by 1; however, the algorithm
can only expand a subset of the frontier nodes which might not increase the depth by 1.

Alg. 11 shows the multi-task-AH algorithm. The function InitializeTuples considers
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all possible subsets of size k. Each subset consists of two sets, ¢pl. with size k and tpl; with size
N — k. The agent applies the ILAO* algorithm on the truncated agent POMDP built from the
POMDPs in tpl,. while executing no ops on the POMDPs in ¢pl;. However, the bound computations
for the frontier nodes are done on all POMDPs in tpl,, = tpl. U tpl; to assure valid lower-bounds
on the value of the tuple {p/ (MultiTaskILAO* function). The SelectAction function
solves a truncated agent POMDP for each ¢pl to compute its bounds while executing no ops on
other POMDPs that are not in ¢pl (line 7). It then updates the bounds on the value of the full
agent POMDP (line 8). The size of the sub-problems is updated as the depth increases. Function
RecomputeTuples updates the ¢pls set as the number of tasks that the robot can attend to

within the depth increases from k to &' = k + 1.

Algorithm 11: Multi-task Goal POMDP Solver
1 InitializeTuples (P,k)
tpls' < {(tpl.,tply) : tpl. € P(P),|tpl.| = k,tpl, = P\ tpl.}
return tpls’
electAction (P,tpls)
depth = 0; Vp = o0
for ipl € tpls do
Vipt»dipr < MultiTaskILAO*(¢pl)
Vp = min(Vp, Vip)
depth = max(depth, dyy)
apest <— action from the ¢pl with lowest V
return a.,tpls,depth
RecomputeTuples (P,d,tpls)
k,k' <+ the maximum # tasks the robot can attend to within d and d + 1;
tpls’ < tpls
if £ # k' then
‘ tpls' <« {(tpl., tpl;) : tpl. € P(P), |tpl.| = k', tpl, = P \ tpl.}
return tpls’
ComputeHeuristic (tpl,htl)

/I Variable htl is the time-limit on computing a lower-bound on the value of a task, V},

N

Y- -"- TN R WU R~ S 8]

Lo e e T e e e o
® 9 AW N =S

19 V0
20 for p € tpl,, do
21 ‘ V < V+ ComputeHeuristicForTask(p,htl)

22 return V'

Bound Computation The lower-bound is computed by assuming that the robot can address all
the tasks in parallel. Since we only have one robot that sequences the tasks to achieve them all, this

lower-bound computation is the minimum cost that the robot will get (ComputeHeuristic
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function on line 18). We use the original ILAO* algorithm that we discussed in Section 7.3.2
to solve each task separately and compute a lower-bound on its value. Since each task has
enough complexity that prevents us from solving it fully, we use the heuristic time-limit pa-
rameter to limit the time that is dedicated to computing a lower-bound value for each task
(ComputeHeuristicForTask function on line 21). To compute a lower-bound on the value
of the frontier belief nodes in each task’s graph, the ILAO* algorithm uses a trivial heuristic
function H that is available for each task.

Since there is no notion of a maximum horizon or a discount factor here, one cannot compute
the upper-bound on the cost by selecting the best task to attend to while performing no ops on
the other tasks as done in Chapter 6. lLe., the blind policy of no ops has no notion of a goal.
However, there is a computationally intensive method to compute an upper-bound. To compute
the upper-bound, the robot could randomly select a sequence of tasks, run each task till its goal
is achieved, and then solve the next task in the sequence. After all the tasks in the sequence are
done, the sum of the costs from the different tasks is an upper-bound on the cost. Nevertheless,
our focus in this chapter is on real-time planning, and the bound computations should require a
very low computational effort. Thus, we do not use an upper-bound computation to prune the

subsets of tasks as done in Chapter 6.

7.4.2 Solving the Augmented Agent POMDP model

We call the agent POMDP model with the goal POMDP representation with at least one augmented
task, an augmented agent POMDP. The augmented agent POMDP is built from all the tasks,
the augmented ones and the non-augmented ones. The augmented agent POMDP has all the
properties of the agent POMDP model. The independence between the tasks is also intact as
the augmentation process only affects the augmented tasks and does not affect any other tasks.
Thus, Alg. 11 can be applied to the augmented agent POMDP. We integrate Alg. 11 with Alg. 9
to leverage both the task decomposition and the hypothesis decomposition. For this integration
we simply replace the ComputeHeuristicForTask function (Alg. 11 on line 21) with the

ComputeHeuristicForAugmenetedTask function (Alg. 9).

7.5 Evaluation

We first provide the proofs on why our approach is guaranteed to reach the goal, i.e., is complete.

We then discuss our experimental results on the navigation domain and the restaurant setting.
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7.5.1 Properties of Planning on the Discrepancy Model

Definition 1 Given a POMDP model p represented by the tuple (S, G, A, Z,T, O, C), we say
a POMDP model q represented by (S, G, A, Z,T",0’,C") is a valid approximation of the true
POMDP p iff the following holds:

1. Vs, € S;Va € A: T(s,a,8) >0 = T'(s,a,8) >0 ANT(s,a,8) =0 =
T'(s,a,s") = 0. This condition says that if a particular parameter of 7" is zero, it should
also be zero in T". If a particular parameter of " is non-zero, it should also be non-zero
in 7"; however, their values do not need to exactly match. If we were to think about the
transition function as a binary matrix where the non-zeros values are 1 and the zero values
are 0, POMDPs p and ¢ would have the same binary matrix.

2.V € SVze€ ZVNae A:0O(s,a,2) >0 = O'(s,a,2z) >0N0(5,a,2) =0 =
O'(s',a,z) = 0. This condition says that if a particular parameter of O is zero, it should
also be zero in O'. If a particular parameter of O is non-zero, it should also be non-zero in
O'; however, their values do not need to exactly match. Similar to the transition function,
the binary matrix representing the observation functions of the POMDPs p and ¢ are the

same.

3. Vse S,a€ A:|C'(s,a) — C(s,a)| < oo. The cost function C” differs from C only by a

finite cost.

4. For a given initial belief state b, Vh € HT, where HT), is a set of all possible finite sequences
of actions and observations executed (observed) so far for the POMDP p, V*(h) < oo
where V" is the optimal cost of reaching the goal from the history %. This says that for a
given initial belief state b, for any history of actions and observations executed (observed)
so far for the POMDP p, there is a policy that reaches a goal with probability 1.0 (proper
policy).

In this section, we assume to have access to a planner that have soundness and completeness
guarantees when applied on the true POMDP model p. We prove that when the same planner is
applied on a valid approximate POMDP ¢, it would have soundness and completeness guarantees
with respect to the POMDP p.

We use the concept of a policy tree in our proofs. In a POMDP, an agent can base its decisions
on the history of its actions and observations. In a policy tree, nodes are actions, and edges are
observations. The action at the root is called the root action. An action node has observation
edges to actions at the next level. After an action is taken, the next action to take is one of the
actions at the next level, depending on what the agent observes. Each policy tree is associated

with a value function, which evaluates the long term reward (or cost) of taking the tree (policy).
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Given an initial belief state, the optimal policy can be found by going through the set of all useful
policy trees and finding the one whose value function is maximal (or minimal if we use a cost
function) with respect to the initial belief state. All the sequences of actions and observations in

this policy tree reaches a goal with probability 1.0.

Lemma 0) Under Def. 1, given an initial belief state b and a history of actions and observations
executed (observed) so far, a policy tree in the POMDP p also exists in the POMDP q and vice

versa.

Proof: As discussed in Chapter 2, the belief over the states at time ¢ can be computed from an
existing belief distribution over the states, b, 1, an action a and observation z as follows where

Pr(z|b;—1, a) is the normalizing constant.

O(z]s',a) %T(sﬂs,a)bt_l(s) 74
N o EIS .
(') = Pr(z|bi—1,a)

In this equation for the POMDP p, we use 7" and O as the transition and observation functions
respectively and for the POMDP ¢, we use 7" and O’ as the transition and observation functions
respectively. Given the belief states b, and b, associated with the POMDP p and POMDP ¢
respectively, if Vs € S : by(s) > 0 = bj(s) > 0Aby(s) =0 = by(s) = 0, for an
action a and an observation z we show that the belief update in Eq. 7.4 maintains the following
Vs e S:bi(s) >0 = bi(s) >0Ab(s) =0 = bj(s) = 0 where b, is the updated belief
state for the POMDP p and 0] is the updated belief state for the POMDP gq.

Under Def. 1, T has the same binary matrix as 7", and O has the same binary matrix as O’.

Thus, under Def. 1 and Eq. 7.4, for an action a and an observation z, the following holds:

Vs,s' € S :
bo(s) > 0AT(s'|s,a) >0AO(z|s',a) >0 = bi(s') >0
bo(s) >0 = by(s) >0 (7.5)

T(s'|s,a) >0 = T'(s'|s,a) > 0;0(z]s',a) >0 = O'(z|s',a) >0

bo(s) > ONT'(8'|s,a) > 0N O (z|s',a) >0 = bi(s') >0
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Vs,s' €9

bo(s) =0V T(ss,a) =0V O(z|]s,a) =0 = by(s') =0

bo(s) =0 = by(s) =0 (7.6)
T(s'|s,a) =0 = T'(s'|s,a) = 0;0(z]s',a) =0 = O'(z|s',a) =0

bo(s) =0V T'(s|s,a) =0V O'(z]s',a) =0 = bi(s') =0

Hence,
Vs, s’ € S :
bo(s) > 0AT(s'|s,a) >0AO0(z]s',a) >0 = bi(s') >0

bo(s) > 0AT(s'|s,a) >0ANO0O(z]s',a) >0 = bi(s') >0 an

Thus, Vs € S : b1(s') >0 = b\ (s') > 0Ab1(s') =0 = b\ (s’) = 0. This means that after
the execution of the action a and getting the observation z, the following holds: Vs € S : by (s) >
0 = bi(s) >0Abi(s) =0 = V)(s) = 0. The two belief states b; and b} will have the same
states with a non-zero distribution over them and any state that has a zero probability in b; will
have a zero probability in b. Using the same reasoning one can use a proof by induction method
to show that after executing (observing) a sequence of actions and observations of length ¢, we
would have Vs € S : by(s) > 0 = bi(s) > 0Ab(s) =0 = bj(s) = 0. Intuitively, this says
that under Def. 1 and Eq. 7.4, after executing (observing) a sequence of actions and observations,
both the POMDPs have the same set of states with a non-zero distribution over them; thus, they
have the same action nodes and observation edges available to them.

We now prove why given an initial belief state b and a history of actions and observations of
length ¢, a policy tree in the POMDP p also exists in the POMDP . We just proved that after
executing a sequence of actions and observations of length ¢, we would have Vs € S : by(s) >
0 = bi(s) >0Ab(s) =0 = b(s) = 0. The belief states b; and b, are the updated belief
states in the POMDPs p and ¢ respectively. We now show a policy tree in the POMDP p with the
belief state b; also exists in the POMDP ¢ with the belief state b;.

In Def. 1, we assumed that the cost functions in the POMDPs p and ¢ only differ by a finite cost,
and the two POMDPs have the same binary matrix for their transition and observation functions.
We use a proof by induction method. For a given policy tree of depth 1 in the POMDP p, let’s say
that the policy tree has a; as its root action node, and the set Z; as a set of possible observation
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edges. Since the following holds: Vs € S : b(s) > 0 = bj(s) > 0Ab(s) =0 = by(s) =0,
there is a policy tree in the POMDP ¢ which has the action a; as its root action node and the
set Z; as a set of possible observation edges. Now, let’s assume for a policy tree of depth ¢
in the POMDP p, there exists the same policy tree of depth ¢ in the POMDP ¢q. We will now
reason why for a policy tree of depth ¢ + 1 in the POMDP p, there exists the same policy
tree of depth ¢ + 1 in the POMDP q. As we proved earlier, since the two POMDPs have the
same non-zero distribution over their states, each observation edge at depth ¢ in the POMDP
p and its corresponding observation edge in the POMDP ¢ have the same actions available to
them. Let’s call the action associated with one of these observation edges in the POMDP p,
a;+1. For this action node in the POMDP p and its corresponding action node in the POMDP
g, the same set of possible observations exists in the two POMDPs’ policy trees. Thus, given a
policy tree of depth ¢ + 1 in the POMDP p, there exists the same policy tree of depth ¢ + 1 in the
POMDP q. Similarly one can prove that a policy tree in the POMDP g also exists in the POMDP p.

Lemma 1) Soundness: Under Def. 1, if POMDP q is a valid approximation of the POMDP p,
a finite-cost solution from the belief state b} in the POMDP q is also a finite-cost solution from
the belief state by in the POMDP p, where Vs € S : by(s) >0 = bi(s) > 0Aby(s) =0 =
by(s) = 0.

Proof: Without loss of generality, let’s assume there is only one goal. If the POMDP ¢ has a
finite-cost solution to the goal from the belief state b)), there is a finite-cost policy tree in the
POMDP ¢ that reaches the goal with probability 1.0. Le., given the belief state b;,, any history of
actions and observations within this policy tree will always reach the goal. If a history of actions
and observations does not reach the goal, the cost of that policy tree cannot be finite. Let’s call
this policy tree 7. Under Lem. 0, the same policy tree 7 also exists in the POMDP p. Since the
cost functions of the POMDPs p and ¢ only differ by a finite cost, the policy tree 7 also has a finite
cost in the POMDP p. Thus, the POMDP p has a finite-cost solution to the goal. Likewise, if a
policy tree has an infinite-cost in any of the POMDPs p or ¢, it will have an infinite-cost according
to the other POMDP.

Lemma 2) Completeness: Under Def. 1, a finite-cost solution from the belief state by in
the POMDRP p is also a finite-cost solution from the belief state b) in the POMDP q, where
Vs e S:by(s) >0 = by(s) >0Aby(s) =0 = b(s) =0.

Proof: For every finite-cost solution in the POMDP p, there exits a finite-cost policy tree. Similar
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to the proof for Lem. 1, the same policy tree also exists in the POMDP ¢, and it will have a

finite-cost.

Lemma 3) For a given initial belief state b, Vh € HT,, where H'T} is a set of all possible finite
sequences of actions and observations executed (observed) so far for the POMDP q, V,*(h) < oo
where V" is the optimal cost of reaching the goal from the history h. This says that for a given
initial belief state b, for any history of actions and observations executed (observed) so far for the

POMDRP q, there is a policy that reaches a goal with probability 1.0.

Proof: Under Lem. 0, given the same initial belief state b for the POMDPs p and ¢, any history
of actions and observations in the POMDP p also exists in the POMDP ¢ and vice versa, thus
HT, = HT,.

Def. 1’s condition 4 says that for any sequences of actions and observations in the POMDP
p,Yh € HT), e.g., h = (a1, 21, a2, 22, . . ., ay, z), there is a finite-cost policy tree that reaches a
goal with the probability 1.0. Le., all the sequences of actions and observations in this policy tree
have a finite cost to the goal. After executing a sequence h, the agent will be in the belief state b;
in POMDP p and in the belief state b, in POMDP ¢ such that Vs € S : by(s) > 0 = b,(s) >
O0Abi(s) =0 = b(s) =0 (Lem. 0). According to Lem. 2, if there is a finite-cost policy
tree in the POMDP p with the belief state b;, the same policy tree also exists in the POMDP ¢
with the belief state b; and will have a finite cost. Thus, for the same sequence of actions and
observations A in the POMDP ¢, there is a finite-cost policy tree where all its sequences of actions
and observations reach the goal with the probability 1.0. The same reasoning applies to the other

members of HTj,.

Lemma 4) A POMDP solver with completeness and soundness guarantees on any POMDP
would have completeness and soundness guarantees with respect to the POMDP p when applied
on the POMDP q.

Proof: In Lem. 1, we proved that a finite-cost solution to the goal in the POMDP ¢ is sound
with respect to the POMDP p. In Lem. 2, we proved that a finite-cost solution to the goal in the
POMDP p would have a finite cost in the POMDP ¢. Hence, if there is a finite-cost solution in the
POMDP p, a POMDP planner with soundness and completeness guarantees should be able to find
it when applied on the POMDP g.

Lemma 5 Under Def. 1, planning on the Discrepancy POMDP model with a hypotheses set that
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includes a valid approximation of the true POMDP p, called POMDP q, is sound and complete.

Proof:
* Soundness: we use a proof by contradiction method. Let’s assume that the planner found a
solution to the goal by using the discrepancy POMDP model, but the solution has an infinite
cost according to the POMDP p. Since the valid approximate POMDP ¢ will always be a
part of the augmented belief state with a non-zero probability associated with it, under Lem.
1, it would assign an infinite cost to the solution. Thus, the planner would not output that

infinite-cost solution.

* Completeness: in Lem. 0 to 4, we proved that planning on the POMDP ¢ is both sound and
complete. Thus, if there exists a finite-cost solution in the POMDP p, applying the POMDP
solver on the POMDP ¢ will always find it. Now, if we prove that there will always be a
finite-cost path from the augmented start belief state in the discrepancy model to a belief
state where only the hypothesis associated with the POMDP ¢ is valid, we can prove that

there will always be a finite-cost solution from the augmented start belief state to a goal.

Given the set of clarification actions with a finite cost, the planner can use them to invalidate
all the invalid hypotheses and eventually validate the hypothesis associated with the POMDP
q. This is a finite-cost path to a belief state where the POMDP ¢ is only valid. In addition,
since the clarification actions act as a no op action for the task, under Lem. 3, one can
prove that for any history of actions and observations executed (observed), including the
clarification actions (or no ops), there is a policy for the discrepancy model that reaches a

goal. Thus, there will always be a finite-cost solution to a goal in the discrepancy model.

Lemma 6 Eq. 7.2 and Eq. 7.3 compute admissible heuristic values if the initial heuristic values

according to the original heuristic function H are admissible.

Proof: If the initial heuristic values according to the original heuristic function A are admissible,
Eq. 7.2 considers the heuristic value of the state (under any hypothesis) that is closer to the goal
as its heuristic value hence it is a lower-bound on the cost to the goal (similarly Eq. 7.1 is an
admissible heuristic).

If the initial heuristic values according to the original heuristic function A are admissible,
Eq. 7.3 takes a minimum over the heuristic value of the hypotheses. Within each hypothesis, we
can use the POMDP solution until a certain time-limit is reached and use the admissible function
from Eq. 7.1 to compute the heuristic values of the leaves; this is certainly a lower-bound on

the value of the hypothesis. Differently, one can use the MDP approximation until a certain
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time-limit is reached and use the admissible function from Eq. 7.1 to compute the heuristic values
of the leaves. Using the MDP approximation computes a lower-bound on the value of the goal
POMDP associated with the hypothesis [158] (is an upper-bound on the value of a discounted
reward POMDP). Since the function from Eq. 7.1 is admissible, overall the approach computes a

lower-bound on the value of the hypothesis. Thus, Eq. 7.3 computes admissible heuristic values.

Lemma 7 Using the ILAO* algorithm [79] to perform planning on the discrepancy POMDP
model in an interleaved planning and execution fashion while using Eq. 7.2 or Eq. 7.3 to compute

the heuristics is both sound and complete.

Proof: We know that using the ILAO* to perform planning on any POMDP is sound and complete,
and with an admissible heuristic is also optimal [79]. Thus, given Lem. 0O to 6, running the ILAO*
planner until convergence on the discrepancy model is sound, complete and optimal.

We run the ILAO* with a time limit that when is reached, the current best solution is returned.
We then execute the best action and replan using the updated belief. The ILAO* algorithm with
a time-limit will not have the optimality guarantees but will remain sound and complete. This
is because the ILAO* never overestimates the heuristic values if the initial heuristic values are
admissible (Lem. 6), and repeated problem solving trials cause the heuristic values to converge to
their exact values. Thus, under Lem. 5 where there is a finite-cost solution to a goal from any
belief state (or history of actions and observations) in the discrepancy model, the ILAO* algorithm

with a time limit has the same soundness and completeness guarantees as the original ILAO*.

7.5.2 Efficiency Analysis

We evaluate the performance of our algorithms on the navigation and the restaurant domains.

Navigation Domain

We use a larger version of the 2D navigation domain from Section 7.1 as shown in Fig. 7.4. The
2D domain has 44 states. The only actions available to the robot are "north", "south", "east" and
"west". With any of these actions, the agent will take an step in that direction with probability 0.8
and with 0.1 probability in the states that are adjacent to the robot in that direction. If any of the
transitions are not possible because of an obstacle, the robot stays in its place with that probability.
An exception is that if the robot is in the state 4 and executes north, with the probability 1.0 it
ends up in the state 0. Another exception is that if the robot is in the state 36 and executes any
action, it can end up in states 3, 4, 5 and 6 each with the probability 0.25. The robot cannot go
to the goal through the state 36. The robot gets the following observations regarding where the
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Figure 7.4: A 9 x 11 grid with the goal shown with a star, and the robot located at the state 4.

obstacles are: "left" (obstacle on the left), "right" (obstacle on the right), "neither" (both adjacent
cells are empty), "both" (there are obstacles in both of the adjacent cells), and "goal". The goal is
fully observable. The observation function does not depend on the action (only depends on the
state) and has a probability of 1.0 for the true observation. The observation function assumes that
the robot is pointing to the north always. For example, in the state 4, the robot observes "both",
and in the state 0, it observes "left". The robot receives a cost of 0.4 with any action execution
except if it executes an action in the goal state. The agent’s true initial state is 4, but the initial
belief state of the robot is that the robot can be in any state uniformly except the goal, the states 3,
5 and 6, and the adjacent states of the states 3, 5 and 6.

Similar to the small 3 x 4 scenario, in the planning phase the robot selects the action east
and observes "both". Given the observation and the belief state, the robot can only be in the
state 4. The planner then selects action north as it is parts of the optimal route to the goal. The
robot then observes "both". If the robot is in the state 4 and executes the action north, with the
probability 1.0 it should end up in the state 0. In the state O, the robot can only observe "left". The
observation "both" does not match with what is expected by the model, so a discrepancy happens.
This example has the 4 hypotheses from the 3 x 4 grid example. However, the robot can also
observe "both" in the states 3, 5 and 6, so it might be the case that the robot is teleported to any
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of these states. Each of these states add two more hypotheses since we have to consider both a
transition with probability 1.0 to one of these states and a transition with a non-zero and less than
1 probability to one of these states. Thus, in total, we will have 10 hypotheses associated with this

discrepancy.
Experiment Setup

We call the whole process from when the robot starts its planning and execution process until
it reaches the goal or a maximum number of steps a planning episode. We refer to each run of
the planner to select an action to execute, a planning session. We design the grid environment
after the discrepancy such that after a directional action is executed, the robot moves to the state
with the highest probability of transitioning to and gets an observation associated with it. Any
of the 10 hypotheses might be a valid explanation for the discrepancy. To run the experiments,
before the start of the planning episode, we select a hypothesis from the hypotheses set as a
valid explanation and call it a ground-truth hypothesis. Given the ground-truth hypothesis, we
hard-code how the oracle should answer the robot’s questions such that the hypothesis is valid.
Note that in real-world, the oracle would answer the questions based on its own ground-truth
hypothesis. For each algorithm and each ground-truth hypothesis (out of 10), we run 5 episodes
each for 45 actions.

We consider running the algorithms with the following time limits (all in seconds), 1, 3, 5, 7.5,
10, 12.5, 15, 17.5, 20, 25, 30, and the following clarification action costs, 0.2, 0.5, 1 and 2. For
the algorithms that use a heuristic time-limit, we consider 0.005, 0.01 and 0.04 as the heuristic
time-limits (all in seconds). The heuristic values are computed by using Dijkstra distance which
is basically the cost to the goal in a deterministic setting while considering the obstacles. This is
how we define the original heuristic function H that we referred to in the previous sections. We

compare the following algorithms against one another:

* ILAO*: We run the original ILAO* algorithm with a specific time-limit on the discrepancy
POMDP model and use the original heuristic function H for heuristic computations (the

algorithm in Section 7.3.2).

* ILAO* with MDP heuristic: We run the original ILAO* algorithm with a specific time-
limit on the discrepancy POMDP model and use the solution to the MDP model associated
with the discrepancy model for heuristic computations. The heuristic computations are
performed until a time-limit is reached as specified by the heuristic time-limit parameter.
After the time-limit is reached, for the rest of the heuristic computations, the original

heuristic function H is used.

* ILAO* with decomposed hypotheses and POMDP heuristic: We run the original ILAO*
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algorithm with a specific time-limit on the discrepancy POMDP model. For heuristic
computations, we take the minimum over the values of the POMDPs associated with
the hypotheses as described in Section 7.3.3. In this algorithm, the lower-bound value
V for a hypothesis is computed by using the hypothesis® POMDP model. The heuristic
computations are performed until a time-limit is reached as specified by the heuristic time-
limit parameter. After the time-limit is reached, for the rest of the heuristic computations,

the original heuristic function H is used.

* ILAO* with decomposed hypotheses and MDP heuristic (our approach): We run the
original ILAO* algorithm with a specific time-limit on the discrepancy POMDP model. For
heuristic computations, we take the minimum over the values of the MDPs associated with
the hypotheses as described in Section 7.3.3. In this algorithm, the lower-bound value V' for
a hypothesis is computed by using the hypothesis” MDP model. The heuristic computations
are performed until a time-limit is reached as specified by the heuristic time-limit parameter.
After the time-limit is reached, for the rest of the heuristic computations, the original

heuristic function H is used.

Results

We compare our method with different heuristic time-limits and clarification action costs against

the baselines.

Average Cost We compute the cost of each episode by summing the action costs of each
planning session. We then take the mean over the cost of the episodes associated with the 10
different hypotheses. We report the mean and error obtained by each algorithm over the 5 runs.
Figs. 7.5a, 7.5b, 7.5¢ and 7.5d show the results for different clarification action costs. Our
method obtains an average cost that is lower than all the baselines. The difference between the
performance of our method versus the other methods is larger as the heuristic time-limit increases
since there is more time to compute a better heuristic value. However, note that the heuristic
time-limit can only increase until a certain point, after that the heuristic computation will prevent
the robot from sufficiently searching the large graph associated with the discrepancy model. In
our experiments, we noticed that the heuristic time-limit 0.1 does not perform well.

The variant of our approach with a POMDP heuristic computation mostly performs worse
than all the algorithms, specifically, with smaller heuristic time-limits and smaller time-limits.
This is because the original POMDP associated with each hypothesis has a high complexity,
and the planner cannot explore it well enough to compute a good heuristic value. The heuristic
computation takes some of the time that the planner could use to explore the large graph associated

with the discrepancy model, and if the heuristic value is not very useful, spending computation
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time on it will be worse than having a trivial heuristic function. When there is more time for
heuristic computation, e.g., for the heuristic time-limit 0.04 and the time-limits greater than 15s,
the decomposed hypotheses with a POMDP heuristic approach performs better than the original
ILAO* approach. The ILAO* algorithm with the MDP heuristic computation mostly performs
better than the original ILAO* without the MDP heuristic computation, but its performance
significantly increases after we use our decomposed hypotheses approach. When the clarification
action cost is larger, e.g., when the cost is 2, the cost of a sequence of 5 directional actions is
the same as the cost of one clarification action. Thus, the ILAO* algorithm should go deeper in
the graph associated with the discrepancy model to decide if asking a question is beneficial or
not. For the clarification action cost of 2 and the heuristic time-limit of 0.01s, since the heuristic
computation takes some of the time that the planner could use to explore the large graph associated
with the discrepancy model, the gap between the performance of our method and the ILAO*
method is smaller for the time-limits of less than 10s. This is also the case for the ILAO* with the

MDP heuristic approach.
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(b) Clarification action cost is 0.5.
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Figure 7.5: Difference between the average cost of our method and the baselines for different
time-limits and different heuristic time-limits.

Suboptimality We report how suboptimal the different approaches are as a function of time. We
give each planning session a time-limit of 1 hour for these experiments. Right after a discrepancy
happens, the different algorithms and the different hypotheses all start from the same belief state.
For each hypothesis and each algorithm, we compute the suboptimality at time ¢ (f < 3600s)
by dividing the optimal cost by the current lower-bound on the optimal cost. The closer this
number is to 1, the tighter the lower-bound is to the actual cost to the goal; thus the heuristic
value better guides the search. For the first planning step right after the discrepancy, since the
belief states for the different algorithms and different hypotheses are all the same, the optimal
action that the algorithms should take are the same and have the same cost; thus, the suboptimality
cost is comparable across algorithms and hypotheses. However, for the steps after the first step,
the different algorithms and the different hypotheses have different belief states, so different
optimal costs are considered in computing the suboptimality. Hence, there is more variance in the
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suboptimality, and they are not directly comparable. Although, we can still compare their rate of

convergence to their optimal costs.

Figs. 7.6a, 7.6b, 7.6c and 7.6d show the results for the first planning session right after a
discrepancy happens for different clarification action costs. The different lines with the same
color are associated with the 10 different hypotheses. In most of the experiments, specifically, for
the heuristic time-limits 0.01 and 0.04, our approach converges faster than the other approaches.
However, for this planning step and smaller time-limits of less than 30s, the ILAO* approach and
the ILAO* with the MDP heuristic approach often perform better than our approach. In these
cases, when the heuristic time-limit is 0.005 and 0.01, the ILAO* with the MDP heuristic and
the ILAO* approach mostly perform better than our method, and when the heuristic time-limit is

0.04, all the three methods sometimes perform better than one another.
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(b) Clarification action cost is 0.5.
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Figure 7.6: Difference between the suboptimality of the different algorithms in the first planning
step after the discrepancy.

Figs. 7.7a, 7.7b, 7.7c and 7.7d show the results for the second planning session after a
discrepancy happens for different clarification action costs. After the first planning step, depending
on the hypothesis, different actions might have been selected by the different algorithms, so each
hypothesis and algorithm might start from a different belief state and have different optimal
costs. In this planning step, our method mostly performs better than the other methods. After our
method, the ILAO* algorithm performs the best. In most of these cases, the ILAO* approach with
the MDP heuristic mostly performs worse than the other approaches. We also observe similar
results in the third planning step. We believe this is because right after the discrepancy, asking
the clarification actions matters a lot in finding a hypothesis that best describes the discrepancy;
however, the clarification actions are less important for the steps after. The way we compute the
heuristics in our approach does not include the clarification actions, but the heuristic computation
in ILAO* with the MDP heuristic includes them. For the steps after the first step, the latter
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expands a graph with a higher branching factor for heuristic computations (more actions) and
computes a less useful heuristic value. Thus, on average over all the planning steps our approach

has a better performance than the other approaches.
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Figure 7.7: Difference between the suboptimality of the different algorithms in the second
planning step after the discrepancy.

Restaurant Domain

We use a slightly modified version of the restaurant domain from Chapter 3. We provide the
differences here. Each table goes through a sequence of states from wanting the menu to paying
for the meal and leaving. Any state associated with the current request = 8 and hand raise = 0 is
a goal state. This means that the customers have left, and their table is clean. Similar to the origi-
nal version of the restaurant setting, the customers level of satisfaction is not observable,
and there are 6 satisfaction levels, namely very unsatisfied, unsatisfied, a bit
unsatisfied, neutral, satisfied, and very satisfied. There are 3 observations
associated with the satisfaction level, happy, unhappy and neutral. If the customers are
very unsatisfied, the robot observes unhappy with probability 100%. Similarly, if the
customers are very satisfied, the robot observes happy with probability 100%. If the cus-
tomers are unsatisfied, the robot observes unhappy and neut ral with probability 90%
and 10%, respectively. These probabilities differ if the customers are a bit unsatisfied.
If the customers are a bit unsatisfied, the robot observes unhappy and neutral with
probability 70% and 30%, respectively. Differently, if the customers are neutral, the robot
observes neutral and happy with probability 70% and 30%, respectively. If the customers
are satisfied, the robot observes neutral and happy with probability 30% and 70%,
respectively. In the domain from Chapter 3, there was only one serve action that would have
different outcomes based on the table’s current request, but in this domain, the robot has one
serve action for each value of the current request. Thus, there are 8 serve actions in this domain.
Similar to the example in Chapter 7.2.3, we have an additional action called bring bread.

While the customers are waiting for their food, the robot brings them bread if it does not sees
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bread on their table to keep them satisfied (and busy) while waiting. In the model, whenever the
customers receive bread their satisfaction level is set to very satisfied. The cost function
is as follows where the function action_cost(a) returns the cost of the action a as specified by the

action_cost_goto, action_cost_clari fication, and action_cost_noop variables:

time = min(time since request, 10)
action_cost_noop = 1; action_cost_goto = 1; action_cost_serve = 2; action_cost_clari fication = 3

C'(s, serve) = action_cost_serve

( .
gtime sat’ = 0 A sat’ <= sat
1.7tme sat’ = 1 A\ sat’ <= sat
C'(s,a = other actions) = action_cost(a) + { 1.4tme sat' = 2 A sat’ <= sat

2 % (satypay — sat’ +1)  sat’ = 3,4 A sat’ < sat

0 otherwise

\

Given the scenario from Chapter 7.2.3, the customers are in the waiting for food state
and the robot believes that the customers are satisfied with probability 100%. The robot
performs the bring bread action and observes that the customers are unhappy. As the robot
only expected that the customers should be very satisfied, and hence happy, a discrepancy occurs.
Similar to the previous scenario, there are 4 hypotheses associated with the current discrepancy.
However, since the robot can also observe unhappy when the customers are unsatisfied
and a bit unsatisfied. The transition to each of these states adds 2 additional hypotheses.

In total, there are 8 hypotheses associated with this discrepancy.

Experiment Setup

In the experiments, for a given satisfaction level, we consider the emotion with the highest
probability as the observation. We consider the highest satisfaction level in the belief state that
matches the ground-truth hypothesis as the customers current satisfaction level. Any of the 8
hypotheses might be a valid explanation for the discrepancy. To run the experiments, before the
start of the planning episode, we select a hypothesis from the hypotheses set as a valid explanation
and call it a ground-truth hypothesis. Given the ground-truth hypothesis, we hard-code how the
oracle should answer the robot’s questions such that the ground-truth hypothesis is valid. For each
algorithm and each ground-truth hypothesis, we run multiple episodes each for 30 actions. For 1
table, we run 5 episodes. For 2 to 7 tables, we run 15 episodes, and for 8 to 12 tables, we run 35

episodes. We use the same restaurant configuration across the different algorithms and runs.
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We consider running the algorithms with the following time limits (all in seconds), 5, 10, 15,
20, 25, 30, 40, 50, 75, 100, 125, 150, 175 and 200. For the algorithms that use a heuristic time-

limit, we consider 0.01s as the heuristic time-limit (in seconds); i.e., the heuristic computation for

each task can only take 0.01s. In all the algorithms, we compute the value of a leaf belief node by

summing over the lower-bounds on the values of the tasks. We consider the number of steps until

the customers leave the restaurant as our heuristic function. Notice that in presence of multiple

tables, this trivial heuristic function is a lower-bound on the cost to a goal since it ignores having

multiple tables to attend to. We compare the following algorithms against one another:

Agent ILAO*: We run the original ILAO* algorithm with a specific time-limit on the agent
POMDP model built from the discrepancy POMDP model and all the other POMDP models.
We use the original heuristic function A for computing the heuristic values for each task as
described in Section 7.3.2 (Eq. 7.2).

Agent ILAO* with MDP heuristic: We run the original ILAO* algorithm with a specific
time-limit on the agent POMDP model. We use the solution to the MDP model associated
with each task for heuristic computations. The heuristic computations are performed until a
time-limit is reached as specified by the heuristic time-limit parameter. For the rest of the

heuristic computations beyond the heuristic time-limit, the heuristic function H is used.

Agent ILAO* with decomposed hypotheses and MDP heuristic: We run the original
ILAO* algorithm on the agent POMDP model. To compute the heuristic value for each
task, we take the minimum over lower-bound on the value of the MDP associated with each
hypothesis as described in Section 7.3.3 (Eq. 7.3). For the rest of the heuristic computations

beyond the heuristic time-limit, the original heuristic function H is used.

Multi-task ILAO*: We run Alg. 11 and use the original heuristic function H for computing

the heuristic values for each task as described in Section 7.3.2 (Eq. 7.2).

Multi-task ILAO* with MDP heuristic: We run Alg. 11 and use the solution to the MDP
model associated with each task for heuristic computations. The heuristic computations are
performed until a time-limit is reached as specified by the heuristic time-limit parameter.
The heuristic computations are performed until a time-limit is reached as specified by
the heuristic time-limit parameter. For the rest of the heuristic computations beyond the

heuristic time-limit, the original heuristic function H is used.

Multi-task ILAO* with decomposed hypotheses and MDP heuristic (our approach):
We run Alg. 11 and take the minimum over the lower-bound on the value of the MDP
associated with each hypothesis for heuristic computations as described in Section 7.3.3

(Eq. 7.3). The heuristic computations are performed until a time-limit is reached as specified
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Figure 7.8: Difference between the average cost of the different algorithms in a restaurant with
different number of tables.

by the heuristic time-limit parameter. For the rest of the heuristic computations beyond the

heuristic time-limit, the original heuristic function H is used.

Results

We compare our method with different number of tables against the baselines. The average cost for

i : : : 30 N 2ses,; bit(s)Ci(s.ae)
an algorithm in one episode is computed as follows ¢y = > i DLy ==

where
|a;| is the length of the selected action at time ¢ and NV is the number of tasks. ‘V\;'e then take the
mean over the cost of the episodes associated with the 8 hypotheses. We report the mean and
error obtained by each algorithm over the multiple runs. Fig. 7.8 shows the average cost that the
different algorithms obtain for different number of tables as we increases the time-limit. The top
3 agent ILAO* approaches are plotted with a warm color and the multi-task approaches that use
Alg. 11 are plotted with a cool color. For readability of the plots, we only plot the mean cost over

the multiple runs.
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Figure 7.9: Difference between the average cost of the different multi-task algorithms in a
restaurant with 1, 3 and 7 tables.

For 3 tables, the performance of the multi-task ILAO* is slightly better than the performance
of the agent ILAO*, but as the number of tables increases, the multi-task [LAO* performs much
better than the agent ILAO* approach. For larger number of tables, the multi-task ILAO* approach
even performs better than the agent ILAO* approaches that use the MDP heuristic. This signifies
the importance of using the independent tasks structure and the limited depth.

Within the different variants of the agent ILAO* algorithm, for 3 tables, the algorithms that
use the MDP heuristic perform much better than the agent ILAO* algorithm. The agent ILAO*
with MDP heuristic performs better than the other two algorithms for smaller number of tables
(tables < 6) and smaller time-limits (¢/ < 50s). The agent ILAO* with decomposed hypotheses
and MDP heuristic performs better than the other two algorithms for smaller number of tables
(tables < 6) and larger time-limits (t/ > 50s). The two algorithms that use an MDP heuristic
perform the same for larger number of tables (tables > 6) and larger time-limits, and they perform

better than the agent ILAO* algorithm in those settings.

Within the different variants of the multi-task ILAO* algorithm, the two algorithms that use
an MDP heuristic mostly perform better than the multi-task ILAO* algorithm. The difference
between the performance of these two algorithms and the multi-task ILAO* algorithm is larger
for smaller number of tables (tables < 8), but for larger number of tables this gap becomes
smaller. We believe this is because for larger number of tables the two algorithms take more
time to compute the heuristic values for all the tables, and the algorithms spend less time on the
main search. The performance of the two approaches are very similar in a restaurant setting with
different number of tables and different time-limits. We believe this is because 6 out of the 8
hypotheses claim that the customers become unsatisfied as a result of the bring bread action, so in

all those cases, the robot’s policy is to not bring bread for the customers. Thus, solving all those 8
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individual hypotheses to compute a heuristic value is unnecessary and not that helpful compared
to solving one MDP model associated with all of them.

Note that in a restaurant with a large number of tables (tables > 8 ), other than the augmented
table, there are more than 7 other tables that the robot should attend to. In such settings, attending
to that one augmented table might not even be on the robot’s list of priorities. Thus, it does
make sense if the two multi-task algorithms that use an MDP heuristic mostly perform the same.
Fig. 7.9 supports this hypothesis. For one augmented table, the performance of the ILAO*
with decomposed hypotheses and MDP heuristic is better than the ILAO* with MDP heuristic
algorithm, but as the number of tables increases, the two algorithm become very similar in
performance. The performance of the ILAO* with decomposed hypotheses and POMDP heuristic
is also very similar to our approach since reasoning about the observations do not modify the

robot’s policy drastically in this domain.
7.6 Conclusion and Discussion

In this chapter, we discuss how we formulate the discrepancy between the robot’s observation and
its model as a planning problem over an augmented model. The augmented model includes a set
of hypotheses regarding the discrepancy and a set of clarification actions targeted at an oracle to
invalidate the hypotheses. We then provide an approach that solves the augmented POMDP model
more efficiently by using the key idea that the hypotheses can be solved separately independently
of one another to compute better heuristic values. Our evaluation on a navigation domain shows
that our approach significantly performs better than the other approaches. Finally, we integrate
this approach with the efficient planning approaches that we developed in Chapter 6 to expedite
task planning for multi-task settings while addressing the discrepancies effectively. We evaluate
our algorithms on the restaurant setting and observe that the multi-task approaches perform
better than the approaches that solve the combined model. Within the multi-task approaches, the
approaches that use an MDP heuristic perform better. In this domain, our multi-task approach
with the decomposed hypotheses mostly performs similarly to the multi-task approach without
the decomposed hypotheses. We believe this is because the different hypotheses do not have
significantly different robot policies associated with them in the restaurant domain.

Our focus in this work is mostly on the discrepancy reasoning and recovery; future work could
involve studying the discrepancy detection and diagnosis in more details. Our approach assumes
to have access to an oracle, e.g., a restaurant waiter, that can address the clarification questions.
Future work could focus on designing more appropriate questions that can be asked from the
customers when an oracle is not available. Another area that we do not focus on in this work is

how (and if) the planning model should be updated with the new discrepancy information.
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Related Work

Autonomous robots that face a diversity of environments, a variety of tasks and a range of
interactions cannot be pre-programmed by foreseeing at the design stage all possible courses of
actions they may require. Especially, in dynamic and changing environments with semantically
rich tasks and human interactions such as the restaurant domain, robots with explicit deliberation
are needed. Even for applications in well-structured environments with a reduced range of
tasks, where engineered robotics operations are feasible, deployment and adaptation costs can
be reduced if the robot is equipped with deliberation capabilities. These deliberation functions
include: planning, acting, observing, monitoring, and learning [86]. What design choices a
roboticist make regarding each of these functionalities depend on the domain that the robot
is operating on and the resources it has access to. In this work, we focus on two deliberative
functionalities, namely planning and monitoring, for domains such as the restaurant domain where
the robot should achieve multiple independent tasks. As part of the planning functionality, we
discuss the related work on the formalization of the waiting tables task as a planning problem
and efficient decision-making algorithms to achieve multiple independent tasks. As part of the
monitoring functionality, we discuss the related work on addressing the discrepancies that arise
during execution.

In this work, we focus on problems where a robot is required to accomplish a set of prespecified
tasks. In many robotics applications this assumption is valid since the tasks can be modeled in a
decomposed fashion. Examples of these domains are given in Chapter 1. If the underlying tasks
are not given beforehand, our work can be combined with the existing approaches that decompose
a huge model into multiple task models to generate the tasks.

We start by discussing approaches that expedite planning and execution without using the
independence structure. We then discuss methods that do leverage the independence structure to

speed up planning and execution. We provide a discussion on the approaches that decompose a
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huge model into multiple tasks. Finally, we expand on the approaches that enable a robot to handle

the discrepancy between the robot’s model and its observations through learning and planning.

8.1 Formalization of the Restaurant Domain

We first discuss the task representations that our robot could use to perform planning. We then
explain how the task representations have been used in relevant works to model the restaurant

setting and provide a discussion on their drawbacks.

8.1.1 Task Representation for Planning

A lot of robotics applications consist of a set of tasks where the way the robot sequences the
tasks and is moving between them significantly affects the overall performance. The naive way
is to look at this problem as a navigation problem and represent it as a Traveling Salesman
Problem (TSP) where the goal is to find a minimal-cost cyclic tour through a set of points such
that every point is visited once [5]. However, to apply these approaches in real-world, multiple
additional factors of the robotic site have to be considered, e.g., obstacle avoidance, partial order
of the sequence, complicated objective functions, e.g., time or energy, a set of possible robot
base locations, or even temporal constraints. There has been a lot of works on modeling such
problems [3]. In multi-goal path planning problems, the goal is to determine a cost-efficient
collision-free path to visit a set of locations (goals) and return to a starting location [65, 205].
Differently, task sequencing or scheduling approaches can have complicated objective functions
and may consider obstacles or may not [2, 102, 207]. There has also been a lot of work on
scheduling with temporal constraints [53, 138] and even combining temporal reasoning and
spatial reasoning [63, 106]. All these representations focus on representing tasks in some way
and sequencing them to optimize some objective function while satisfying spatial and/or temporal
constraints. Although the objective of our work is the same, we focus on applications such as
waiting tables in a restaurant that focuses on achieving a set of tasks with internal states that
evolve over time, e.g., the people become dissatisfied after a few time steps, and may be partially
observable, e.g., the customers’ request might not be directly observable. Different from the path
planning literature, our focus is on task planning. Our work also differs from the task scheduling
literature since in the domains that we target there are no explicit temporal constraints, the robot
should figure out in what order it should attend the tasks by modeling how each task evolves as the
robot performs actions. These types of problems can be represented as sequential decision-making
models under uncertainty. In particular, models that can represent stochastic actions and partially

observable state spaces are used.
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The most common representations for sequential decision models in decision-theoretic plan-
ning under uncertainty are Markov decision processes (MDPs). MDPs provide a mathematical
framework for modeling sequential decision-making in situations where outcomes of actions are
uncertain. The objective of an agent is to maximize the accumulated reward over its lifetime. The
solution for an MDP is a policy that decides the best action for each state in the MDP, known as
the optimal policy. MDPs have proven to be useful in a variety of sequential planning applications
where it is crucial to account for uncertainty in the action execution. These applications include
inventory management, highway pavement maintenance, quality control, modeling medical treat-
ment, and of course robotics [27, 67, 97, 99, 198]. We use the MDP representation to model the

tasks in our mobile robot domain in Chapter 4.

The partially observable MDP model (POMDP) generalizes the MDP model to allow for even
more forms of uncertainty to be accounted for in the process. In POMDPs, the true state of the
system is not directly observable by the decision-maker. Instead, the decision-maker receives
observations from the environment. POMDPs have been shown useful in formalizing a variety
of different application including machine maintenance, interplanetary rovers, machine vision,
network troubleshooting, search and rescue, education, and medical diagnosis [36, 37, 152, 175].
Especially, in the context of human-robot interaction, models inspired by POMDPs’ ability to
represent unobservable mental states in people and reason based on beliefs have been used to
model social behaviors in agents models [33, 91, 134, 136, 152]. POMDPs have enabled robotic
teammates to coordinate through communication [14], software agents to infer the intention of
human players in game Al applications [116], and autonomous driving or robot navigation where

the robot interacts with pedestrians and human drivers [12, 13, 33].

Some works show the advantages of using the POMDP representation on real-world problems
over more naive approaches that do not model the human’s mental state. Examples of these are
the following. Some work formulates robot-student tutoring help action selection problem as
Assistive Tutor POMDP (AT-POMDP) by maintaining a belief over the student’s mastery of the
material and engagement with the task [152]. Their evaluation demonstrated the effectiveness
of using the AT-POMDP to help students with a long division math task. The students who
received help from the AT-POMDP policy showed improved learning gains when compared to
students who received help from a fixed policy. In another work the intentions of the humans are
represented as hidden state in POMDP, and the time-dependence of action outcomes are explicitly
modeled for both the humans and the robot. State aggregation over the time dimension of the state
space is used to trade-off between the quality of the representation of time and the model’s size in
order to find sufficiently expressive models that can also be solved tractably. They show that the

policies for time-dependent POMDP models with human intention as hidden state outperformed
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the policies of the less expressive models such as time-dependent MDP models [33]. In [91],
the authors formulate the problem of shared autonomy as a POMDP with uncertainty over the
user’s goal. As solving the POMDP to select the optimal action is intractable, they use hindsight
optimization to approximate the POMDP solution. In a user study, they compare their method to
a standard predict-then-blend approach, i.e., predict a single goal, then assist for that goal, and
find that their method enables users to accomplish tasks more quickly while utilizing less input.
In our work, we use the POMDP representation to model the tasks in the restaurant domain. We
consider the customers’ internal state as partially observable. As most POMDP algorithms are
interactable when applied on real-world problems, some of these works also focus on speeding up
POMDP planning by using approximation methods [91] and the assumptions that works for a
specific domain, e.g., the mixed observability assumption in [135]. We use a similar approach as
the latter works for the restaurant setting and show how our work in Chapters 5 and 6 leverages

the independence between the multiple POMDP tasks to expedite planning.

We have already introduced the Markov Decision Process (MDP). Then, the Partially Ob-
servable Markov Decision Process (POMDP) was presented which was the focus of most of this

thesis. Chapter 2 provides more details on these two representations.

8.1.2 Formalization of the Waiting Tables Task

Waiter robots have been deployed in restaurants to assist waiters by carrying food to the ta-
bles [163]. There has been work on robot localization and navigation in a restaurant [149, 206].
Different from these works, we use existing localization and navigation algorithms [21], and we
focus on task planning rather than path planning. Task planning is another area of research that
has been studied in the service robot domain [94, 129]. These works either do not model the
customers’ satisfaction or model it as an observable variable and use it to prioritize the next task.
Differently, we are interested in how the robot’s sequence of actions maximizes the customers’
long-term satisfaction which is not directly observable. A key aspect of our formalization is that
the tables evolve over time; this is not modeled in any of the previous works. Research has been
done on predicting the customer’s state in a restaurant or a bar [39]. This work focuses on inferring
the customers’ internal state and using that to select a robot behavior. In contrast, we focus on how
the robot’s sequence of actions impacts the customers’ long-term satisfaction. Our formalization
does not only enable a robot to consider what action it should execute immediately, but also what

sequence of actions will be performed in the future to increase the customers’ satisfaction.
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8.2 Robot Planning for Achieving Multiple Tasks

We focus on relevant works where the robot (or agent) should achieve multiple tasks. In this
section, we target problems were the smaller models or tasks are given, and we only focus on
expediting planning and execution for these problems. Our work in Chapter 4 uses the MDP
representation and the work in Chapters 5 and 6 use the POMDP representation. Thus, we
compare the former with the MDP literature and the latter with the POMDP literature.

8.2.1 Combining the Tasks and Solving Large Models Efficiently

As mentioned earlier, a conventional planning approach for domains represented as multiple tasks
is to combine all the tasks’ states and actions into one large model and compute the optimal policy
for the combined model at each time step. However, this approach is impractical if the number of
tasks are large. In this section, we provide relevant work on how to solve large MDP and POMDP

models faster.

Speeding Up MDP Planning

State abstraction (or state aggregation) has been extensively studied in artificial intelligence for
making learning and planning algorithms practical in large, real-world problems. The robot finds
solutions in the abstract state space much faster by treating groups of states as one state instead of
working in the original state space. Some work provides a unified treatment of state abstraction for
Markov decision processes [113]. They study five abstraction schemes and analyze their usability
for planning and learning. Another work investigates approximate state abstractions, which treats
nearly-identical situations as equivalent. They present theoretical guarantees of the quality of
behaviors derived from four types of approximate abstractions and empirically demonstrate their
effectiveness [1].

An object-oriented representation, which is an extension of the MDP formalism where the
state is represented as a set of objects each of which is composed of a set of features or attributes
has been proposed in [58]. They show orders of magnitude faster learning compared with
state-of-the-art algorithms that use standard representations not based on objects. A similar
formalism, relational MDPs (RMDPs), was introduced by [77] as a way to generalize plans to new
environments as well as generalizing plans from smaller tractable environments to significantly
larger ones. Another representation called factored MDPs allows very large, complex MDPs to be
represented compactly. In factored MDPs the framework of dynamic Bayesian network (DBIN)
describes a compact representation of the transition model and the reward function. Different
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algorithms have been proposed to solve these problems [11, 31, 32, 54].

Temporal abstractions have also been successfully used to increase the speed of planning
and learning. Hierarchical methods, such as MAXQ [57], allow learners to exploit a task that is
decomposed into different sub-tasks. The decomposition enables an agent to learn each subtask
relatively quickly and then combine them, resulting in an overall learning speed improvement
(compared to methods that do not leverage such a subtask hierarchy). In reinforcement learning
(RL), options [179] provide a general framework for defining temporally abstract courses of action
to speed up learning and planning. Hierarchical Reinforcement Learning (HRL) and planning
approaches have also been proposed to learn the internal policies of options (or subtasks) and
their termination conditions, in tandem with the policy over options [10, 15, 103, 105].

All the above approaches expedite planning or learning in some way for MDP models by
using state and temporal abstraction techniques, or assuming some object-oriented, hierarchical,
factored structure. Different from these approaches, our work in Chapter 4 focuses on speeding
up task execution rather than task planning by planning less often. The robot focuses on one task
at a time and only solves the large model when necessary. This both speeds up task execution
and also removes the necessity of processing all the sensory variables at each time step. One can

integrate our work with the above approaches to expedite both task planning and execution.

Speeding Up POMDP Planning

POMDPs provide a general framework for planning in partially observable stochastic environ-
ments. However, due to their computational complexity, for most real-world problems with large
state and observation spaces, POMDP planning is computationally intractable. The challenges
arise for the following two reasons. First, as the state is not fully observable, the agent must reason
about probability distributions over the states (or beliefs). This challenge is called the “curse of
dimensionality". In other words, the agent needs to reason over the complete history of actions
and observations up to the current time, in order to decide which action to perform. The second
major challenge is the “curse of history". In a planning task, a robot often needs to take many
actions to reach the goal, resulting in a long planning horizon. For POMDPs, the complexity of
planning often grows exponentially with the horizon. Thus, together, a long planning horizon and
a high-dimensional belief space compound the difficulty of planning under uncertainty. Research
on this topic has focused on solving POMDPs more efficiently by addressing either or both of
these challenges.

There is extensive research on speeding up POMDP solvers using different variations of the
point-based value iteration method [144]. These methods dramatically speed up solving POMDPs
and generate approximate policies for large domains by using probabilistic sampling [169],
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specifically the probabilistic selection of the belief space subset and the order of value function
updates of the belief space. They use a small number of sampled beliefs, thus are also able to
plan for longer horizons. It has been shown that these approaches generate good, approximate
policies for large domains. Similarly, Monte-Carlo-based approaches deal with the challenges
of POMDP planning by sampling from the belief state and generating random simulations to

estimate long-term reward [173].

Other methods for scaling up POMDPs leverage factored representations in the form of de-
cision trees [30] or graphs [11, 168], specifically Algebraic Decision Diagrams (ADDs). Even
though ADDs expedite planning by utilizing the limited dependencies between the state vari-
ables, they fail to compactly represent the POMDP when the policy is dependent on all the
variables [166].

Some research for scaling up POMDPs compress the state space [147, 160] by mapping
high-dimensional belief state into low-dimensional compressed belief or by bounding the number
of non-zero values within each belief point [204]. In [114], the authors propose an approach to

cluster belief states and combine it with belief compression to further improve POMDP tractability.

Research on hierarchical POMDP planning (HPOMDP) includes learning how to perform a set
of subtasks independently, and then learning a high-level policy to sequence the subtasks [181]. A
method [69] focuses on clustering the belief space to decompose a flat POMDP into an HPOMDP
that has coarser discretization at higher levels for both state and action space and then solving
the HPOMDP. Another method uses hierarchical finite-state controllers to scale-up planning and
to provide theoretical guarantees on the quality of the computed policy [78]. Other work gets
insights from the hierarchical approaches and provides a point-based approach that automatically
generates long action sequences and uses the sequences rather than the primitive actions to guide
sampling in the belief space and reduce the effective planning horizon [108]. Different from all
these approaches, the tasks in our domains are independent and the robot can execute them in
any order, i.e., no task provides a precondition for another task. Our approach not only considers

executing the tasks in a sequence but also interleaving the tasks’ execution when more rewarding.

In the POMDP literature, there is not much research done on the impact of planning horizon
on a POMDP’s solution; however, research on fully observable POMDPs (MDPs) has focused
on theoretical aspects of shallow versus long horizon planning. Some work assumes an accurate
model and identifies a set of properties of MDP that determines the loss due to shallow plan-
ning [93]. Another work focuses on how approximating a value function in MDPs becomes
increasingly difficult if the horizon increases [110]. Differently, it has been shown that planning
for smaller horizons can be beneficial when approximate POMDP solvers are used or the model is

not accurate [40, 92]. Another work expedites planning by planning up to a truncated horizon and
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using an estimate of the true optimal value, learned by solving similar MDPs for the full horizon,
as the terminal value [66].

All the above approaches expedite POMDP planning in some way by using approximation
methods, using compression or clustering techniques, or assuming some factored or hierarchical
structure in the domain. Although, we share common insights with these methods, i.e., computing
bounds [107, 174] and planning up to a truncated horizon, we leverage the structure in the class of
problems with multiple independent tasks to expedite planning for both short and long horizons.
There have been methods that use the structure in these problems, but they do not address optimal
POMDP planning for long horizons [166, 200]. In Chapters 5 and 6, we consider a structure in
the domain, namely the independence among the tasks, that differs from the assumptions made
in the previous methods. Our approaches can leverage the above methods to further expedite

planning when finding solutions for subsets of tasks.

8.2.2 Merging the Solutions to the Individual Tasks

In the literature, there is a large amount of research on merging the solutions to multiple MDPs
instead of solving the combined MDP model. We provide the pros and cons of each class of
approaches. Some of these works can be also applied on the POMDP models. However, we are
not aware of any approaches that apply them on the POMDP models. We could only find one
recent and relevant work that focuses on combining the solutions to multiple POMDP models.

Merging MDP Solutions

Goal management is an area of research that has some similarities to our work [187]. Some work
permits arbitration between current goals based on priority values that are dynamically computed
from predefined conditions and rules [43]. Another work evaluates all possible goals for the agent
using a set of predefined fitness functions and selects the goal with the best combined score [128].
However, in our domains, it is not feasible to hard-code the conditions or fitness functions. In
some other work, Q-learning is used to learn a goal selection policy over all the state variables [89].
We take a more reactive approach that only focuses on one task at a time and switches between
the tasks when it is triggered rather than considering all the tasks at each time step.
Behavior-based control systems (BBC) provide algorithms to select and activate the appro-
priate behaviors given the robot’s observations [118, 146]. In these approaches, the behaviors
are selected and executed concurrently to collectively achieve the desired system-level behavior
[133]. They take a decentralized approach to decide what action to execute, whereas we take a

centralized approach to decide what task to perform. Another work predefines the conditions and
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learns a switching policy over them [117, 151]. However, we do not predefine the conditions for
the switching policy.

The restless multi-arm bandit problem (RMAB) [197, 200] concerns the optimal allocation of
resources over time among a collection of bandits (or tasks) which are in competition. At each
time step, an algorithm should decide which bandits should be active, i.e., follow their optimal
policy, and which bandits should be passive, i.e., evolve to a new state. The optimization is to
find a policy for the sequential selection of active bandits. These problems can be modeled as
Markov Decision Process (MDP), are intractable [75], and have shown to have near-optimal
heuristic solutions on real-world problems [56, 115]. Another relevant planning approach focuses
on sequential stochastic resource allocation problems where multiple MDPs are weakly coupled
by resource constraints [29, 123]. In [123], the authors describe heuristic techniques for dealing
with several classes of constraints that use the solutions for individual MDPs to construct an
approximate global solution. Different from these approaches, our approach in Chapter 4 uses a
learning approach to decide when the robot should switch to another task rather than planning at
each time step.

As mentioned earlier, some of the above approaches can also be applied on the POMDP
representation, although we are not aware of any works that apply them on the POMDPs. We now
briefly mention how the algorithms in Chapters 5 and 6 are different from the above approaches.
Our algorithms use a POMDP representation, instead of an MDP representation, and propose
planning approaches (instead of learning approaches) to address the multi-task domains. The
approaches are different since they 1) take into account the partial observability of the state space,
2) are fast and provably optimal for both short and long horizons, and) do not limit the robot’s

action to be passive or active; the robot’s action set is a union of all POMDPs’ action sets.

Merging POMDP Solutions

The only work that we are aware of and the closest work to ours is by [166], which developed
an algorithm to decompose a factored POMDP into a set of restricted POMDPs (or tasks). They
solve each identified task separately, create a set of models with all possible combinations of the
subsets of the tasks, randomly sample the subsets and solve them, and combine the policies of
the smaller sampled subsets into a policy for the complete model. This work mostly focuses on
decomposing a huge factored POMDP into multiple POMDPs (or tasks) and provides a sampling
approach to select the subsets. Differently, our work provides rigorous approaches to select the
subsets and solve them to find a provably globally optimal solution. We assume that the robot
has a predefined set of tasks, efficiently remove subsets of tasks that have a low solution quality,

and then create a set of smaller models from the remaining subsets and solve them. We compare
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against this method [166] in Chapters 5 and 6.

8.2.3 Discussion on How to Decompose a Large Model Into Multiple Tasks

In the previous section, we assumed that the multiple tasks are given and discussed approaches
that speed up planning. In the case that the multiple tasks are not given, one may use the
following approaches to decompose the large model into multiple tasks or sub-goals. Most of

these approaches focus on hierarchical decomposition of large MDP or POMDP models.

In the MDP literature, decomposition techniques try to solve the global MDP by solving
small local MDPs [52, 109]. These works present a general framework to decompose MDPs into
smaller ones. The local solutions are then pieced together using a hierarchical policy construction
approach to obtain a global solution. More recent hierarchical RL approaches are capable of
learning both the internal policies of options (subtasks) in tandem with the policy over options
[10, 103, 105]. Other approaches have also been proposed to perform hierarchical decomposition
of factored Markov decision processes [95]. To be able to represent multiple levels of hierarchy,
the MAXQ hierarchical representation has been used. In [121], they present an algorithm for

automatic discovery and transfer of MAXQ hierarchies.

In the POMDP literature, some hierarchical POMDP planning (HPOMDP) approaches in-
vestigate the problem of automatically discovering the hierarchy. Some work models the search
for a good hierarchical policy in POMDP problems as a non-convex optimization problem with
variables corresponding to the hierarchy and policy parameters [38]. Another work addresses the
computational difficulty of solving the optimization problem by combining the factored encoding
of hierarchical structures into a dynamic Bayesian network (DBN) with a maximum-likelihood
estimation technique for policy learning [183]. Some of these approaches may not be directly
applicable on the domains that we focus on since the tasks in our domains are independent and
no task provides a precondition for another task; however, they can be applied on other robotics

domains.

As mentioned earlier, some work developed an algorithm to decompose a factored POMDP
into a set of restricted POMDPs (or tasks) and then combine their solutions to find a policy for
the complete model [166]. They explain the process of identifying variables that correspond to
tasks, and how to create a model restricted to a single task, or to a subset of tasks. Our work can
be combined with this approach to first decompose a factored POMDP into smaller POMDPs and
then merge their solutions to find an optimal solution.
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8.3 Discrepancy between Observations and Planning Model

When executing plans, the world may evolve differently than predicted resulting in discrepancies
between predicted and observed states of the world. These discrepancies can be caused by noisy
sensors, unanticipated exogenous actions, or by inaccuracies in the predictive model used to
generate the plan in the first place. Regardless of the cause, when a discrepancy is detected,
it brings into question whether the plan being executed remains valid (i.e., projected to reach
the goal) and where relevant, optimal with respect to some prescribed metric. The available
literature for execution monitoring is mostly concerned with the problem of monitoring plan
validity [68]. This is the problem of deciding whether an executing plan will still reach the goal
after unexpected events have happened. There are also works on more complex problem of

monitoring optimality [72]. This thesis is concerned with monitoring plan validity.

This line of research is related to a broad category of approaches that focus on execution
monitoring. There are several surveys that classify different execution monitoring approaches
applied to robotics and as a general problem [4, 84, 85, 143]. In this section, we provide
an overview of this field and discuss relevant works that pertain to our work on addressing
discrepancies in POMDP planning. For more details regarding the different execution monitoring

approaches, please refer to the surveys.

In order to operate in a changing and partially unpredictable environment, robots need the
ability to detect when the execution does not proceed as planned, and to correctly identify the
causes of the failure. An execution monitoring system is a system that allows the robot to compare
what is predicted regarding the robot activities to what is observed in the world. It detects and
interprets the discrepancies, performs diagnosis and triggers recovery actions when needed [24].
Reasoning about uncertainty as part of the planning problem can be done and is necessary in order
to weight different viable plans; however, the reasoning do not necessarily increase robustness of
the execution, e.g., if there is missing information. Thus, in order to act robustly in a partially
unknown and dynamic world, the system must also tolerate uncertainty (failing execution). A
monitoring system could be divided into the following 3 functionalities: 1) fault detection that
indicates that something is going wrong in the monitored system, 2) fault diagnosis that makes a
classification of what is going wrong, and 3) fault recovery that takes relevant actions to handle the
situation [143]. The execution monitoring approaches are classified into: analytical, data-driven,
and knowledge-based approaches [143]. This classification is mainly inspired from the field of

industrial control.

Analytical approaches (or model-based methods) rely on planning and acting models, but also

control theory models and filtering techniques for low-level action monitoring. These methods use
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a model to predict the state of a system and compare this prediction with the observation of the
current state. Data-driven approaches rely on statistical clustering methods for analyzing training
data of normal and failures cases, and pattern recognition techniques for diagnosis. Knowledge-
based approaches exploit specific knowledge in different representations (e.g., rules), which is
given or acquired for the purpose of monitoring and diagnosis. Our approach to discrepancy

detection, isolation and recovery can be classified as a model-based approach.

Model-based methods can be separated into approaches that use qualitative models of the
world, and approaches that use quantitative models of the world. The modeling formalisms call
for very different approaches. In quantitative models, the model is usually developed based
on some fundamental understanding of the physics of the process. In quantitative models, this
understanding is expressed in terms of mathematical functional relationships between the inputs
and outputs of the system. In contrast, in qualitative models these relationships are expressed
in terms of qualitative functions such as logical elements. Qualitative model-based methods
are often used for high-level plan monitoring, since they are based on logic mostly [48, 51].
A common approach is to monitor the execution of plans using preconditions and effects of
actions to check that the plan is still consistent [62, 68, 189, 191] while considering temporal plan
constraints [59, 112]. Quantitative model-based approaches usually rely on the generation and
analysis of numerical residuals, rather than on logic [84, 122]. Residuals are differences between
model-generated estimated values and the values observed during execution. These residuals
should ideally be zero (or zero mean) under no-fault conditions. In order to be useful in practical
applications, they should be insensitive to noise, disturbances, and model uncertainties while
maximally sensitive to faults. Quantitative model-based methods are generally used to monitor
stochastic and continuous systems. There are also research efforts on integrating these approaches

into a joint framework [48, 201].

We say a discrepancy has happened when the robot’s observation of the world does not belong
to the set of observations that the robot could receive from the environment by reasoning on its
planning model. Under the assumption that the robot’s sensors are not defective, the planning
model should be the reason for erroneous expectation, and the different elements of the POMDP
model should be examined for their inaccuracies. Similar to many other planning and execution
monitoring approaches (even learning), we assume that the state and observations spaces of the
planning model are complete. Thus, the transition and observation functions of the POMDP are
the main cause of the discrepancy. Hence, in this work, we will focus on the discrepancies that
arise due to the inaccuracies in the predictive model, and we will present related work in the field
as it pertains to our work on discrepancies in POMDP planning. Among the discrepancy detection,

diagnosis and recovery functionalities, our main focus is to use the original inaccurate planning
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model for discrepancy recovery, so the remaining of this section will mostly focus on planning

under model inaccuracies.

8.3.1 State Estimation, Plan Repair and Replanning

Previous work has looked at the problem of fault detection and diagnosis as a state estimation
problem; given some observation that gives rise to the suspicion that the actual current state is not
the one that is expected, one would like to identify the actual state [196]. Particle filters have been
extensively used for Bayesian state estimation in non-linear systems with noisy measurements.
They approximate the probability distribution with a set of samples or particles. These algorithms
are robust to modelling errors including unmodelled movements and systematic errors. An
approach within this body of literature called Sensor Resetting Localization (SRL) addresses the
sensor estimation problem by inserting additional hypotheses generated from sensing in the belief
state when the robot is uncertain of its position [111]. Some other work combines particle filters
with POMDPs for controlling a system [192]. A policy for the POMDP is computed offline while
particle filters are used online to track the belief state. They present multiple algorithms that focus
on faults that cannot directly be detected from current sensor values but require inference from a
sequence of time-varying sensor values. In [120], the author formulates the hybrid monitoring
and diagnosis task as a Bayesian model tracking and selection problem. Following research on
particle filters, they use a factored sampling technique to sample and represent the multi-modal
posterior distribution of the state (models) given the observations. One major problem with the
use of particle filters for diagnosis is that they focus on the most likely models, that is the nominal
behavior, while fault modes are unlikely and can therefore slip the attention of the filter. In [120],
the author overcomes this problem by biasing the samples towards the results of a separate,
qualitative diagnosis.

Some works recover from the faults by generating a universal plan [164]— one that covers any
possible situation the system may encounter, even when errors are made. In fact, when modeling
the problem as a Markov decision process (MDP), a policy that covers the entire state space,
such as the one generated by the value iteration or policy iteration algorithms, is a universal
plan. Even the LAO* and RTDP algorithms exploit reachability analysis to converge on optimal
universal plans that include only states that are reachable during the course of plan execution. In
most of these works a fault is associated with the execution of a faulty action, either mistakenly
performing a different normal action than the one specified by the plan (e.g., missing an exit in
driving) or performing a special action that represents some faulty condition (e.g., having a flat
tire). Since they map every state to an action, an agent executing the policy always knows what to

do next and this choice will be optimal and so no execution monitoring for dealing with run-time
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discrepancies is required, except for state estimation in the case of POMDPs. Planning can itself
be made robust through replanning and plan repair [70]. Replanning can be activated when a plan
has failed; it consists of stopping the plan execution, eventually positioning the system in a safe
state, and developing a new plan from the current situation and the remaining objectives. Plan
repair can be activated when part of a plan has failed, before replanning occurs; it can consist
of modifying the remainder of the current plan or developing a new plan from the failed one by
backtracking and eliminating the failed and impossible actions [76]. Some approaches consider
replanning from scratch rather than repairing a failed plan as it can be more efficient in certain
situations [131]; however, several people have found plan modification to be more efficient in
practice [72, 100].

Uncertainty in planning problems is sometimes handled by modeling the problem determin-
istically - enabling classical planning techniques to be used - but using methods for execution
monitoring and replanning to handle situations that arise when the plan fails (e.g., when a precon-
dition at some point fails to hold). According to [28], two extreme approaches can be adopted:
The first requires monitoring all preconditions required by future actions in the plan (once they
are established); when one fails replanning is invoked. Refinements of this scheme are, of course,
possible. The second, and much more common, approach simply monitors the current state and
should an unanticipated state be reached replanning is invoked. The former approach is very
costly, and the latter approach is not able to anticipate failures in advance. Thus, the decision
of whether to monitor a plan precondition, and when to monitor it, involves balancing the cost
of monitoring and the value of monitoring information. In [28], the author addresses the cost
versus value of monitoring trade-off by formulating the problem as a POMDP. They then develop
approximation methods to solve the POMDP faster such that it scales with plan size. Some other
work uses execution monitoring to address the challenges of POMDP solving. They propose an ap-
proach to approximately solve quasi-deterministic POMDPs by converting them into contingency
planning problems or MDPs. They build plans assuming both the actions and the observations
are reliable, then monitor the execution of the plan and use a value of information calculation to
add information gathering actions online [193]. Similar to [28], the authors focus on classical
planning plus execution monitoring to solve problems that could be represented as POMDPs and

use value of information to measure whether monitoring is worthwhile.

Another relevant work [130] presents an MDP-based integrated formulation for implementing
spacecraft goal-based mission planning, fault detection, and fault reconfiguration that takes into
account both logic-based compositional and continuous-valued models. The MDP includes state
variables and actions associated with the fault detection step (state variables such as fault flags

and processed measurements, and actions such as diagnostic actions) and the reconfiguration step
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(state variables such as current faults, ongoing mission-related actions, and mission status) as well
as planning. They then manage the complexity of solving the huge MDP by decomposition of
the integrated MDP into three separate MDPs for planning, fault detection, and reconfiguration
thereby reducing the computational effort required to generate the policies and the memory space
required to store them. In [145], the authors formally define error models that characterize the
likelihood of various faults and consider the problem of fault-tolerant planning, which optimizes
performance given an error model. They introduce an approach to plan for a bounded number
of faults and analyze its theoretical properties. All these approaches have a model of the error
or failure that might happen in the world and address it by including it in the planning model in

advance.

Depending on the way the system is modeled and on the available observations, diagnosis
may not be required or can be trivial. This is for instance the case when the state can be sensed
completely, or when it can be sensed partially and the observations coincide exactly with the
predictions of the model. Since then there is no discrepancy, there is no reason to believe that
the actual state is any different from the predicted one. In any case, the situation-dependent need
and requirements for diagnosis should be guided by its purpose, that is, in the case of execution
monitoring, it should be determined with respect to the state evaluation and replanning. If, for
instance, state evaluation is able to specify a subset of states in all of which the current plan should
be continued, then there is no need to disambiguate between two candidate diagnoses when both
candidates belong to this subset. This is for instance achieved by the explicit annotation of a

sufficient and necessary condition for the continued plan validity in [72].

In all approaches that we described above the premise is that planning from scratch in the new,
unexpected situation would produce a plan that is valid and optimal. But what if the discrepancy
that occurred is due to a systematic error and will thus repeat itself? This is for instance the
case when the agent applies an incorrect model of its own actions during planning. Consider the
following example from [72] of a soccer robot equipped with a kicking device: The user provided
the robot with a model describing that kicking will make the ball travel in a straight line until it
hits an obstacle. Unfortunately, during the game a fuse blows, causing the kicking device to fail
entirely. Assume the robot has intercepted the ball and is in a good position to score a goal by
either kicking or pushing the ball into the goal. Since kicking is usually faster this is the preferred
option, as it has a higher probability of success. Hence the robot triggers a kick action, but nothing
happens, because of the hardware defect. The robot realizes that something went wrong when
observing that the ball is still right in front of it, as this observation is inconsistent with the model.
But planning again in the new situation will not do any good since the best plan will still be to kick

instead of pushing the ball — according to the erroneous model. None of the approaches we have
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described so far would ever get out of this loop and the robot would miss its chance of scoring.
What is missing is a model adjustment step before replanning to account for modeling faults.
Thus, the appropriate approach that a robot should take depends on the type of the discrepancy.
For example, some work [24] distinguishes between two sources for discrepancies: exogenous
actions (EA) and violation of ontological assumptions (VOA). The paper assumes that the system
is always able to tell whether an action has been executed completely or not by reading internal
sensors. This is used to determine whether an EA or a VOA has caused a discrepancy: if no
action has been executed but a discrepancy occurs it is assumed to be due to an EA, otherwise
it is due to a VOA. When an EA occurs there is no need to adjust the model of the dynamics,
instead only the knowledge about the current situation is modified. If the discrepancy is deemed
to be due to a VOA, they use the truth value of the fluents that do not match the expectations to
extend the successor state axioms. Some other work [49] proposes to precede replanning with a
model-adjustment step to alter the planning operators as necessary to accommodate for this kind
of discrepancies. Not doing this implicitly assumes that a failure is never due to a systematic fault
and this ignorance can lead to the infinite repetition of such a failure. Another work applies to
path-planning problems where one needs to find shortest paths repeatedly as edges or vertices are
added or deleted, or the costs of edges are changed, for example, because the cost of planning
operators, their preconditions, or their effects change from one path-planning problem to the
next [101]. They develop an algorithm and present analytical results that demonstrate its similarity
to A*. They also present experimental results that demonstrate its potential advantage if the

path-planning problems change only slightly and the changes are close to the goal.

Replanning, plan repair, and state estimation approaches suffice if the discrepancy is not
due to a fundamental change in the environment and as a consequence to the robot’s planning
model. When there remains uncertainty about the model applied in planning, one can explore the
environment in order to improve the model through reinforcement learning approaches. We will
discuss the approaches that address POMDP planning where the model is inaccurate or uncertain

in the next section.

The relevant works on this topic mostly divide into two categories. Some research focuses
on learning the POMDP model’s parameters. Some other works assume a good initial, but
incomplete POMDP model and address the incompleteness using planning approaches. Our
proposed contribution falls under the second category. Since our proposed approach uses human
input to resolve the discrepancies, we end this section by discussing approaches that use human

input to learn new skills or decrease robot’s uncertainty for planning.
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8.3.2 Learning and Refining the Model Parameters

Papers in this area focus on learning a policy directly from interactions with the environment. A
well-known model-free approach [119] resolves perceptual aliasing in POMDPs by using variable
length short-term memory. They use a test to determine when a distinction is relevant to a task to
add it to its short-term memory. The Baum-Welch algorithm is used to tune the parameters of the
model. Another work uses the same short-memory approach and proposes a model-free algorithm
for learning finite-state controllers of a given size by reducing the search to policies representable
as finite policy graphs [124].

Learning a model from the environment and then solving it using a model-based approach or
interleaving these two steps has also been studied. Some work presents a model-based algorithm
that learns a POMDP model and its solution in conjunction, avoiding the slow computation of the
Baum-Welch algorithm [167]. They augment the USM algorithm originally proposed in [119]
to learn a POMDP model using a predefined sensor model. Some works use Bayes-adaptive
POMDPs (BAPOMDPs) which are POMDPs characterized by a prior distribution over their
underlying hidden Markov model (HMM) parameters [50, 156, 159, 186, 194]. Rather than fitting
a single HMM to training data—which could introduce significant modeling error into subsequent
analysis—the defining characteristic of BAPOMDPs is the use of a prior distribution to capture
model uncertainty. The optimal BAPOMDP policies make decisions under uncertainty in both the
system state and model parameters. A recent work is motivated by that the optimal policy to any
finite horizon POMDP can be captured by a finite-state controller (FSC) [186]. They extend an
expectation-maximization (EM) algorithm for solving Bayes-adaptive MDPs (BAMDPs) via FSC
optimization to the more general BAPOMDP setting.

To decrease the amount of data needed, some work presents an algorithm called MEDUSA
which incrementally learns a POMDP model using oracle queries and heuristics to select actions
that will improve the model, while still optimizing a reward function [90]. A similar approach is
taken in [61] which operates on a finite number of POMDPs sampled from an unconstrained model
posterior. Given a history of actions and observations, the next action is chosen by minimizing the
Bayes risk over the set of all possible actions. They take an active-learning approach in which the
agent asks an expert for the correct action to take if the agent deems that model uncertainty may
cause it to take undue risks. These queries both limit the amount of training required and allow
the agent to infer the potential consequences of an action without executing it. The convergence
properties of this method require that the agent can query an oracle (at a cost) to reveal the optimal
action at any time [61]. Another method learns the observation function of a POMDP using
oracle queries [9]. They associate a Dirichlet distribution over possible observations to each state.

Similar to the previous approach, a set of candidate models is sampled and updated whenever new
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oracle information about an optimal action becomes available. The optimal action that is inquired
from an oracle is compared with the actions that each POMDP suggests. If the actions agree, the
Dirichlet parameters are updated.

Intrinsic motivation can also be used to enable the agent to learn a useful model of the
environment that is likely to help it learn its eventual tasks more efficiently [71, 170]. As in [82],
the intrinsic reward can be used to drive the agent to where the model is uncertain in its predictions,
or to acquire novel experiences that its model has not been trained on. In some work, the agent
improves its model of the environment through probabilistic inference, and learning progress is
measured in terms of Shannon’s information gain. They provide a theoretically sound foundation

for designing more effective exploration strategies [177].

8.3.3 Solving the Models in Presence of Model Uncertainty

Optimal solutions to Markov Decision Problems can be sensitive with respect to the state transition
probabilities as in some practical problems, the estimation of those probabilities is not accurate [55,
199]. This problem was first proposed in the context of MDPs. Bounded Markov Decision
Processes (BMDPs) [74] in particular specify the uncertainty over the transitions using uncertainty
intervals and solve the BMDPs using optimistic or pessimistic assumptions [88, 137]. Towards
more effectively modeling problems with unpredictable events, some work uses a factored MDP
model [31] and develops a hybrid framework that explicitly distinguishes decision factors whose
conditional probability tables (CPTs) are not assigned precisely while still representing known
probability components using conventional principled MDP transitions [202]. They describe two
solution approaches for modeling such events. The first approach augments the conventional
model with additional features that effectively render the events predictable. In the second
approach, they devise a model wherein unpredictable events are explicitly treated as special
factors whose CPTs are not assigned precisely, and provide a formal method for recasting the
problem as a BMDP. In a similar vein, some work introduces a novel class of problems called
Configurable Markov Decision Processes (CMDPs) where the robot is allowed to explicitly reason
about different transition functions. If changing the transition function is deemed more rewarding,
the robot can ask an external entity, e.g., a human user, to change the environment accordingly.
They show the effectiveness of their approach from theoretical and algorithmic perspectives [172]
as well as its performance in multiple problems [171].

The BMDP formulation and algorithms have also been applied to POMDPs [87, 132, 139].
In [132], they assume that the parameters of POMDPs are imprecise but bounded and formulate the
framework of Bounded-parameter Partially Observable Markov Decision Processes (BPOMDPs).
They propose a modified value iteration as a basic strategy for dealing with parameter imprecision
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in a BPOMDP. They then introduce an anytime algorithm based on computing lower and upper-
bounds for solving BPOMDPs. One of the first works that studied parameter imprecision of general
POMDPs is by [87] where they formulate a new framework, POMDPs with imprecise parameters
(POMDPIPs), introduce a new optimality criterion by adopting beliefs in the imprecisely specified
state transition functions and observation functions, present an algorithm to solve them, and
provide its theoretical analysis. Another work builds upon [87, 132] and the BMDP literature and
introduces a new optimality criterion to solve BPOMDPs and a policy iteration algorithm that
converges to an e-optimal policy under the proposed optimality criterion.

We are also taking a planning approach to handle the model imperfection. Different from the
above papers, we do not consider the uncertainty in the model definition explicitly. We resolve
the discrepancy between the robot’s observations and the model definition as it arises by querying

an oracle.

8.3.4 Learning and Planning Using Human Input

The idea of querying an expert to obtain labels for unlabeled training examples has been explored
in machine learning research. In this context, Active Learning (AL) has been used to minimize
labeling costs while considering the value of obtaining correct labels [44, 45]. This problem has
also been explored in more complex domains where there are multiple oracles, each of which may
be reluctant to answer, incorrectly answer, and have data point-sensitive costs subject to a fixed
budget [60, 203].

In robotics research, active learning has been used in robot learning from demonstration
research area which aims at learning new skills from human demonstrations. Active learning
has been used to maximize the generalizability of a learned skill to unseen situations while
efficiently using the human teacher’s limited time [41]. In this context, some work presents a
supervised learning technique that uses measures of similarity to past examples and classification
confidence of the underlying supervised learning algorithm to determine when the robot should
act autonomously or request a demonstration [42]. Another work investigates whether robots
can supplement their questions with information about their state in a manner that increases the
accuracy of human responses [154]. In [34], the authors identify three types of questions (label,
demonstration and feature queries) and discuss how a robot can use these while learning new skills.
In label queries category, the learner selects an unlabeled instance and requests a label for it. In
demonstration queries category, the learner finds a configuration of the environment that its model
does not cover, and asks for a demonstration. Feature queries are divided into subcategories; the
robot can ask about a particular feature’s relevance for the task, its variance or invariance, whether

a feature can have a certain value, or what values a feature is allowed to have. The paper presents
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two experiments; one experiment characterizes the use of these queries in human task learning
and the other evaluates them in a human-robot interaction setting. They find that feature queries
are the most common in human learning and are perceived as the smartest when used by the
robot. Most of these works focus on learning new skills from demonstration using active learning
while also investigating how the incorporation of AL methods in LfD impacts a robot’s interaction
with its user. Our focus is not on the interaction between the robot and the customers or the
oracle, but we get inspiration from the above works for generating the questions. As mentioned
previously, in POMDP literature, some works learn the POMDP parameters by inquiring a human
expert [9, 61, 90]. Different from all these works, we focus on developing planning and execution
algorithms that leverage queries to resolve the discrepancy between the robot’s observations and
its model.

A relevant work [7, 8] presents a novel type of POMDPs called Oracular POMDPs (OPOMDPs)
which rather than standard observations include an "oracle". This representation allows the robot
to query an "oracle" for the full state information at a fixed cost. They show that this class of
POMDPs are easier to solve than regular POMDPs. In [7], they introduce an efficient heuristic
algorithm that utilizes the solution of the underlying MDP and weighs the value of consulting
the oracle against the value of taking a state-modifying action. To address the optimality issues
of [7], [8] presents an approximate, anytime algorithm that converges to the optimal value function
and thus the optimal policy. This work assumes that the robot has access to an oracle at any
point during planning. This approach expedites POMDP planning by querying an oracle for the
full state information. Some work extends the previous work [153]. They explore the use of
humans who are already in the environment as information providers in a real-world navigation
scenario. They introduce a Human Observation Provider POMDP framework (HOP-POMDP)
that models humans’ availability and costs of interruption to determine when to query the humans
during navigation. They contribute new algorithms for planning with HOP-POMDPs. Another
work introduces a model for planning robot manipulation tasks under uncertainty in a human
environment [185]. The planning agent is enabled to request human help in case of insuffi-
cient information about the current world state, including situations associated with a high risk.
Furthermore, human users are provided with the opportunity to express preferences about the
manipulation task’s outcome. In all these works, the questions help with the state estimation
problem, but do not address the model adjustment step that is required to prevent the robot from

repeating failures.
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Chapter 9
Conclusion and Future Work

In this chapter, we review the contributions of this thesis. We then discuss future avenues for

future work. Finally, we summarize the thesis document.

9.1 Contributions

The key contributions of our work are the following.

Formalization of the class of problems with multiple independent tasks that evolve over
time We introduce a novel class of problems with one robot attending to N independent tasks
that evolve over time. We model each task, the robot’s state and the actions that can be applied to
the task as a POMDP and call it client POMDP. We then discuss what assumptions are necessary
for the N client POMDPs to be independent. Finally, we discuss how the N client POMDPs are
combined into one large POMDP model called an agent POMDP.

Formalization of robot waiting in a restaurant We formalize the waiting tables task as a
planning problem with one robot and N independent tables (or N independent POMDP tasks).
We provide the assumptions under which the restaurant domain can be an instance of the afore-

mentioned class of problems.

Efficient task execution algorithm for multi-task problems We provide an approach for
efficient rask execution by reducing the need to perform planning at each time step. Our approach
learns what state features have the largest impact on the switching behavior of the robot and uses
them as triggers to stop the execution of the current task. The replanning step on all the tasks is

only performed often when one of those triggers are active, thus, it speeds up the task execution.

155



CHAPTER 9. CONCLUSION AND FUTURE WORK

Efficient short and long-horizon planning algorithms for multi-task problems with the in-
dependence structure We expedite task planning for the aforementioned class of problems. We
leverage the independence structure in these problems to solve the agent POMDP more efficiently.
Our key ideas include decomposing the agent POMDP with N tasks into a series of much smaller
planning problems with £ tasks (k < /N) and computing lower and upper-bounds on the value
of an optimal solution for variable horizons which allow us to terminate the search early while
guaranteeing optimality. We analyze the algorithms theoretical properties and demonstrate its

efficiency on the waiting tables domain.

An algorithmic framework for addressing the discrepancy between the robot’s observations
and its model We address the challenges of planning for real-world applications such as the
restaurant domain where having an exact and comprehensive model that works for all the tables is
infeasible. As a result, unexpected situations could arise that prevent the robot from attending
to all the tables. We refer to these unexpected situation where the robot’s observation differs
from what is expected to be observed given the robot’s model as discrepancies. We formulate the
discrepancy between the robot’s observations and its model as an augmented planning problem
with a set of hypotheses that explain the discrepancy and a set of clarification actions that can
invalidate the hypotheses. The goal of our formulation is to enable the robot to achieve the
task irrespective of the existing discrepancy, and only diagnose the exact explanation for the

discrepancy and resolve it if it helps with achieving the goal.

Efficient planning algorithms for solving the discrepancy model in multi-task problems
We solve the discrepancy POMDP model more efficiently by using the lower-bound on the
value of the individual hypothesis to compute better heuristic values for the frontier nodes in
the graph associated with the discrepancy model. We then integrate this approach with the
efficient long-horizon planning algorithms that we developed for multi-task problems. Since
the discrepancy model has a goal POMDP representation that differs from the discounted sum
POMDP representation that we used in the multi-task planning algorithms, we first describe what
modifications should be made on the multi-task planning algorithms to enable them to be applied
on goal POMDPs. We then describe how the heuristic computation for these multi-task planning

algorithms changes to leverage the lower-bound on the value of each individual hypothesis.

Experimental results on the waiting tables in the restaurant domain We demonstrate the
performance of our efficient short and long-horizon planning algorithms on a simulated restaurant
setting with a large number of tables. We observe significant speedup when the robot uses our

algorithms to decompose the large planning problem into smaller sub-problems while guaranteeing
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an optimal solution. We then evaluate the efficiency of our planning algorithms that solve the
discrepancy model in a single-task grid-world environment and observe a higher quality of
solutions that our planning algorithms compute. Finally, we consider a task with a discrepancy
model and multiple other tasks that use the original planning model and evaluate our planning
algorithms in such multi-task setting. Our results show the benefits of decomposing the large

planning problem into smaller planning problems.

9.2 Discussion

In this section, we discuss the challenges of running our algorithms on a real robot in a real
restaurant setting. Although we mostly focus on the restaurant setting, the challenges extend to
most multi-task settings. The next section will focus on the many avenues for future work.
Autonomous robots that face a diversity of environments, a variety of tasks and a range
of interactions cannot be accurately modeled in simulation and pre-programmed by foreseeing
at the design stage all possible courses of actions they may require. Especially, in dynamic
and changing environments with semantically rich tasks and human interactions such as the
restaurant domain, robots with explicit deliberation functions such as planning, acting, observing,
monitoring, and learning are needed [86]. What design choices a roboticist make regarding each
of these functionalities depend on the domain that the robot is operating on and the resources it
has access to. In this thesis, we focus on two deliberative functionalities, namely planning and
monitoring, for domains such as the restaurant domain where the robot should achieve multiple
independent tasks. In this section, we will first focus on the challenges that the planning and
monitoring modules should be able to tackle in a real restaurant setting. More specifically, we will
go through the real-world situations where our assumptions do not hold. We will then discuss the
general challenges of running our planning and monitoring modules on the real robot alongside

the acting, observing, and learning modules.

9.2.1 Going Beyond the Assumptions

In the formalization of the restaurant setting, we assume that the /V tables (or tasks) are indepen-
dent. This assumption helps us in addressing some of the computational challenges of planning
for such multi-task domains. However, in a real restaurant setting, the independence assumption
might not hold. If the independence assumption does not hold for certain tables, one can combine
the POMDPs associated with those dependent tables and solve it along the other tables. In this

case, as long as some of the tables are independent, one can leverage our algorithms to expedite
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planning. In the worst case, however, if all the tables are dependent on one another, our approach

performs the same as the baseline approaches.

The definition of the independence structure could also serve as a limitation of our work. We
assume that the robot’s state is fully observable, and the robot’s observation function depends on
the task’s state only. Thus, under this assumption, one cannot perform both active localization
and task planning jointly in our POMDP planner. We basically decouple the task planning aspect
of the multi-task domains from their path planning aspect and mostly focus on task planning.
Although this decoupling of task and path planning is a common approach in robotics applications,

it might limit the types of domains where one can use our approaches.

For the multi-task settings, we develop provably optimal algorithms that expedite planning for
short and long horizon planning problems. Although our provably optimal approaches perform
better than the baseline approaches, for long horizon problems, their high planning times prevent
them from being practical in a real restaurant setting with many tables. For these problems
suboptimal anytime approaches might be preferred (similar to the approach in Chapter 7). We will
explain how our algorithms can be extended to further expedite planning for real-time applications

in the next section.

In dynamic and changing environments with semantically rich tasks and human interactions
such as the real restaurant domain, the assumption of having a perfect model of the domain might
not always hold for all the tasks. We develop algorithms that effectively address the unexpected
situations that arise due to having an imperfect model for multi-task domains by querying an
oracle. Under the assumption that the robot has access to an oracle, e.g., human waiter, these
algorithms to some extend enable the robot to deal with the unpredictability of a real restaurant
domain with diverse customers (i.e., they might not follow the same model that the robot follows).
However, the assumption that the robot has access to an oracle might become invalid in some
domains, e.g., the human waiter is not available when the robot needs him. For these type of
domains or situations where an oracle is not available, the robot can still guarantee to reach the
goal if all the diagnosed hypotheses agree on an alternative finite-cost route to the goal. In this
case, the robot can just take the alternative finite-cost route to reach the goal without asking any
clarification questions. However, if the hypotheses cannot agree on one finite-cost route to the
goal, our algorithms fail to reach the goal. This signifies the importance of developing effective

diagnosis strategies to come up with a suitable set of hypotheses.

The algorithms that we describe in this work are limited to a particular discrepancy detection
approach, and they use domain knowledge for diagnosis. As we will describe in the next section,
the discrepancy detection and diagnosis approaches can be extended to better address real robot

settings where different detection and diagnosis strategies might be needed. For example, a soccer
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robot that is pushed by another soccer robot could just take an state estimation and replanning
approach to address the discrepancy rather than adjusting its planning model [111]. However,
a robot with a hardware defect would need to adjust its model to replan effectively [122]. In
real-world settings, the robot should be equipped with different detection and diagnosis strategies

to be able to handle the different discrepancy scenarios.

9.2.2 Simulation to Real World

To some extend, we address some of the challenges of a real world setting by using a POMDP
representation. The POMDP representation is more powerful than deterministic planning and
the MDP representation. The POMDP representation enables the robot to reason about both
uncertainty in the action execution and observation in a systematic manner, but at the cost of more
computation effort. Thus, if the complex real world settings can be modeled accurately, meaning
that all the elements of the POMDP including the states, the actions, the observations, and the
transition and observation probabilities are given, the POMDP representation would be able to
address the uncertainty of the real world. The POMDP representation assumes complete certainty
over all its elements. However, as we discussed in Chapter 7, it is not always possible to model
the real world perfectly. It is in fact very challenging to define in advance all the states, all the
actions, all the observations, and the true transition and observation probabilities for the POMDP.
The algorithms in Chapter 7 are designed to address some of the challenges associated with
having an inaccurate model of the real world to some extend. Ie., they address the challenges of
having inaccurate transition and observation functions to guarantee that the robot will eventually
reach its goal under the assumption that all the states, all the actions, and all the observations are
given. However, even given the assumptions, there is still so much research to be done to have a
system that can tackle different types of discrepancies and failures. Furthermore, the assumptions
regarding the states, actions and observations might also be invalid in the real world.

In this thesis, we use a hard-coded restaurant simulator. We also assume that the robot is
equipped with all the necessary actions and observations. However, in unstructured environments
with semantically rich tasks and human interactions such as the restaurant domain, no matter
how well we design the simulator, there will be differences between the simulation and the real
world. The gap between the simulation and the reality could be due to the differences in physical
modeling or perception modeling and might result in failed executions or errors in observations.
The observation errors could include errors in localization, activity recognition, the detection of the
table’s current request, etc. There are techniques to increase the system’s robustness to execution
failures and perception errors. Differences such as physical modeling errors can sometimes be

lessened via appropriate choices of the state-action space [165]. Differences such as perception
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errors can also be lessened via appropriate filtering techniques or by adding extra sensors for
more robustness, e.g., by adding extra sensors on each table in the restaurant setting rather than
only using top-view cameras or the sensors on the robot. In this work, we did not discuss the
sensor requirements or the different methods for getting reliable and robust observations; however,
having robust observations affects both the execution (or acting) and planning modules and is a
crucial step to successfully deploy the robots in a real restaurant.

In addition to the previous challenges, many simulations, unlike the real-world, act completely
synchronously with the policy decisions, meaning no changes in the environment happen while
the agent is deciding the next action and there is no real-time constraint on the agents decision
making. Such differences could be addressed by designing simulations that act asynchronously
or having other strategies that appropriately deal with the changes in the environment while the
robot is planning the next action.

In robotics, a lot of effort has been put into exploring training in simulation and then executing
policies on real robot hardware. This approach is commonly known as Sim2Real [162]. There
are two commonly used techniques which do bring in an element of transfer learning from
simulation to the real world: domain randomization during training [182] and additional training
after simulation in the real-world [162]. This signifies the importance of learning in the real

restaurant setting for a successful transfer from the simulation to the real world.

9.3 Future Work

We discuss the many avenues for future work that we consider interesting and worth pursuing.
We consider future work on topics that are more specific to this thesis as well as future work on

topics that are related to the challenges in deploying the robot in a real restaurant setting.

Expediting planning further Many other approached have also been proposed to speed up
POMDP solvers by using point-based methods [169], hierarchical planning [181], clustering
and compression of belief space [160, 175], factored representation [168], and online POMDP
approaches [158]. Our approaches can leverage the above methods to solve the subsets of tasks
faster. In most of this work, we focused on optimal planning for multi-task settings. Another
direction for expediting planning for multi-task settings is to focus on practical anytime algorithms
that use both the independent tasks and the adaptive horizon (which inherently is anytime) and
integrate them with the practicality of anytime sampling-based approaches such as [176] which
randomly samples a subset of scenarios to speed up planning.

There are also techniques that could trivially be integrated with our methods to expedite
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planning further such as: 1) solving the individual tasks offline, 2) solving the sub-problems in
parallel (the sub-problems lend themselves well to multi-threading), and 3) using the lower and
upper-bounds to prune the nodes that are known to be sub-optimal in the search tree [140].
Furthermore, in a specific restaurant, a waiter’s procedures might follow a specific routine
that could correspond to only exploring a certain part of the robot’s state, action, and observation
space. All the planning experiences that the robot obtains as it plans and executes action could be

learnt into a model that could be used later on for fast replanning.

Frequency of replanning In our approaches in Chapters 5 and 6, a robot would reevaluate the
environment after each action execution and replan accordingly. A drawback of this approach is
that if the actions take a lot of time steps to execute, or a high-level action that consists of multiple
primitive actions is executed, the robot could miss some key events. Differently, our approach
in Chapter 4 focus on a more reactive approach to switch from one task to another using the
stimuli. Since planning with a high frequency can be very inefficient, future work could involve
integrating these two approaches such that the robot could replan after each action execution and

when something interesting happens in the environment.

Discrepancy detection The appropriate approach that a robot should take to address a discrep-
ancy depends on the type of the discrepancy. Some discrepancies might be due to exogenous
events rather than as a result of an action execution. To handle these type of discrepancies, it
might not be needed to adjust the transition or observation functions, instead only the knowledge
about the current state could be modified; thus, the state estimation and replanning approaches
might suffice [111, 120]. However, if the discrepancy occurs as a result of an action execution,
replanning with a model-adjustment step to alter the transition or observation functions are re-
quired to accommodate for this kind of discrepancy. In this work, we only tackle the latter type of
discrepancy where the model should be adjusted. However, a more in-depth study of the different
types of discrepancies for a given domain might be necessary to choose the right strategy.

In this work, our focus is mostly on the discrepancy recovery rather than the discrepancy
detection and diagnosis. We only focus on discrepancies where an observation is impossible
given the robot’s model. We do not consider cases where an observation has a low probability of
being observed according to the model. Future work could involve detecting these low-probability

discrepancies as done in [111].

Discrepancy diagnosis We generate a set of hypotheses by modifying the transition and obser-
vation functions. In general, coming up with a set of hypotheses that includes an approximation

of the correct model could be domain-dependent and very challenging. Coming up with different
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hypotheses generation methods that are appropriate for different types of domains could be an
interesting future work.

We used domain-knowledge to decide what parts of the transition and observation functions
should get affected when a discrepancy occurs. For example, in the grid-world, when a discrepancy
occurs, it affects all the transitions that involve the current and next states irrespective of the
action. For example, if the robot executes "north" from the state 4 and expects to end up in the
state 0, and a discrepancy happens. This discrepancy involves a change in the transition from
the state 4 to the state 0 with any action. If we could previously go from the state 4 to the state
0 with another action, e.g., action "left", under the hypothesis that this transition is impossible,
we cannot go from the state 4 to the state 0 with the action "left". Differently, in the restaurant
domain, if the robot believes that the customers are "satisfied", and they become "unsatisfied"
with the action "bring bread", they will also become "unsatisfied" if the robot believes that the
customers are "neutral" and executes "bring bread". In this domain, when a discrepancy occurs, it
affects all the transitions that involve the action and the next state irrespective of the current state.

In this work, we asked the clarification questions from an oracle waiter. Differently, some
questions can also be asked from the customers themselves. Future work could involve having
multiple types of oracles with different confidence on their answers and multiple types of questions

with different information gain as done in [60, 203].

Updating the discrepancy model The focus of this thesis was not on permanently updating the
model with the new discrepancy information. However, depending on the domain and the types of
discrepancies, the discrepancy information could be useful to include in the model. In situations
where the discrepancy persists throughout task executions, one might use learning approaches as

discussed in Chapter 8.3.2 to update the planning model for later use [61, 90].

Efficient planning with multiple robots In this work, we focus on efficient task-planning for
a robot in a multi-task setting. If we were to use our algorithms in a multi-robot restaurant, we
could first assign the tasks to the different robot waiters and then plan for each robot individually.
However, in presence of multiple robots, the task and motion planning aspects of the problem
need to be integrated. This is because in a multi-robot setting, the assumption that the tasks are
independent of one another might become invalid as going to a table by a robot might be blocked
by a different robot going to another table. In addition to figuring out which robot has a priority
over the other robot to pass first given the tasks’ status [126], future work could focus on comping
up with strategies to preserve the independence between the tasks.

In a real restaurant setting, the multiple waiters are able to share tasks depending on how
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needy their assigned tables are. For example, if one robot is idle, it could take up an action that
another robot should have performed for better overall performance of the restaurant. This could

also be an interesting direction for future work.

Performing sidework tasks Waiters typically do work in the restaurant in addition to their
main serving tasks. Waiter sidework could include duties such as cleaning service areas, refilling
table condiments, tidying menus, restocking beverage and server stations. A robot’s idle time
could be used to perform these sidework tasks. One strategy to attend to these sidework tasks
could be to include these sidework tasks in the robot’s set of main tasks; however, this approach
would make the combined model larger and more challenging to solve. A direction for future
work could involve coming up with planning strategies to attend to these sidework tasks while

effectively addressing the main tasks.

Deploying the robot in a real restaurant setting The ultimate goal of our research is to enable
a service robot to perform tasks in a real restaurant by taking care of an ongoing stream of requests
efficiently and respond to the customers appropriately. Our research does not focus on inferring
the customers state from sensory observations. Our future efforts could involve integrating our
planner with models that infer some of those observable variables, e.g., the current request/activity,
from data [180].

Our example implementation of the restaurant domain might be insufficient for a real restaurant
setting with tasks and human interactions. In this work, we make the following simplifications.
First, we assume that the information from different customers is integrated, and we only consider
having access to the information for a given table. In a real restaurant setting, making decisions
based on aggregated information might not be preferred. Second, we only focus on task-planning
for a restaurant setting and assume that we have access to a path to the tables. In general, the task
and path planning aspects of the problem might need to be integrated to account for low-level
information (e.g., customers blocking the robot’s path) that could help with making better high-
level decisions. Finally, there are also other challenges that come up when we include perception
and execution modules in our robotic system such as receiving inconsistent observations or action
failures. In this thesis, we mostly evaluated our algorithms in a simulated restaurant setting. A
more in-depth study is needed to analyze the complexity of the problems that our robotic system,

including the planning, perception, and execution modules, can address.
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9.4 Summary

In this thesis, we contribute novel algorithms for domains where a robot should accomplish
multiple tasks by switching between them. A conventional approach to deal with these multi-task
problems is to combine all the tasks’ states and robot actions into one large model and compute
an optimal policy for this combined model. For the problems that we are interested in, the number
of tasks can be large making this planning approach computationally impractical and challenging.
We provide an algorithm that expedites task execution by solving the combined model associated
with all the tasks less often. We then formalize a general class of problems where a robot is
required to accomplish a set of tasks that are partially observable and evolve independently of each
other according to their dynamics. We formalize the restaurant domain and define the assumptions
under which the restaurant domain can be an instance of this class of problems. We present
methods that exploit the structure found in these problems, namely the independence between the
tasks, to optimally and efficiently plan for short and long planning horizons. Our key ideas include
decomposing the problem into a series of much smaller planning problems, and computing lower
and upper-bounds on the value of an optimal solution for variable horizons. We then focus on
real-world applications such as the restaurant domain where having an exact and comprehensive
model that works for all the tables is infeasible. As a result, discrepancies could arise that prevent
the robot from attending to all the tables. We discuss how we formulate the discrepancies as a
robot planning problem. We then explain how we tackle the discrepancies by augmenting the
planning problem’s state and action space with a set of hypotheses and questions regarding the
discrepancies that aim at finding where the potential inaccuracies in the original planning model
lie. Finally, we provide algorithms to solve the augmented planning problem more efficiently for
single-task and multi-task settings. We present the algorithms, analyze their theoretical properties,

and demonstrate their effectiveness on a grid environment and the waiting tables domain.
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Appendix A

Robot Experiments

In this appendix, we give an overview of the CoBot robots and the tasks they can perform with
a focus on the restaurant setting (Fig. A.1). The CoBot robots are developed in the CORAL
laboratory as part of the research of many past students, including: Mike Licitra, who physically
built the robots; Joydeep Biswas [20], Brian Coltin [46], and Stephanie Rosenthal [155], who laid
the foundation for the complete navigation, task execution, and symbiotic autonomy of the robots.

The CoBot robots navigate smoothly and quickly due to their omnidirectional bases. All the
computation is done on an onboard tablet or laptop computer. They have LIDAR and Kinect
sensors to localize and detect obstacles, a touchscreen to interact with humans, and speakers for
voice interactions. For sensing, the robots use a combination of planar LIDAR and an RGB-D
camera. The CoBots autonomously localize and navigate using depth-camera and LIDAR-based
localization and navigation algorithms [23]. The CoBots autonomously avoid obstacles by moving
to the side of the hallway, but if they cannot avoid an obstacle, they stop and say "Please excuse
me." until the obstacle is moved. For the things the robots cannot do, the robots ask humans in
the building for help [155]. For example, the CoBots do not have arms, so they ask humans to
press the elevator buttons for them. These functionalities were developed to enable the CoBot
robots to perform user-requested tasks in office buildings. In this work, we will discuss the
functionalities that we used in our robot experiments to enable the CoBot robots to service the
tables in a restaurant setting.

The software architecture on the CoBots is designed to be modular and easily extensible. The
CoBot robots have multiple software nodes, including the robot hardware drivers, localization,
navigation, the graphical user interface, the task planner, the server interface, and the scheduling
server [20]. The software nodes communicate with each other using ROS, and specifically through
topics and services [150]. In this thesis, we use the localization and navigation software modules,

and we will discuss them in more details later.
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Figure A.1: CoBot mobile service robots.

The CoBot robots offer multiple tasks to their users. A task refers to a function that the robot
can execute and takes a fixed number of arguments as its input. The CoBot robots offer their
users four tasks: GoTo, PickUpAndDelivery, Escort, and MessageDelivery. Each
of the tasks that the CoBot robots can execute involves driving to one or more locations. A full
description of the tasks is in [142]. In this thesis, we will go through the GoTo task which is used
to go to the different tables in the restaurant. GoTo requires a single location argument as the
robot’s destination. To execute this task, the robot drives from its current position to the specified
destination. We use the POMDP planning approaches that we describe in this thesis to decide
what action the robot should perform next. The GoTo task is leveraged to navigate between the
multiple tables. We will explain the different components of our robot experiments, namely, the

restaurant model, perception module, task planning module and execution module next.

A.1 Restaurant Model

Our restaurant setup has three tables with one person on each table as shown in Fig. A.2 and
one robot. In our restaurant setting, the positions that the robot navigates to, the kitchen and the
tables, are hard-coded. Each table follows the POMDP model from Chapter 3. We added two
new actions to each POMDP model, go fo the kitchen and pick up food for a table. The kitchen is
shown with k£ in Fig. A.2a. We also added a new state variable food_pickedup to each POMDP
model that shows if the food or drink is picked up by the robot. We create a robot simulator with
the POMDP models associated with the 3 tables.
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Figure A.2: A restaurant setting with 3 tables (7°0, 7'1 and 7'2) and one robot.

A.2 Perception

The perception module has two components, a component for sensing the tables’ states and

another component for sensing the state of the robot.

We use the robot simulator which uses the POMDP model for each table to generate the
observations associated with the state of the table. After each action execution, the simulator
considers a set of possible observations given the robot’s current belief state and the executed
action. The robot then selects a random observation from this set. For the example scenario
that we show later (based on the POMDP model in Chapter 3), we assume that all the following
state variables: food, water, cooking status, current request, hand raise, time since food or water
has been served, time since food is ready, and time since request are fully observable, and the
satisfaction level is the only hidden state variable. There is no stochasticity in terms of the 8
observable state variables. Thus, after each action execution, the simulator just outputs the updated
values for those 8 state variables as the observation. Our future efforts could involve inferring

some of those observable variables, e.g., the current request/activity, from input data [180].

The CoBot robots use a Vector Map to localize. The Vector Map is a representation of the
layout of the building stored in vector form; that is, each constituent segment of the map is stored,
using a pair of 2D points described by their (x, y) coordinates. The blue lines in Fig. A.3 show a
plotting of the vectors that are stored in the Vector Map file. The robot uses this Vector Map to
localize correctly. The robot uses the reading from its sensors (Lidar and Kinect) to find planar
surfaces, matches these planar surfaces to walls described in the Vector Map and continuously

updates its position [23].
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Figure A.3: The Navigation Map of the Gates Hillman Center’s 3rd floor used by the CoBot
robots.
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A.3 Task Planning

We use the POMDP solver from Chapter 5 and apply it on the restaurant model. The POMDP
planner and the CoBot communicate through ROS topics. Whenever the POMDP planner selects
an action to be executed by the robot, it publishes the action on a topic where the CoBot receives
it. The robot then checks if the action is a navigation action, a service action, or a communication
action and executes it. The planners from Chapter 6 and Chapter 7 could also be easily replaced

with this planner to solve longer horizon problems and address the discrepancies that arise.

A4 Execution

There are 3 types of actions that the robot can execute, navigation action, service action, or
communication action. For the navigation actions, the CoBot robots use a Navigation Graph
to navigate around the building. The Navigation Graph stores the information the robot needs
to move around the environment described by the Vector Map. The vertices of the Navigation
Graph are points on the map, identified by their (z, y) coordinates, and edges are straight lines
connecting them. The navigation graph is stored by the robot as a binary file. Fig. A.3 shows the
plotting of the Navigation Graph for the Gates Hillman Center’s 3rd floor with green vertexes and
pink edges overlaid on the Vector Map. The robot is shown with an orange circle, and its direction
is shown with an orange line. The robots use the Navigation Graph when they must move to a
given destination. To reach a location (z, y), the robot first identifies and drives to the closest point
on the Navigation Graph, and then, the robot computes a path, via the graph, to the point closest
to its destination. Finally, the robot drives, in a straight line, from the point on the Navigation
Graph to its desired position. Given a destination location, the navigation planner first finds the
projected destination location that lies on one of the edges in the navigation graph. This projected
destination location is then used to compute a topological policy using Dijkstra’s algorithm for
the entire graph. The navigation planner projects the current location onto the graph and then
executes the topological policy until the robot reaches the edge on which the destination lies,
and then drives straight to the destination location [22]. We use the navigation graph to navigate
between the multiple tables in the restaurant. Fig. A.4 shows the plotting of the Navigation Graph
for the room where we set up the restaurant setting with 3 tables.

CoBots take a conservative approach to navigation. In particular, the obstacle-avoidance
algorithm uses a local greedy planner, which assumes that paths on the navigation graph will
always be navigable and can be blocked only by humans. As a result, the planner will not

consider an alternative route if a path is blocked, but will stop before the humans and ask to be
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Figure A.4: The Navigation Map of the room where we set up the restaurant setting with the
tables and the kitchen overlaid on it.

excused. When the robot finds an obstacle on its path, the robot stops, and requests passage, saying
“Please excuse me.”. Upon arrival at its destination, the robot announces that it has completed
its navigation to the POMDP planner. The robot’s position is updated as the robot moves in the
environment using its localization module.

If the action is a communication action, the robot uses its speaker to say the message associated
with the communication action, e.g., "your food is not ready". Since CoBot does not have arms to
manipulate the world, it relies on human help for some of its capabilities, e.g., placing the food on
the table or handing over the menu. If the action is a service action, the robot asks for help from

the humans to perform the action, e.g., "please take the menu" and "please take your food".

A.S5 Example Scenario

Here! is a video of one example scenario using our setup. As mentioned earlier, in our restaurant
setting, we hard-code the coordinates (x, y, #) for the kitchen and the tables. The image on the
top-left of the video is a top-view image of the restaurant with tables 7°0, 7'1 and 7'2. The status
of the tables, wait time, current request and the belief over the satisfaction level is shown in the
top-left image. The robot attends to the tables by executing the actions that the POMDP planner
selects until all the customers leave the restaurant. As the robot services the tables, the tables’
satisfaction level increases. As the customers wait to be served, their satisfaction level decreases.

The robot takes an interleaved planning and execution approach where it plans for a fixed short

"https://youtu.be/cq2TpFoPc60
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finite horizon of 4, executes the action and replans. The robot’s action is shown on the bottom
of the video. Each table goes through a sequence of 8 requests from want menu to clean
table. The customers’ hand raises in the video is just for the sake of the video, and the robot is
not sensing any of the hand raises. In the model, the customers need to be attended to by the robot
at all times unless they are eating their food or drinking. Le., if the tables’ current request is not
eating or drinking, the customers need a service from the robot.

Fig. A.5 shows snapshots of the video. We randomly initialize the status of the tables. The
customer on 7'0 has his money ready for the robot to pick up, and the robot believes that this
customer is sat isfied with probability 1.0. The customer on 71 is waiting for her food, and
the robot believes that this customer is very unsatisfied with probability 1.0. The customer
on 12 wants the menu, and the robot believes that this customer is s1ightly unsatisfied
with probability 1.0. All the wait times are 0 at the beginning. The belief state of the robot
includes the status of all the tables.

Given the current belief state, the POMDP planner selects action Go to Table 2 asshown
in Fig. A.5a. The robot then uses its navigation graph and localization module to go to 72. The
robot then plans its next action (Fig. A.5b). The robot asks the customer to take the menu (not
shown) and then asks what his order is (Fig. A.5c). Consequently, the satisfaction level of the
customer on 7'2 increases. Since the customers on 7'0 and 71 are waiting, their satisfaction level
decreases. The robot then decides to go to 7'1 and perform the communication action "your food
is not ready" to keep the customer informed and increase her satisfaction level (Fig. A.5d). While
the robot is attending to 7'1, the satisfaction level of the customers on 70 and 72 decreases. The
robot then goes to 70 to obtain the money from that customer (Fig. A.5e and Fig. A.5f1).

As mentioned earlier, the customers’ satisfaction level depends on their wait time, and the
reward function depends on the customers’ satisfaction level and how long they have been waiting.
Thus, the robot attends to the multiple tables to increase their satisfaction levels and reset their
wait times. The robot keeps switching between the multiple tables to attend to them until all the

customers leave.
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173



APPENDIX A. ROBOT EXPERIMENTS

t=2
food being cooked
want food t=5

food being cooked
% want food
! 1

t=5
cash ready

v‘“

Golng o Tible 0

(e) The robot goes to T°0.

t=3
food being cooked
want food t=6
food half cooked
want food

1] :
t=6

cash ready
.. fS

TO
!\'
|

.
y 0aSkets -
l/h IL‘* ::‘ _\y,l‘

i

(f) The robot asks the customer to place the money in the basket.

Figure A.5: Snapshots of the robot video.
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