The Next Challenge: from Easy-to-Use to Easy-to-Develop. Are You Ready?

Abstract
The main challenge of next years is to allow users of software systems, who are non-professional software developers, to create, modify or extend software artefacts. In this panel we want to discuss with the CHI community the key aspects in the area of End User Development and an associated research agenda, which should be then proposed to the main research agencies, such as NSF and EU ICT.
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Introduction
We think that over the next few years, the goal of human-computer interaction will evolve from just making systems easy to use (even though that goal has not yet been completely achieved) to making systems that are easy to develop. By now, most people have become familiar with the basic functionality and interfaces of computers. However, developing new or modified applications that effectively support users’ goals still requires considerable expertise in programming that
cannot be expected from most people. Thus, one fundamental challenge for the coming years is to develop environments that allow users who do not have background in programming to develop or modify their own applications. Today, some forms of EUD have found widespread use in commercial software with some success: recording macros in word processors, setting up spreadsheets for calculations and defining e-mail-filters. While these applications only realize a fraction of EUD’s potential and still suffer from several flaws, they illustrate why EUD is an important contribution to letting users become active citizens of the Information Society.

End User Development concerns activities that imply some modification, aiming at creating from scratch or modifying an existing software artefact. Examples of these approaches are: Programming by Example (also called Programming by Demonstration), Visual Programming, Macros, and Scripting Languages. Research projects that have started to address such complex issues have been activated both in Europe (for example EUD-Net, http://giove.isti.cnr.it/eud-net.htm and EUDISMES, http://www.eudismes.de) and USA (for example EUSES, http://eusesconsortium.org/). This panel aims to bring together researchers (some from industrial organizations) from both sides of the Atlantic, with various experience in the area, which should stimulate the discussion with the CHI audience. The goal is to identify the key aspects in the area and an associated research agenda, which should then be proposed to the main research agencies, such as NSF and EU ICT. Some key issues for the discussion are the identification of the more relevant application domains and promising research approach, how to exploit current technological trends (e.g., the availability in the mass market of various types of interaction platforms, such as mobile devices, digital TVs, ...), what new business models will be enabled by EUD.

Position Statements

Joerg Beringer

Joerg Beringer’s article "Reducing Expertise Tension" [2] defines End User Development (EUD) as the design problem to enable subject matter experts to create or modify executable software components. This design problem is not limited to end users who want to adapt software to reflect their own work practices but to process analysts or power users in organizations, who want to configure content and processes for end user communities without having deep IT knowledge. EUD is not limited to end users, but to the design challenge per se to enable user to become creative on a level which typically is beyond their level of expertise.

Gerhard Fischer

The industrial information economy [1] has been focused on creating finished goods such as complete software systems, movies, and information repositories. The emerging networked information economy is democratizing the design and evolution of rich collaboratively constructed information environments by creating socio-technical environments supporting active contributors instead of passive consumers [5]. These fundamental changes create new challenges for interactive systems by breaking down the barriers and distinctions between designers and users and open up opportunities for social creativity. Meta-design [6] is focused on "design for designers". It creates open systems at design time that can be modified by their users and evolved, requiring and supporting more complex interactions at use time. Open systems allow significant modifications when the need arises.
successes of open source software systems and open content environments have demonstrated that given the right conditions, design through the collaboration of many can create new kinds of systems. Meta-design tries to reduce the gap in the world of computing between a population of elite scribes who can act as designers and a much larger population of intellectually disenfranchised knowledge workers who are forced into a consumer role. To achieve these objectives, it addresses the following three necessities for socio-technical environments: (1) they must be flexible and evolve because they cannot be completely designed prior to use; (2) they must evolve at the hands of the users; and (3) they must be designed for evolution.

Piero Mussio
In a recent paper [7], Piero Mussio and co-authors present the current status of their research on End User Development, which focuses on people who are experts in a specific discipline (e.g. mechanical engineering, medicine, geology, etc.) but by no means experts in computer science, nor willing to be so, and who use computer systems for their daily work activities and are responsible for possible errors and mistakes, even those generated by wrong or inappropriate use of computer systems. Such domain experts usually lack any development skill and do not want to be constrained by formalisms that are alien to their culture. They want software environments to be easily accessible, that they can develop as environments shaped to their needs, tasks and habits without being aware of programming. To this aim, the participatory, meta-design Software Shaping Workshop methodology has been developed, which provides end users with software environments (called workshops in analogy to artisans’ workshops) allowing them to perform development activities even at use time. These environments provide interaction languages that reflect the end user mental models of the situations to be managed. Using these languages, end users become designers of their tools, and environments, being able of solving their problems and shape their software tools following their style of reasoning without being forced to think as programmers.

Brad Myers
Brad Myers’s “Natural Programming” project [9] at Carnegie Mellon University has been working for more than 10 years to make programming more “natural”, or closer to the way people think. The strategy is to first perform studies that reveal people’s needs and strategies. This motivates novel tools, which are then evaluated to verify their impact. For example, studies revealed that debugging usually starts with “why” and “why not” questions [7], which motivated the design of the Whyline tool (see Figure 1) which studies showed decreased debugging time by a factor of 8 [8].

Fabio Paternò
People should be able to work through familiar and immediately understandable representations that allow them to easily express and manipulate relevant concepts, and thereby create or modify interactive software artefacts. In contrast, since a software artefact needs to be precisely specified in order to be implemented, there will still be the need for environments supporting transformations from intuitive representations into more precise, but more difficult to develop, descriptions. The main motivation for model-based approaches to user interface design has been to support development through the use of meaningful abstractions to avoid dealing with low-level details. Despite such potential benefits, their adoption has
mainly been limited to professional designers, but new solutions [3] are recently emerging that are able to extend such approaches in order to achieve natural development by enabling end users to develop or modify interactive applications still using conceptual models, but with support that facilitates their development, analysis, and use.

Boris de Ruyter
With technologies moving from being deployed in passive and functional applications towards their application in reactive and intelligent solutions that integrate with our daily life, it becomes increasingly difficult to develop system functionality that will suit all end users. As part of the challenge to design such Ambient Intelligent systems that are acceptable for end users, we are faced with the quest for developing tools that enable end-users to create their own functionality. Research challenges in end-user development relate to interaction metaphors, tangible interaction tools and system platforms that are forward compatible. The following challenges for end-user programming can be formulated: 1) Keep it simple; each small increase in complexity significantly reduces the number of potential users of the programming function. A solution should be found that allows users to adapt the system in a straightforward way. 2) Proper feedback; it is important that the user knows what he has programmed so far. The user should have immediate feedback on what is currently being programmed. 3) Make it fun; the user programming method should invite the user to tailor his system or environment to his specific needs and wishes. The user should feel like a creative composer whose attention can be focused on the desired composition itself rather than the process.
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